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Abstract Due to the increase in collaborative work and the decentralization
of processes in many domains, there is an expanding demand for large-scale,
flexible and adaptive software systems to support the interactions of people
and institutions distributed in heterogeneous environments. Commonly, these
software applications should follow specific regulations meaning the actors us-
ing them are bound by rights, duties and restrictions. Since this normative
environment determines the final design of the software system, it should be
considered as an important issue during the design of the system. Some agent-
oriented software engineering methodologies deal with the development of nor-
mative systems (systems that have a normative environment) by integrating
the analysis of the normative environment of a system in the development
process. This paper analyses to what extent these methodologies support the
analysis and formalisation of the normative environment and highlights some
open issues of the topic.

Keywords Multi-agent systems - Normative systems - Agent methodologies

1 Introduction

Currently many domains, such as health and commerce, demand complex, dy-
namic and decentralised systems in which different entities and institutions
interact and interchange services in order to achieve their objectives. Since
these stakeholders are usually heterogeneous and autonomous, there is no cen-
tral authority that designs or ensures their behaviour. Although neither of
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them have power or authority to control the behaviour of the others, the ex-
pected behaviour of each stakeholder should be known in order to ensure the
stability of the system and to achieve the success of the interchanges between
entities.

Moreover, these domains are usually regulated by governmental legislation
and the internal regulations of each institution involved in the system. The
behaviour of each entity is bound by rights, duties and restrictions derived
from the global legislation, the requirements of the system and the specific
regulations of each institution. One example of application is the software
supporting the collaboration between health clinics and research institutions
in order to allow researchers to find eligible patients to their clinical trials [35].
Each stakeholder involved in the collaboration must follow different regula-
tions. Each clinic must follow their internal regulations and the governmental
regulations attached to the management of clinical data. Researchers must
follow the regulations of their own research institution and the governmen-
tal regulations about clinical trials. Moreover, clinics and research institutions
software may have been developed by different stakeholders using different
technologies. Therefore, in such domains, it is necessary to develop systems
where the desired and forbidden behaviour of each entity is formally specified.
Any undesired behaviour can compromise the stability of the system, avoid
the correct communication between parties or violate a legal restriction.

In the literature, regulated systems that deal with dynamic regulations in
a social environment are called normative systems [48]. The advantage of a
norm-based design approach is that there is a ready way for developers to
specify these regulations explicitly in the development process, such that they
become part of the design. Implementing the system in a norm-aware platform
can ensure their fulfilment, even if the system has been externally implemented
by different providers.

The analysis and design of systems of this kind are complex tasks. Gov-
ernmental legislation and the specific legislation of each institution and entity
involved in the system should be considered, bringing a need to integrate dif-
ferent normative environments. Since these restrictions on the behaviour of the
entities may determine the final design of the system, they must be identified
and analysed in the early phases of the development process. In this paper, we
consider the normative environment of a system to be the set of norms that
regulate the behaviour of each entity and the set of contracts that formalise
the relationships between these entities. The normative environment of each
entity is specified by the set of norms that directly affect the behaviour of this
entity. The normative context of an organisation' is the set of norms that only
affect the entities that are part of this organisation.

Over the last decade, multi-agent technology has been used for the im-
plementation of academic and industrial applications, and there are currently
several agent methodologies that deal with the development of normative sys-

I In this paper the term organisation is considered a synonym of institution.
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tems [23,26]. In this paper, we wish to answer the following question: To what
extent do agent methodologies support the development of normative systems?.

In this paper the term ”methodology” is understood as a framework that
offers a set of design abstractions and guidelines that guides the process of
developing a system by offering: (1) mechanisms to specify the design of the
system, (2) a set of tasks that must be performed in order to develop the
system, (3) and advice about when and how these tasks must be executed.

First, we analyse the methodological requirements for developing normative
systems (Section 2). These requirements are specified in Section 3 as a set of
questions that help to evaluate to what extent agent methodologies support the
analysis and design of normative systems. Section 3 presents an overview of the
state of the art and selects four agent methodologies, taking into account their
support for analysing and designing normative systems. These methodologies
are analysed in more detail in Section 4. Section 5 presents an analysis of some
open issues in this context.

In order to illustrate some common characteristics of normative systems
the following subsection presents a case study based on a virtual water market.
This normative system will be used through the paper as running example.

1.1 Running example: mWater case study

mWater is an institutional, decentralised framework where users with water
rights are allowed to voluntarily trade their rights with other users, in exchange
for some compensation, economic or otherwise, but always fulfilling some pre-
established rules [11,37].

The whole system is regulated by the National Hydrological Plan of the
country that establishes the creation of one basin institution for each water
basin. These institutions are responsible for monitoring the quality and level
of the basin’s water and for controlling the transfer of water rights within
their basin. Each basin institution is an autonomous organisation. In addition
to the National Hydrological Plan, these institutions must follow the specific
regulations of their region. Basin institutions have the autonomy to decide
whether to participate in the virtual market and they are able to abandon the
system at any time. Each basin institution offers a set of software services and
resources to its members. These applications have been developed by different
developers using different technology. Therefore, the mWater virtual market
system should be able to integrate the different basin institutions and to allow
communication and service interchanges between them. In order to participate
in the system each basin institution must fulfil a set of requirements: (1)
Every basin internal structure should have a notary who will be responsible
for validating each water interchange performed inside the basin institution.
It also should have a jury who will solve the conflicts among the members of
the basin. (2) Every basin should provide specific services to the government
authority. (3) Every basin should specify internal regulations that must be
coherent with the current governmental legislation.
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The government authority is the person or group of persons that represent
the government in the system. This authority can revoke any agreement es-
tablished in the system and is responsible for verifying that the governmental
legislation is fulfilled in every basin institution.

In this virtual market based environment, different autonomous entities,
representing individuals, groups of irrigators, industries, or other water users,
get in contact in order to buy and sell water rights. They are able to negoti-
ate the terms and conditions of the transfer agreement following the specific
regulations of the basins involved. In order to perform an inter-basin transfer,
the agreement should be authorised by the government of the country.

This case study was implemented using the Electronic Institutions frame-
work [29,31] as a testbed for agreement technologies [20]. During its analysis,
design, implementation and maintenance we have had to deal with some of the
most common issues related to normative open systems. We found the analysis
and design of the normative environment particularly challenging because of
the complexity explained above. We therefore believe this to be a good run-
ning example to be used throughout the paper to illustrate some features and
attributes. However, it must be noted that this paper does not analyse the
specific implementation of the case study with Electronic Institutions; such an
analysis is out of the scope of the paper. Instead, the paper’s main goal is to
analyse the support offered by agent methodologies for analysis and design of
the normative environment of a system. The case study is only used to give an
example of some common features of normative systems that would be difficult
to understand without concrete examples.

In addition, it is important to state that the requirements and criteria pre-
sented in the following sections are not only based on the mWater case study,
but on the broader literature concerning normative systems, and also on our
experience designing normative multiagent systems applications in different
domains, such as health [36].

2 Requirements for designing the normative environment

This section describes the requirements at design time for developing norma-
tive systems. In this paper, we consider normative systems as systems where
the entities’ behaviour and relationships are restricted by a set of norms [7].
Now, in the literature there is no consensus about the terminology that must
be used to specify normative systems [30,39]. Therefore, in this section we
analyse the requirements for designing normative systems from a semantic
perspective and associate these semantics to specific terms in order to reuse
them in the following sections. The specific terms are highlighted in bold.
The rest of the section is organised as follows: First, Section 2.1 analyses
the metamodel constructions that are necessary to represent the normative
environments of a system. Second, Section 2.2 analyses the support during
the development process that is necessary in order to completely analyse and
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formalise these normative environments. Finally, Section 2.3 analyses how the
final design of the system should be validated.

2.1 Design abstractions

Due to the increase in collaborative work and the decentralisation of processes
in many domains, there is an expanding demand for large-scale, flexible and
adaptive software systems to support the interactions of people and institu-
tions distributed in heterogeneous environments [50]. Each one of these insti-
tutions may have specific legislation and internal regulations associated with
them, meaning that the actors inside them are bound by rights, duties and
restrictions [33]. In this paper, the norms that regulate the behaviour inside a
specific institution, or group of entities, are called institutional norms. The
interaction of several institutions and the integration of different subsystems
into a common one brings a need to specify different normative environments
inside the same system. Therefore, the design architecture should allow the
definition of several normative environments inside a system. Here, the
normative environment of a system is considered to be the set of norms that
regulate the behaviour of each entity and the set of contracts that formalise the
relationships between entities and institutions. The normative environment of
each entity and institution is thus specified by the set of norms that directly
affect the behaviour of this entity or institution.

For example, in the mWater case study each basin institution and irrigator
community has its own regulations, i.e. its own normative environment. These
normative environments can have associated with them different and even con-
tradictory norms, but all these normative environments should be compliant
with the National Hydrological Plan. When there is an interbasin interchange
of water the regulations of all the institutions involved should be fulfilled.

In the agent literature the functionality of the system is usually divided
between different roles [1,2]. Any entity that tries to participate in the system
should play at least one of these roles, and any agent that plays a specific role
acquires a set of rights, duties and restrictions related to this role. Therefore,
it is necessary that the design architecture allows the definition of the set of
rights, duties and restrictions associated with each specific role. In this paper,
these types of norms are called role norms.

Moreover, many current developments are supposed to be open. In this con-
text, the term open means that external entities can interact and become part
of the system at runtime [25]. As a consequence, any external entity that wants
to enter in the system must acquire a specific role of the system. These external
entities can be heterogeneous and can be developed outside the scope of the
system. However, once a stakeholder enters a normative system its behaviour
is restricted by the rights and duties of the roles that it is playing. Contracts
have been used in many domains in order to formalise these restrictions with-
out compromising the autonomy of the entities [21]. This is because contracts
are expressive and flexible. They allow agents to operate with expectations of
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the behaviour of other agents based on high-level behavioural commitments,
and they provide flexibility in how the autonomous agents fulfill their own
obligations [60]. Contracts also allow the negotiation of specific terms of the
engagement between a stakeholder and a role. Although contracts should be
specified and negotiated at runtime, at design time contract templates should
be defined in order to specify contract patterns that any contract of this type
should fulfil [34]. In this paper, the contract templates that establish the terms
under which an entity can play a role are called play role contracts.

For example, in the mWater case study basin institutions can participate
in the system and leave it at any time. When a basin institution enters the
system it acquires a set of rights and duties. Every basin institution is obliged
by its play role contract to provide a set of services to the government author-
ity. However, if the contract is not established how should such services be
implemented. In this sense, the general behaviour of each basin institution is
known but these institutions keep their autonomy regarding how to implement
it.

Most normative systems involve a complex social structure. The use of
norms to specify the structure allows the entities to reason about the structure
of their system, and allows the structure to be updated dynamically at runtime.
Such a social structure implies a set of rights and duties between the entities of
the system [44]. In this paper, the norms that define the structure of the system
are called structural norms. The structure of a system is usually specified
by the relationships between the organisations within it (if we are dealing with
an organisational system), and the roles of the system. Therefore, structural
norms apply to organisations, roles, and the agents playing a role.

The description of system architectures imply the specification of the re-
lationship between several entities of the system [47]. In dynamic and flexible
systems the specific terms of the social relationship between entities can be
negotiated between the entities involved. The use of contract templates to
specify these relationships provides flexible architectures and maintains the
autonomy of the system about how to implement their commitments [57]. In
this paper these kinds of contracts are called social relationship contracts.
For example, in the mWater case study each basin institution is under the
supervision of the government authority, but the specific terms of this super-
vision can be negotiated for each basin institution. Without the specification of
such a contract the relationship between these entities would be fixed at design
time and it would not be possible to specify different agreements regarding the
individual features of each basin institution.

Also, each individual entity may have special rights or restrictions associ-
ated to its own design and implementation. These norms are not related to the
general structure of the system or the roles that this entity plays, but to the
specific features of each individual entity. For example, although water users
are allowed to trade with all their water rights, a specific implementation of a
water user can restrict the quantity of water rights that this agent is allowed
to trade. In this paper these kinds of norms are called agent norms.
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Interchanges of services and resources are formalised at runtime [27], but in
regulated systems, it may be necessary to specify at design time which kind of
relationships are allowed and under which terms. Therefore, it is necessary to
specify contract templates that formalise these restrictions and maybe estab-
lish the interaction protocols that should be executed in order to negotiate,
execute and resolve conflicts related to these contracts. In this paper these
types of contract templates are called contractual agreements.

Some normative systems allow their entities to violate the norms and con-
tracts of the system (enforcement). Other normative systems do not allow
any entities to perform an action that is not permitted (regimentation). The
methodology should thus offer some guidelines to help designers to decide
which option is best suited to their particular system context. Moreover, in
the case of enforcement, the methodology should provide a design abstraction
that allows specification of the consequences of violating a norm. We refer to
such a design abstraction in this paper as norm violation.

2.2 Support during the development process

In the previous subsection a set of different types of norms that should be
formalised at design time were presented. As shown in the literature [54,45, 6]
and in many studied case studies such as [36], these restrictions can be derived
from: (1) the specific requirements of the system (e.g. a system in which the
main goal is to increase productivity during a specific period would forbid any
entity from taking a holiday in this period); (2) legal documents that formalise
governmental law or internal regulations of each institution (e.g. the National
Hydrological Plan, the governmental law about water right interchanges); and
(3) design decisions. The identification of the normative environment of a
system is not trivial because: (1) the descriptions of the requirements of the
system provided by domain experts might be incomplete; (2) individual entities
might have their own goals that conflict with the goals of the system; (3) in
systems composed of different institutions, each could have its own normative
environment that needs to be integrated into an overall system; and (4) legal
documents are written in plain text, which means that the terminology of the
domain expert and these legal documents could be different.

A poor or incomplete specification of the normative environment can pro-
duce a lack of trustworthiness and robustness in the system [55]. In open
systems in which each entity could be developed by a different institution, if
the rights and duties are not formally specified, an entity that tries to join a
system would not know how to behave. Entities could perform actions that
harm the stability of the system (e.g. in a non-monopoly system, a client could
buy all the resources of one type).

Therefore, methodologies should include in their analysis and design phases
guidelines to identify and formalise these restrictions in order to be sure that
the normative environment is completely specified.
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First, specific guidelines should be added to the requirements analysis
stage in order to identify and formalise the norms that are directly related
to the requirements of the system [6,54]. Also, specific guidelines for identi-
fying the norms that should be implemented in a system, derived from the
legal documents associated with the system, should be provided. This iden-
tification is a complex process because such documents are usually written in
plain text and the semantic meaning of the concepts described in the legal
documents and in the system design can be inconsistent.

Obviously, the norms derived from the requirements analysis and those as-
sociated with legal documents may determine the final design of the system
[13]. Therefore, these norms should be analysed before the design of the system
is performed and they should be taken into account during the process. Once a
specific design is determined, in order to ensure that this design is implemented
properly, the structure of the system and the relationship between the
roles and entities of the system should be formalised by means of norms
and contracts. So, the methodology should provide specific guidelines for iden-
tifying institutional, role and agent norms, as well as guidelines to formalise
play role and social relationship contracts.

The identification of when two entities must collaborate and the formali-
sation of these interchanges can be a complex task. So, it is necessary to offer
specific guidelines for the identification and formalisation of contractual
agreements.

Furthermore, methodologies should offer guidelines that help the designer
to select the most appropriate negotiation, execution and conflict res-
olution protocol for each specific contract regarding its requirements. The
restrictions to consider a protocol as an appropriate one are: (1) to allow
achieving the objectives of the interaction, (2)to respect the norms of the sys-
tem. One metric that could be used to evaluate which protocol is more appro-
priate than another is the number of interactions that this protocol includes.
However each methodology would specify its own metrics.

2.3 Evaluation of the final design

Developing normative systems is a very complex task because it requires spec-
ification of the global behaviour of the system, the individual behaviour of
each agent, the legal context of each entity, and the social and contractual in-
teractions [45]. Also, many conflicts can arise from the potential combination
of institutional norms and the specific restrictions of each agent derived from
the commitments of their signed contracts [42]. It is necessary to ensure that
each single normative environment has no conflicts, and also that the compo-
sition of all the normative environments is itself conflict-free. As is presented
in [32], conflicts in norms arise for four different reasons: (1) the obligation
and prohibition to perform the same action; (2) the permission and prohibi-
tion to perform the same action; (3) obligations of contradictory actions; (4)
permissions and obligations of contradictory actions. Therefore, guidelines for
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verifying the coherence of the normative environment should be offered
by the methodology and integrated into the development process.

Requirements traceability is an important feature in any kind of system
[63], and refers to the ability to describe and follow the life of a requirement,
in both forward and backward directions. Traceability improves the quality
of software systems [46], and facilitates verification and validation analysis,
control of changes, as well as reuse of software systems components and so
on. The ability to follow the life of a requirement associated with a norm is
even more important due to the dynamism of the normative environments of
a system. For example, in the mWater case study, the whole system should
follow the National Hydrological Plan legislation. Without traceability, any
change in this law would imply the revision of the whole system. However,
if it would be possible to trace each norm individually, only the norms that
had changed should be revised and only the parts of the system affected by
these norms should be redesigned. Therefore, traceability of the normative
environment is a desired feature in a methodology for developing normative
systems.

3 Evaluation criteria

Due to the differences in the terminology and semantics of each methodology,
the evaluation and comparison of methodologies is a complex task. In this
section, a set of questions guiding the evaluation and comparison of agent
methodologies is presented. These questions are focused on the evaluation of
the extent to which agent methodologies support the analysis and design of
normative systems. These questions are based on the requirements identified in
the previous section, and the criteria divided into three categories: (1) design
abstractions, (2) support during the development process, (3) evaluation of the
final design. A general overview of the state of the art of agent methodologies
regarding these criteria is also presented.
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3.1 Regarding the design abstractions

- Institutional norms: Does the methodology support the specification of norms that only
affect the scope of a specific institution?

- Normative environments: Does the methodology support the specification of different
normative environments in the system?

- Role norms: Does the methodology support the specification of the norms that are asso-
ciated with a specific role?

- Agent norms: Does the methodology support the specification of the norms that are
associated with a specific agent?

- Play role contract: Does the methodology support the formalisation of the rights and duties
that an agent acquires when playing a specific role in the system by means of contracts?

- Structural norms: Does the methodology support the formalisation of the structure of the
system by means of norms?

- Social relationship contract: Does the methodology support the formalisation of the struc-
ture of the system by means of contracts?

- Contractual agreements: Does the methodology support the formalisation of the inter-
change of resources and services between different actors of the system?

Currently, many agent methodologies integrate norms into their metamodels
in order to formalise the restrictions on the behaviour of the actors within
systems [9,22,28,3]. Most offer formalisations of norms that allow the specifi-
cation of the consequences of violating a norm. However, in these approaches
it is the designer who decides, without any guideline, whether the normative
system is to be enforced or regimented. This decision depends on the system
requirements and also on the functionality offered by the execution platform
on which the system will run.

Many of methodologies also allow the specification of organisational sys-
tems. These agent methodologies are able to describe different normative envi-
ronments by means of specifying norms whose scope is limited to one particular
organisation of the system [59,27,16].

Almost every agent methodology uses the concept of role to specify the
different functionalities that an actor can have in the system. Therefore, the
use of role norms is common and well supported by most methodologies for
normative systems.

Some organisational methodologies, like OperA [26], do not support the
specification of individual agents. However, those that support the design of
individual agents usually allow the specification of agent norms [4].

Over the last few years, the integration of electronic contracts in multi-
agent systems (MAS) has become increasingly more important to system ar-
chitectures for agent behaviour regulation [51,16,38].
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3.2 Regarding the support during the development process

- Requirement norms: Does the methodology provide any guideline to identify and formalise
the norms of the system during the requirements analysis?

Does the methodology provide any guideline to identify which requirements should be spec-
ified as norms?

- Legal documents: Does the methodology provide any guideline to identify and formalise the
norms that should be implemented in the system derived from legal documents associated
with the system?

- System design: Does the methodology consider the normative environment of the system
as an important factor in the design of the system?

- Structure considers morms: Is the normative environment of the system analysed before
specifying its structure? Is this normative environment integrated into the guideline to define
the structure of the system?

- Contract protocols: Does the methodology provide any guideline to formalise the negoti-
ation, execution or conflict resolution protocol associated with each contract regarding its
requirements?

Although some methodologies include in their metamodel and development
process the description of the normative environment of a system, only a few
provide guidelines to actually identify the normative environment of the sys-
tem. Work by Boella and Rotolo et al. [6,54] offers several guidelines that focus
the attention of the system designer on important issues when developing a
normative system, but they cannot be used as an artefact for designers to
identify the norms that regulate the system. Kollingbaum et al. [41] present
a framework called Requirement-driven Contracting (RdC), for automatically
deriving executable norms from requirements and associated relevant informa-
tion, but this framework only derives system norms from the description of
the goals of the system. A more complete guideline that includes the analysis
of each entity’s goals, and the resources and the relationships between entities
is still needed.

Breaux et al. [12,14] present a methodology for extracting and prioritising
rights and obligations from regulations. They show how semantic models can
be used to clarify ambiguities through focused elicitation, thereby balancing
rights with obligations. [13] continues this work, investigating legal ambiguity
and what constitutes reasonable security. This methodology identifies obliga-
tions and restrictions derived from the analysis of the complaints, agreements
and judgments of the system. It seems to address existing systems and needs
runtime information to derive the norms. The methodology is not, however,
focused on the analysis and design of multiagent systems, although some of
these guidelines could be combined with an agent methodology to adapt the
system at runtime and increase its security.

Siena et al. [56] study the problem of generating a set of requirements,
which comply with a given law, for a new system. They propose a systematic
process for generating law-compliant requirements by using a taxonomy of le-
gal concepts and a set of primitives to describe stakeholders and their strategic
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goals. This process must be combined with an agent methodology in order to
completely design the system.

Saeki and Kaiya [55] propose a technique to elicit regulation-compliant re-
quirements. In this technique, the regulations are semantically checked against
requirements sentences to detect the missing obligation acts and prohibition
acts in the requirements.

3.3 Regarding the evaluation of the final design

- Coherence of the normative environment: Does the methodology offer guidelines to verify
the coherence of the normative environment?

Does the methodology offer guidelines to verify the coherence between the system and agent’s
goals and the normative environment?

- Traceability: Does the methodology support traceability of the normative environment?

Regarding the verification of the models and the consistency and coherence of
norms and contracts inside an organisation, some work has been done but it
is still an open problem. Most work here is focused on offline verification of
norms by means of model checking [61].

The application of model-checking techniques to the verification of contract-
based systems is an open research topic. Some work like [58] models contracts
as finite automata that model the behaviour of the contract signatories, while
other work represents them as Petri nets [40]. These representations are useful
to verify safety and liveness properties. However, adding deontic clauses to
a contract allows conditional obligations, permissions, and prohibitions to be
written explicitly [54]. In [53] and [32] a deontic view of contracts is specified
using the CL language, while the work in [53] uses model-checking techniques
to verify the correctness of the contract and to ensure that certain properties
hold. The work in [32] presents a finite trace semantics for CL that is aug-
mented with deontic information as well as a process for automatic contract
analysis for conflict discovery. In the context of Service-Oriented Architectures,
model checkers have recently been used to verify compliance of web-service
composition. In [43] a technique based on model checking is presented for the
verification of contract-service compositions.

In the context of verification techniques for MAS, there are some impor-
tant achievements using model checking. In [62], the SPIN model checker is
used to verify agent dialogues and to prove properties of specific agent proto-
cols, such as termination, liveness, and correctness. In [10] a framework for the
verification of agent programs is introduced, that translates MAS that are pro-
grammed in the logic-based agent-oriented programming language AgentSpeak
into either PROMELA or Java. It then uses the SPIN and JPF model check-
ers to verify the resulting systems. In [64], a similar approach is presented but
it is applied to an imperative programming language called MABLE. In [52],
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the compatibility of interaction protocols and agents’ deontic constraints is
verified. However none of these approaches considers organisational concepts.

There are only some efforts that deal with the verification of systems that
integrate organisational concepts, contracts, and normative environments. The
most developed approach is presented in the context of the IST-CONTRACT
project [51], which offers contract formalisation and a complete architecture,
and uses the MCMAS model checker to verify contracts. However, as far as we
know, it does not define the organisational normative environment or verify
the coherence of this context with the contracts.

Little work ensures traceability of requirements [17] and none of them is
focused on the traceability of the normative environment attributes.

4 Related work: AOSE methodologies

The general study of the state of the art presented in the previous section
provides an overview of which methodologies provide extensive support for
developing normative systems. In this section we have selected four in order
to analyse and compare them (OperA, O-MaSE, Tropos and GORMAS).

It is important to note that there are other approaches like Electronic
Institutions [29,8] or InstAL [19,42] that also support the development of
normative systems, but their support is less complete than those selected in
terms of the detail of specification of the phases of the methodology and the
guidelines that they provide for analysing and designing these kinds of systems.

4.1 OperA

Organisations per Agents (OperA) [26] is a framework for the specification of
normative open MAS that includes a formal metamodel, a methodology and
a CASE tool.

4.1.1 Design abstractions

The OperA model describes a MAS as an organisational structure regulated by
norms and contracts, where norms specify obligations, permissions and prohi-
bitions of the roles of the system. The OperA model uses the concept of group
to specify different normative environments inside a system. Here, groups are
used to collectively refer to a set of roles and to specify norms that hold only
for all roles in the group. OperA does not include the design of the individual
agents, but it assumes that agents can understand the society ontology and
communicative acts, and are able to communicate with the society.

OperA defines two types of contracts: social contracts and interaction con-
tracts. These abstractions respectively match with the play contract and con-
tractual agreement concepts detailed in Section 2.1. Social contracts establish
an agreement between the agent and the organisation model and define the
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way in which the agent will fulfil its roles. In this sense, the structure of the
society is defined by the social contracts specified in the system. Interaction
contracts establish an agreement between agents, i.e., they define agent part-
nerships, and fix the way a specific interaction scene is to be played.

A contract definition includes its parties (the agents involved), the clauses
(described as norms), and the communication protocol to be followed. The
clauses of each contract specify the rights, duties and restrictions that the
agents acquire when signing the contract.

4.1.2 Support during the development process

The OperA methodology is structured in three steps, as follows.

— Organisational model design: This phase specifies the OperA Organisa-
tional Model for an agent society. This model is composed of three levels:
(1) Coordination Level: Specifies how the structure of the society is de-
termined. (2) Environment Level: The society model determined in the
previous step is further refined with the specification of its social structure
in terms of roles, global requirements and domain ontology. (3) Behaviour
Level: The organisational model of an agent society is completed with the
specification of its interaction structure, which results from the analysis
of the interaction patterns and processes of the domain. This process is
supported by a library of interaction patterns.

— Social model design: This phase describes the agent population in the Social
Model that will enact the roles described in the structure. It describes the
roles specified in the previous phase, the role negotiation scenes and the
characteristics of the agents that apply for society roles. In other words,
during this phase the social contracts that define the structure of the system
are detailed.

— Interaction model design: This phase describes the concrete interaction
scenes between agents. Interaction contracts are used to formalise these
interaction scenes.

As can be seen, the OperA methodology integrates in the development
process the specification of the contracts and norms that regulate the system
and its entities. OperA offers guidelines to select the most appropriate organ-
isational structure and to specify interaction protocols by means of patterns.
However, this methodology does not offer guidelines to capture the clauses
(norms) that each contract should contain.

4.1.8 Evaluation of the final design

OperA models can be implemented using the Operetta tool [49]. Although
OperA methodology does not integrate the verification of the system as a step
of the methodology, the Operetta tool integrates model checking techniques in
order to verify the coherence of the system design. This verification includes
the validation of the coherence of the normative environment of the system.
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4.2 O-MaSE

O-MaSE [23] provides a customisable agent-oriented methodology based on
a metamodel, a set of methods fragments and a set of method construction
guidelines. It also offers a CASE tool [24].

4.2.1 Design abstractions

The O-MaSE metamodel covers most basic MAS concepts such as agents, roles,
organisations, and interactions. The normative environment of the system is
represented by means of a set of norms called policies in this metamodel. These
policies describe how an organisation, role or agent may or may not behave in
particular situations. The organisational structure allows creation of different
normative environments inside the same system.

The O-MaSE metamodel supports the development of open systems. Roles
define positions within an organisation whose behaviour is expected to achieve
a set of goals, but this metamodel does not integrate the concept of contract.
Therefore, any agent that would like to play a specific role would have to revise
the description of the role and search in the set of policies for those that would
affect the agent if it played this role.

Interactions between agents are represented by means of protocols, but
these interactions are not formalised with contracts. This means that agents
interacting with other agents in the system should know in advance the inter-
action protocols and the policies of the system in order to know the expected
behaviour of the others.

4.2.2 Support during the development process

The O-MaSE methodology explicitly defines activities and tasks but does not
define specific phases. O-MaSE provides a set of guidelines to organise these
activities in different ways based on project need. These activities include the
analysis of the requirements; the design of the system by means of organi-
sations and roles; the architecture design by means of defining agent classes,
protocols and policies; the low level design in which specific plans, capabilities
and actions are described; and the code generation.

Although the methodology includes a specific task where the policies of the
system are formalised, there is no guideline that helps the designer to identify
these policies from the requirements of the system, and this identification relies
on designer expertise.

4.2.8 Evaluation of the final design

The O-MaSE methodology framework is supported by the aT? integrated de-
velopment environment, which supports method creation and maintenance,
model creation and verification, and code generation and maintenance. The
aT? verification framework allows selection from a set of predefined rules those
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that should be checked against the model. This allows one to verify specific
properties of the model and process consistency. However, as far as we know,
there is no tool for verifying the coherence of the normative environment.

4.3 Tropos

The initial version of the Tropos methodology was focused on supporting the
agent paradigm and its associated mentalistic notions throughout the entire
software development life cycle from requirements analysis to implementation
[15]. This version of the methodology does not support the concepts of norms or
contracts. However, Telang at al. [59] enhance Tropos with commitments, and
propose a metamodel based on commitments and a methodology for specifying
a business model.

4.3.1 Design abstractions

None of these versions of Tropos include norms in their metamodel. In Telang
at al. [59] commitments represent contracts between entities. However, these
contracts only represent duties that the entities acquire. They do not establish
limits on the behaviour of the entities.

4.8.2 Support during the development process

In Telang at al. [59] a methodology is proposed in order to analyse and design
the system. One of the steps of the methodology consists in the identifica-
tion of the commitment. However, no guideline is specified to identify these
commitments and the restrictions on the behaviour are not considered.

4.3.8 Evaluation of the final design

Chopra et al. [18] propose a technique to verify that an agent can potentially
achieve its objectives playing a specific role, and that an agent is potentially
able to honour its commitments. However, they do not provide any guideline
or technique to verify the coherence of the normative system.

Tropos offers support for requirements traceability but does not consider
the normative environment.

4.4 GORMAS

GORMAS (Guidelines for ORganisational Multi-Agent Systems) [5] defines a
set of activities for the analysis and design of organisational systems, including
the design of the norms that restrict the behaviour of the entities of the system.
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4.4.1 Design abstractions

The GORMAS metamodel describes a MAS as an organisational structure
regulated by norms and whose functionality is expressed by means of services.
GORMAS allows the specification of institutional, role, agent and structural
norms. Entities interact using standard services and following the restrictions
of the system. However, GORMAS does not include the abstraction of con-
tract.

4.4.2 Support during the development process

The GORMAS methodology is focused on the analysis and design processes,
and is composed of four phases covering the analysis and design of a MAS:
the first phase is mission analysis, which involves the analysis of the system
requirements, the use cases, the stakeholders and the global goals of the system;
the service analysis phase specifies the services offered by the organisation to
its clients, as well as its behaviour, and the relationships between these services;
the organisational design phase defines the social structure of the system,
establishing the relationships and restrictions that exist in the system; and
finally, at the organisation dynamics design phase, communicative processes
between agents are established, as well as processes that control the acquisition
of roles along with processes that enable control of the flow of agents entering
and leaving the organisation. Additionally, some norms that are used to control
the system are defined. Finally, the organisation dynamics design phase is
responsible for designing guides that establish a suitable reward system for
the organisation.

Norms are present from the early beginning of the development process,
but GORMAS does not offer any specific guideline to identify the norms that
restrict the system. Their identification rests on the expertise of the designer.

GORMAS also does not offer any guideline for specifying the most appro-
priate interaction protocol regarding the specific requirements.

4.4.3 Evaluation of the final design

GORMAS does not offer any tool for the verification of the coherence of the
system or the traceability of the normative environment.

5 Discussion: Gap analysis

This section presents a gap analysis of the state of the art of agent method-
ologies supporting the analysis and design of normative systems. As presented
in Section 3, some approaches offer partial solutions to the problem. However,
the combination of these partial solutions in order to obtain a complete devel-
opment methodology that developers can follow is not an easy task because
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Comparative
FEATURES [ OMASE [ OPERA [ TROPOS [ GORMAS
Design abstractions:
Institutional Supported Supported Not supported Supported
norms
Normative con- Supported Supported Not supported Supported
texts
Role norms Supported Supported Not supported Supported
Agent norms Supported Not supported Not supported Supported
Structural Not supported Supported Not supported Supported
norms
Play Role con- Not supported Supported Partially  sup- Not supported
tracts ported
Social relation- Not supported Supported Partially  sup- Not supported
ship contracts ported
Contractual Not supported Supported Partially  sup- Not supported
agreements ported
Support during the development process:

Identification: Partially  pro- | Partially = pro- | Not provided Partially  pro-
Requirement vided vided vided
norms
Identification: Not provided Not provided Not provided Not provided
Legal docu-
ments
Structure con- Partially pro- Partially pro- Not provided Not provided
sider norms vided vided
System design Considered Considered Not considered Considered
Structure con- Part of the nor- Part of the nor- Not considered Partially  sup-
siders norms mative system is | mative system is ported

analysed before
but it is not in-
tegrated in the
guideline.

analysed before
but it is not in-
tegrated in the
guideline.

Contract proto-
cols

Not provided

Partially. It of-
fers a library of
patterns for in-
teraction proto-
cols.

Not provided

Not supported

Evaluation of the final design:

Coherence

Partial verifica-
tion in the case
tool

Partial verifica-
tion in the case
tool

Not supported

Not supported

Traceability

Not supported

Not supported

Not supported

Not supported

Table 1 Comparative methodologies

each approach uses different terminology, semantics and metamodel construc-
tions. Section 4 analyses some of the most complete agent methodologies for
developing normative systems. Table 1 summarises this analysis in terms of
the evaluation criteria presented in Section 3.

The results of the analysis of the state of the art can be summarised as

follows.

— Most well-known agent methodologies integrate into their metamodels the
concepts of organisations and norms. This allows designers to specify and
formalise institutional, role and agent norms, as well as to specify different
normative environments inside the same system.

— Only a few methodologies integrate the concept of contracts into their
metamodel. Some methodologies integrate into their metamodel the spec-
ification of contractual agreements, but the use of structural norms and
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contracts to define the structure of the system is only supported by a small
subset of methodologies.

— Most methodologies provide specific guidelines for selecting the most suit-
able organisational typology and for distributing the functionality of the
system in the most appropriate way between the parties involved. However,
only a small subset consider the normative environment when selecting the
organisational structure.

— No methodology integrates into the development process guidelines that
completely support the identification of norms from the analysis of the
requirements, nor from legal texts.

— Although there is some work related to validation and verification of the
designed models, it is still an open problem. Verification using any de-
velopment approach is important, but in normative open systems is even
more so due to the high risk of incoherence resulting from interference be-
tween different normative environments, and between the global goals of
the system and the individual goals of each party.

— Traceability of norms from requirements is not well supported by current
methodologies.

In what follows, we consider the effects of designing a normative system
with a methodology that does not include the abstractions and guidelines
analysed above. The mWater case study presented in Section 1.1 is used to
illustrate some of these effects.

— If the methodology does not specify norms, the restrictions on the be-
haviour of the entities of the system should have been internally specified
in the implementation of each entity. Therefore, the integration of enti-
ties that had been implemented outside the scope of the system would not
be secure. For example, the Basin institutions software, which was used
before implementation of the mWater system, should have been revised
and reimplemented before allowing entities to be integrated in the system.
Moreover, any change in the norms of the system (e.g. new legislation of
the National Hydrological Plan) would require the system to be stopped
and reimplemented before restarting it again.

— If the methodology does not specify contracts, the water users, basin in-
stitutions and all the entities of the system should know in advance the
rights, duties and restrictions that they acquire when enter the system. In
this case, it is not possible to negotiate specific conditions for each entity.
Moreover, the relationships between entities are not formalised, which im-
plies that there are no negotiations over the terms, and that no specific
norm could be attached to any specific interaction.

— Many normative systems have a complex normative environment derived
from several legal documents and the internal legislation of the institutions
participating in the system. Developing such a system without a complete
development process and without guidelines that help designers to identify
and formalise the normative environments of the system requires significant
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expertise on the part of the designer. Even for an expert designer it is easy
to miss a set of norms that could be critical for the system.

— If the methodology does not include methods to verify the coherence of
the different norms of the system, the designer must verify them manually.
However this is a complex task because of the huge number of norms that
must be taken into account. For example, in the mWater system the verifi-
cation of the normative environment must consider the internal regulation
of each basin institution and check that all of them are coherent with the
Hydrological National Plan.

Although, as explained previously, the analysis of the mWater implemen-
tation is outside the scope of this paper, we consider it important to clarify
that Electronic Institutions do provide the necessary design abstractions to
develop a normative system. However, it lacks detailed development process
guidelines such as those for identifying the normative environment of a system.

6 Conclusions

The novelty of our work, as described in this paper, is an examination of
the extent to which agent methodologies support the analysis and design of
normative systems from a software engineering perspective. This paper has
identified a set of specific requirements for systems of this kind, and these
requirements have been translated into a set of evaluation criteria that can
be used as guidelines to evaluate the support that agent methodologies offer
for the design of such systems. These criteria have been used to analyse four
agent methodologies.

Although the analysis of the state of the art shows that there are few very
mature agent methodologies that can be used to develop normative systems,
there are still open issues on the topic. Section 5 summarises the main con-
clusions relating to the state of the art on this topic. As future work we plan
to develop a methodology for normative open systems that deals with the
open issues identified in this paper. We are also working on the specification
and evaluation of quantitative metrics to compare methodologies, about which
there is as yet no consensus.
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