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Abstract

The present Thesis employs dynamic programming and reinforcement learning
techniques in order to obtain optimal policies for controlling nonlinear systems
with discrete and continuous states and actions. Initially, a review of the basic
concepts of dynamic programming and reinforcement learning is carried out for
systems with a finite number of states. After that, the extension of these tech-
niques to systems with a large number of states or continuous state systems is
analysed using approximation functions. The contributions of the Thesis are:

• A combined identification/Q-function fitting methodology, which involves
identification of a Takagi-Sugeno model, computation of (sub)optimal con-
trollers from Linear Matrix Inequalities, and the subsequent data-based fit-
ting of Q-function via monotonic optimisation.

• Amethodology for learning controllers using approximate dynamic program-
ming via linear programming is presented. The methodology makes that
ADP-LP approach can work in practical control applications with continu-
ous state and input spaces. The proposed methodology estimates a lower
bound and upper bound of the optimal value function through functional ap-
proximators. Guidelines are provided for data and regressor regularisation
in order to obtain satisfactory results avoiding unbounded or ill-conditioned
solutions.

• A methodology of approximate dynamic programming via linear program-
ming in order to obtain a better approximation of the optimal value function
in a specific region of state space. The methodology proposes to gradually
learn a policy using data available only in the exploration region. The ex-
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ploration progressively increases the learning region until a converged policy
is obtained.
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Resum

La present Tesi empra tècniques de programació dinàmica i aprenentatge per re-
forç per al control de sistemes no lineals en espais discrets i continus. Inicialment
es realitza una revisió dels conceptes bàsics de programació dinàmica i aprenen-
tatge per reforç per a sistemes amb un nombre finit d’estats. S’analitza l’extensió
d’aquestes tècniques mitjançant l’ús de funcions d’aproximació que permeten am-
pliar la seua aplicabilitat a sistemes amb un gran nombre d’estats o sistemes
continus. Les contribucions de la Tesi són:

Es presenta una metodologia que combina identificació i ajust de la funció Q,
que inclou la identificació d’un model Takagi-Sugeno, el càlcul de controladors
subòptims a partir de desigualtats matricials lineals i el consegüent ajust basat
en dades de la funció Q a través d’una optimització monotónica.

Es proposa una metodologia per a l’aprenentatge de controladors utilitzant pro-
gramació dinàmica aproximada a través de programació lineal. La metodologia
fa que ADP-LP funcione en aplicacions pràctiques de control amb estats i accions
continus. La metodologia proposada estima una cota inferior i superior de la fun-
ció de valor òptima a través de aproximadores funcionals. S’estableixen pautes
per a les dades i la regularització de regresores amb la finalitat d’obtenir resultats
satisfactoris evitant solucions no fitades o mal condicionades.

Es planteja una metodologia sota l’enfocament de programació lineal aplicada a
programació dinàmica aproximada per a obtenir una millor aproximació de la fun-
ció de valor òptima en una determinada regió de l’espai d’estats. La metodologia
proposa aprendre gradualment una política utilitzant dades disponibles només a la
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regió d’exploració. L’exploració incrementa progressivament la regió d’aprenentatge
fins a obtenir una política convergida.
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Resumen

La presente Tesis emplea técnicas de programación dinámica y aprendizaje por
refuerzo para el control de sistemas no lineales en espacios discretos y continuos.
Inicialmente se realiza una revisión de los conceptos básicos de programación
dinámica y aprendizaje por refuerzo para sistemas con un número finito de es-
tados. Se analiza la extensión de estas técnicas mediante el uso de funciones
de aproximación que permiten ampliar su aplicabilidad a sistemas con un gran
número de estados o sistemas continuos. Las contribuciones de la Tesis son:

• Se presenta una metodología que combina identificación y ajuste de la fun-
ción Q, que incluye la identificación de un modelo Takagi-Sugeno, el cálculo
de controladores subóptimos a partir de desigualdades matriciales lineales
y el consiguiente ajuste basado en datos de la función Q a través de una
optimización monotónica.

• Se propone una metodología para el aprendizaje de controladores utilizando
programación dinámica aproximada a través de programación lineal. La
metodología hace que ADP-LP funcione en aplicaciones prácticas de con-
trol con estados y acciones continuos. La metodología propuesta estima una
cota inferior y superior de la función de valor óptima a través de aproxi-
madores funcionales. Se establecen pautas para los datos y la regularización
de regresores con el fin de obtener resultados satisfactorios evitando solu-
ciones no acotadas o mal condicionadas.

• Se plantea una metodología bajo el enfoque de programación lineal aplicada
a programación dinámica aproximada para obtener una mejor aproximación
de la función de valor óptima en una determinada región del espacio de esta-
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dos. La metodología propone aprender gradualmente una política utilizando
datos disponibles sólo en la región de exploración. La exploración incre-
menta progresivamente la región de aprendizaje hasta obtener una política
convergida.
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Chapter 1

Introduction

1.1 Motivation and objectives

Dynamic programming and reinforcement learning are an active research area
that has generated a large number of new algorithms and applications in recent
years. Many of the reinforcement learning algorithms are based on the working
principles of dynamic programming. Despite the progress made in recent years,
there are still aspects that limit the applicability of these techniques to complex
problems. These aspects are related to the limited scalability to problems in
continuous spaces or problems defined by a large number of states or control
actions. In order to face this problem, the use of function approximations is
necessary. It implies a correct selection of the approximation method to make the
learning process converges to useful solutions. Another problem to overcome is a
large amount of data needed to learn useful policies, depending on the systems
obtaining these data can be difficult or expensive; however, the availability of real
data makes the identification of models possible. These models can be used in the
learning process to obtain simulated data, thus preventing that the real systems
reach dangerous conditions or suffer damages. These aspects have motivated us to
propose new methodologies that allow the use of these techniques for the control
of robotics and electromechanical systems.
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Chapter 1. Introduction

The main objective of this Thesis is to develop new techniques of nonlinear optimal
control using approximate dynamic programming. In order to get this objective,
we use a Takagi-Sugeno model parametrisation for modelling nonlinear systems
and using this parametrisation compute a fuzzy LMI-based control to initialise
the reinforcement learning algorithm. This parametrisation avoids that learning
algorithm can not converge or even provide a non-stabilising controller.

Additionally, the classical algorithms for solving the dynamic programming and
reinforcement learning are iterative, and they can have convergence problems
when the value function is approximated. So, we propose a methodology inspired
in the relaxation of the Bellman equation and the linear programming approach
in order to provide lower and upper bounds in problems that compute the ap-
proximated value function.

In real applications a sweep of all states is impossible. However, through the
exploration using a predefined controller is possible to get a dataset that allows
us to apply a learning technique. In this context, we propose a methodology that
explores the state space using a learned/predefined controller in order to get a
dataset to apply approximated dynamic programming by linear programming.
We get a lower bound and controller defined only in the region where there are
samples, and the exploration continues until converges a useful policy.

1.2 Structure of the Thesis

This Thesis is divided in two parts:

• Part I summarises the fundamental concepts related to dynamic program-
ming and reinforcement learning. Chapter 2 provides the theoretical founda-
tions to describe the rest of the concepts introduced throughout the Thesis.
It presents the framework of Markov Decision Processes to present the ele-
ments of dynamic programming and reinforcement learning formally. The
fundamental algorithms of dynamic programming and reinforcement learn-
ing are introduced, assuming that the space of states and actions is discrete
and small enough to be enumerated and stored in tables.

Chapter 3 extends the classical dynamic programming and reinforcement
learning algorithms to the more general case where state and action are
continuous variables, which is essential to face real problems. The approx-
imation functions techniques are used as a compact representation of the
value functions.

2



1.3 Publications

Chapter 4 reviews concepts about Policy Search methods, providing a brief
description of the main algorithms that use the model-free and model-based
approaches.

• Part II contains the contributions of this work. The first contribution is
described in Chapter 5, where it presents a methodology that involves iden-
tification of a Takagi-Sugeno model, computation of (sub)optimal controllers
from Linear Matrix Inequalities, and subsequent data-based fitting of the
Q-function via monotonic optimisation.

Chapter 6 presents a methodology that makes approximate dynamic pro-
gramming via linear programming to work in practical control applications
with continuous state and input spaces. Lower and upper bounds of the
value function are computed, the gap between them provides an idea of the
suitability of the regressors for a particular application.

Chapter 7 illustrates an extension of approximate dynamic programming
solved with linear programming in order to get a better approximation of
the optimal policy only in the region where the data are available. The
learning process is done incrementally, using a learned/predefined controller
for the exploration process.

• The Thesis ends in Chapter 8; this chapter describes the conclusions re-
sulting from the work carried out and identifies opportunities for future
research.

The methodology proposed in Chapter 6 assumes that any state can be
known throughout the operating space of the system, which in real systems
is not practical. For this reason, Chapter 7 proposes previous ideas to extend
the application of the methodology of Chapter 6 to realistic problems in
which data are only available in some areas of the system’s operating space.

1.3 Publications

The research work during the doctoral period has led to several publications,
which are listed below. Publications [3, 7] on policy search are close to the main
research topic of the Thesis (optimal control, reinforcement learning), but outside
of the core contributions (chapters 5 to 7) on dynamic programming. Given that
policy search was the thesis topic of J. Pastor, the main findings of the two referred
works are included in Chapter 4 in the state-of-the-art part.
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Chapter 2

Dynamic Programming and
Reinforcement Learning

Dynamic programming and reinforcement learning are algorith-
mic methods used for finding optimal solutions in sequential deci-
sion systems. The dynamic programming has a robust mathematical
framework to solve the sequential decision systems when the dynamics
model of the system is available. Reinforcement learning is considered
an extension of dynamic programming that provides solutions without
the need to know the dynamics model of the system. Many of the al-
gorithms in reinforcement learning come from dynamic programming.
Under the control systems approach, reinforcement learning combines
some features of optimal control and adaptive control for the design
of feedback controllers. This chapter describes the fundamentals of
dynamic programming and reinforcement learning, as well as their
basic algorithms.

2.1 Introduction

Dynamic programming (DP) (Bellman 1957) and reinforcement learning (RL)
(Sutton and Barto 2018) are methods developed to compute optimal solutions in
sequential decision problems (Busoniu et al. 2010; Lewis and Liu 2013), and they
may be part of the stochastic optimisation methods (Powell 2019). In order to
compute the optimal solution, the DP methods need to know the behaviour of
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the system, that means the dynamic model should be known a priori. On the
other hand, RL calculates the optimal solution without the need of model. DP
has an essential theoretical and mathematical development, and RL can be con-
sidered an extension of the applicability of DP (Sutton and Barto 2018; Bertsekas
2019). The DP and RL solve sequential decision problems; therefore, they exist
at the intersection of various fields of science such as operational research, engi-
neering, artificial intelligence, neuroscience, psychology, economics, mathematics,
computer science among others.

DP is a fundamental part of optimal control (Bertsekas 2012; Bertsekas 2017). DP
has its origin and development in the 1950s by Richard Bellman (Bellman 1957;
Dreyfus and Bellman 1962). The objective of DP is to compute an optimal policy
that minimises a cost index over time to achieve a specific system behaviour,
such as minimum fuel, minimum energy, minimum risk, etc. The main idea
behind DP is to divide or fragment the main problem into smaller subproblems
and apply the Bellman optimality principle (Powell 2011; Bertsekas 2012). DP
has been successfully applied to several problems where an exact system model
is available.

RL can be considered an extension of the DP because it computes the optimal
solution of the sequential decision problems without the model of the system
(Sutton and Barto 2018; Bertsekas 2019). RL has its origins in the artificial
intelligence (AI), and it is inspired in the learning process of animal learning (Niv
2009; Sutton and Barto 2018). People and animals learn through the process of
interaction or exploration of the environment/system. They modify their actions
in order to improve the reward obtained by observing responses to the interaction
(Wiering and Otterlo 2012; Sutton and Barto 2018). So actions with positive
rewards tend to repeat themselves, and actions with negative rewards tend to
disappear (Skinner 1938). For example, Ivan Pavlov, in his experiments, used
elementary rewards or punishments to modify the behaviour patterns of his dogs
through conditioned reflexes (or stimulus-response learning) (Pavlov 1927). In
the neuroscience field, the neurotransmitter dopamine can act as a reward signal
that favours learning at the neuronal level (Doya, Kimura, and Kawato 2001;
Lewis and Vrabie 2009). Most of the RL increase the practical applicability of
DP algorithms by eliminating the need to have an in-depth knowledge of the
system.

In this chapter, we will describe the DP/RL fundamentals in problems where
the state and action spaces are finite and can be stored in tables. Throughout
the Thesis, the information will be presented using notation and terminology of
the control systems approach. This chapter is organised as follows. Section 2.2
provides a background of concepts related to Markov decision process, optimality

10



2.2 Background

criteria, policies, value functions, evaluation, and policy improvement. Once these
previous concepts have been introduced, Section 2.3 and Section 2.4 explain the
basic principles and algorithms of DP and RL, respectively. Finally, a summary
is described in Section 2.5.

2.2 Background

2.2.1 Markov Decision Processes

The DP and RL methods for finding an optimal policy take the Markov decision
processes (MDP) as a mathematical framework (Busoniu et al. 2010; Bertsekas
2017; Sutton and Barto 2018). Formally, a finite MDP is defined as the tuple
{X,U, f, L}, where X is a finite set of states , U is a finite set of actions , the
transition function is f , and the reward function L. We briefly describe the
elements of the finite MDPs and their interaction, for more details is suggested
to see (Sigaud and Buffet 2013; Puterman 2014; Bertsekas 2017).

• The finite set of states is X; each state x ∈ X is the minimal set of variables
with the minimum dimension to describe how the system evolves. In each
time step, the system in a specific state x captures and summarises all
information of the previous states (Powell 2011; Albertos and Sala 2006).

• The finite set of actions (control signals) is U. The action u ∈ U is used to
control the transitions made by the system in each time step. The selection
of the control action in each state is generated through policy π. A policy
π is a mapping of each state x ∈ X into a control action u ∈ U.

• The transition function f defines the change from the state x to the state
x′; it characterises the dynamics of the system.

• The reward function L, which is called a cost function in the control systems
context, is a scalar function that provides the immediate cost r of applying
an action u in a state x at time step t.

In general terms, the interaction of the elements in an MDP is described as follows.
Applying a control action u in the state x at time step t, the state changes from
x to x′ based on the system transition function f . The action taken receives
the scalar reward r, it is calculated with the reward function L that evaluates
the immediate effect of the action u. Control actions are taken according to
policy π of the controller (Busoniu et al. 2010). This interaction is repeated
continuously in the case of continuous problems or the case of episodic problems;
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the initial and final states are clearly defined. The policy, transition function
and the reward function can be deterministic or stochastic. MDPs satisfy the
Markov property, which establishes that applying a control action, the resulting
state only depends on the current state and action. This property is fundamental
because it provides important theoretical convergence guarantees for the DP and
RL algorithms (Busoniu et al. 2010; Bertsekas 2017).

2.2.2 Optimality Criteria

The optimality criteria are the mathematical representations of the objective that
we want to optimise. The DP and RL algorithms find a policy that optimises the
cost obtained by the controller over time; this cost is known as return (Sutton
and Barto 2018; Busoniu et al. 2010). The cost is quantified by the cumulative
sum of immediate costs resulting from applying the control actions under policy
π. The optimality criteria that represent most of the problems are: finite horizon,
infinite horizon and averaged optimality models (Wiering and Otterlo 2012).

The finite horizon model
(

h∑
t=0

rt

)
accumulates the cost of a fixed-length trajec-

tory, and h is a finite horizon. The second optimality model is an infinite horizon( ∞∑
t=0

γtrt

)
. It takes into consideration a long-term reward. The future rewards

that are received from the future are discounted according to how far in time
they would be received by a discount factor γ (0 6 γ < 1). A third model of

optimality is the model of averaged return
(

lim
h→∞

1
h

h∑
t=0

rt

)
. This model also takes

into consideration the long-term reward. Note that only returns for the determin-
istic case are defined. For generalisation to stochastic systems see (Busoniu et al.
2010; Wiering and Otterlo 2012; Bertsekas and Tsitsiklis 1996). The choice of the
optimality criteria depends on the learning problem to be solved. For example, if
the duration of the episode is known, the finite horizon model is the best option.
On the other hand, if the length is not known or if the problems are continuous,
the infinite horizon model is the most appropriate choice.

Most DP and RL algorithms use the infinite horizon discounted model because it
has theoretical properties that make it more suitable for mathematical analysis
(Bertsekas and Tsitsiklis 1996). The discount factor γ is a way of considering the
uncertainty associated with future costs, and mathematically it ensures that the
return is a finite quantity (Busoniu et al. 2010). The selection of the discount
factor γ influences in both the quality of the policy obtained and the convergence
speed. Usually, in the AI, the value of the discount factor is less than unity in
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order to bound the rewards. On the other hand, in control systems point of view,
the discount factor is equal to 1. That means that the rewards are not bounded
and it is necessary to use additional stability conditions in the problem to be
solved. (Busoniu et al. 2018; Postoyan et al. 2017).

2.2.3 Value functions

A value function indicates the goodness (or badness) of the controller to be in
a given state when it follows a specific policy (Sutton and Barto 2018). Value
functions are the link between optimality criteria to policies (Wiering and Ot-
terlo 2012). There are two types of value functions state-value and action-value
functions. A state-value function V (V -function) estimates the goodness of being
in a state. An action-value function Q (Q-function) estimates the goodness of
applying an action in a state. Note that, when we use the term value function is
to refer to function V -function and Q-function in a general way.

The value of a state x under the policy π, denoted as V π(x) is the return from
starting in the state x and following the policy π. The value function in the
deterministic case using the discounted infinite horizon model is:

V π(x) =
∞∑
k=0

γkrt+k (2.1)

Equation (2.1) can be defined recursively in terms of the Bellman equation (Bell-
man 1957). Then for any policy π and any state x is defined by

V π(x) = rt + γV π(xt+1) (2.2)

Equation (2.2) shows that the value function V π(x) for the policy π in the state
x is defined with rt (immediate reward) and the value function of the next state
V π(xt+1). Note that, the rewards of the following states are represented with
V π(xt+1), the discount factor γ weighs it.

The aim is to find a policy that minimises the accumulated cost. For this purpose,
the equation (2.1) will be optimised for all states x ∈ X, and the optimal solution
V ∗ = V π

∗ satisfies the equation (2.3) that is the Bellman Optimality Equation. In
order to select an optimal action given V ∗, we can apply a greedy policy equation
(2.4) that selects the best action using the V -function.
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V ∗(x) = min
u∈U

(L(x, u) + γV ∗(x′)) (2.3)

π∗(x) = argmin
u

(L(x, u) + γV ∗(x′)) (2.4)

Similarly, using the Q-function can be defined as the return starting from the
state x, taking an action u and following the policy π.

The Bellman equation and the Bellman optimality equation with action-value
function as defined in the equations (2.5) and (2.6), respectively.

Qπ(x, u) = rt + γQπ(x′, u′) (2.5)
Q∗(x, u) = L(x, u) + γmin

u′
Q∗(x′, u′) (2.6)

The relationship between Q∗ and V ∗ is V ∗(x) = min
u
Q∗(x, u) and the selection

of the optimal action is π∗(x) = argmin
u
Q∗(x, u).

In other words, the best action is the action that has the lowest expected cost
based on possible next states resulting from taking that control action. Note that
the introduced concepts focus on the deterministic case for the generalisation to
the stochastic case can be referenced in (Kaelbling, Littman, and Moore 1996;
Busoniu et al. 2010; Szepesvári 2010).

2.2.4 Model-based and model-free

In essence, the DP and RL algorithms compute an optimal policy π∗ given a
sequential decision problem. The main distinction between DP and RL algo-
rithms is the need to know the model of the system. Therefore, DP algorithms
are generally known model-based, and RL algorithms are known as model-free
(Powell 2011; Sutton and Barto 2018; Bertsekas 2017). Model-based algorithms
need to know the model in advance, and they can be used to determine value
functions and policies using the Bellman equations. The model of the system
can be estimated using identification techniques (Ljung 2001). In many practical
applications, a simulation model is easier to find than an analytical expression
(Sutton and Barto 2018; Bertsekas and Tsitsiklis 1996). Model-free algorithms do
not depend on the availability of a model. Instead, these algorithms depend on
the interaction with the system. For example, a policy simulation can generate
samples of state transitions and rewards, and these samples are used to estimate
action-state value functions (Q-functions). Since the model is unknown, the con-
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troller explores the state space for information. It naturally involves performing
a balanced exploration-exploitation to obtain an optimal policy.

2.2.5 General policy iteration principle

An essential mechanism in the DP and RL algorithms is the principle called
generalised policy iteration (GPI), it consists of two processes of interaction: policy
evaluation and policy improvement (Wiering and Otterlo 2012; Sutton and Barto
2018). Policy evaluation or prediction problem computes the value function of the
current policy. The policy improvement evaluates the action values for each state
in order to find possible improvements (Szepesvári 2010; Sutton and Barto 2018).
The main objective of policy evaluation is to gather information about the policy
for the computation of policy improvement. Both evaluation and improvement
steps can be implemented and interleaved in several different ways. The DP and
RL algorithms can be classified according to how the optimal policy is obtained
in policy iteration, value iteration and policy search (Busoniu et al. 2010).

Policy iteration algorithm (Howard 1960) evaluates policies by building their value
functions (rather than the optimal value function) and use these value functions
to find new and better policies. Value iteration algorithms look for the optimal
value of the value function, which consists of the minimum cost in each state
or each state-action pair. The optimal value function is used to calculate the
optimal policy. Policy search algorithms (Deisenroth, Neumann, Peters, et al.
2013; Sigaud and Stulp 2019) use optimisation techniques to search the optimal
policy directly.

2.3 Dynamic Programming

DP refers to a set of techniques to obtain the solution to a sequential decision
problem. The DP is based on the Bellman principle of optimality (Bellman 1957),
and DP techniques limited their applicability to the availability of the system
behaviour model that, in many cases is a complex or very costly task to obtain
(Lewis and Vrabie 2009; Powell 2011; Bertsekas and Tsitsiklis 1996).

On the other hand, the theoretical and algorithmic analyses of these techniques
are essential because they provide the foundation for the RL techniques. RL
can be considered a theoretical extension of the DP to achieve the same results
without the condition of known system behaviour model and also reducing the
computational load (Sutton and Barto 2018).
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2.3.1 Policy iteration and Value iteration algorithms

The two main DP algorithms are policy iteration and value iteration. The de-
scription of these methods is limited to finite and sufficiently small sets of states
and control actions that they can store in tables. The algorithms will be described
using Q-functions, but the analysis and description are also valid for V-functions.

Policy iteration

The policy iteration (PI) algorithm (Howard 1960) has two stages that are re-
peated alternately until the algorithm converges to the optimal policy. In the
first stage, known as policy evaluation, the value function of the current policy
is computed. In the second stage, known as policy improvement, an improved
policy is computed using the value function obtained in the previous stage.

The policy evaluation is the first step in the PI algorithm, and it is a fundamental
step in the PI algorithm because if the evaluation is exact in the next step policy
improvement to find a better policy is guaranteed (Wiering and Otterlo 2012).
The set of all Q-functions is Q, and the Bellman operator is Tπ : Q → Q that in
the deterministic case is:

[Tπ(Q)](x, u) = L(x, u) + γQ(x′, u′) (2.7)

The Bellman operator Tπ is a contraction if γ < 1 (Szepesvári 2010). For example,
the Bellman operator Tπ applied to functions Q and Q′ with infinity norm:

||Tπ(Q)− Tπ(Q′)||∞ ≤ γ||Q−Q′||∞ (2.8)

Tπ has a unique fixed point that is Qπ = Tπ(Qπ) and policy evaluation (PE)
asymptotically converges to Qπ. Consequently, in practical situations, it is neces-
sary to define a threshold εPE > 0 in order to stop the algorithm when ||Qπτ+1 −
Qπτ ||∞ ≤ εPE . One characteristic in the deterministic case of Tπ is the linearity
in the Q-values, that means, the Qπ can be calculated in an easy way solving a
linear system of the equations.

The result of the policy evaluation stage is the value function Qπ of a policy π.
The next step is trying to improve the policy. The current policy can be improved
by selecting a better action in a specific state. The greedy policy π′ is calculated
with:

π′(x) = argmin
u
Qπ(x, u) (2.9)
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When the policy cannot be improved in this way, it means that the policy is al-
ready optimal, and its value function satisfies the Bellman equation for an optimal
value function. In summary, the PI generates an alternate sequence of policies
and value functions π0 → Qπ0 → π1 → Qπ1 → π2 → Qπ2 → ...→ π∗

Value iteration

The algorithm where policy evaluation stage stops after a one-iteration is called
the value iteration (VI) (Bellman 1957; Sutton and Barto 2018). At the evaluation
stage, the value function is computed at the limit. However, it is not necessary to
wait for a total convergence, but it is possible to stop the evaluation prematurely
and improve the policy based on the evaluation (Wiering and Otterlo 2012). Thus
the algorithm focuses on directly estimating the value function. The Bellman
optimality operator as mapping T : Q → Q. T computes the right-hand side of
the Bellman optimality equation (2.6) for any Q-function, and in the deterministic
case is:

[T (Q)](x, u) = L(x, u) + γmin
u′

Q(x′, u′) (2.10)

The algorithm can start with an arbitrary Q0 and each iteration updates the
Q-function. T is contractive if the discount factor γ < 1 and will asymptotically
converge to the unique fixed point Q∗ = T (Q∗) (Szepesvári 2010). For any pair
of functions Q and Q′:

||T (Q)− T (Q′)||∞ ≤ γ||Q−Q′||∞ (2.11)

The optimal solution can be reached after a sufficient number of iterations. We
can define a threshold εQI > 0 in order to stop a Q-iteration algorithm when
the difference between two consecutive Q-functions satisfies ||Qi+1 − Qi||∞ ≤
εQI . The Q-iteration algorithm return Q∗ and the corresponding greedy policy.
Therefore, each iteration is calculated a new value function until the stop criterion
is met, and the optimal value function is reached Q0 → Q1 → Q2 → ... → Q∗.
Note that, the operator T is highly non-linear due to the minimisation on the
set of actions, which implies some difficulty in solving the Bellman optimality
equation compared to the Bellman equation with operator Tπ used in the policy
iteration algorithm (Busoniu et al. 2010).

A disadvantage in DP methods is that they require complete sweeping of the
state, and the computational cost in large state space is considerable. One of
the methods to alleviate this is the application of the asynchronous dynamic
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programming (Barto, Bradtke, and Singh 1991; Sutton and Barto 2018) that
proposes flexibility in the update of the states. These algorithms update the values
of the states in any order, using the values of other available states. The intention
is to make a mixture between PI and VI updates and some other combinations
of these methods. The implementation of PI and VI algorithms and a more
extensive description about their deterministic and stochastic versions can be
found in (Szepesvári 2010; Busoniu et al. 2010).

2.4 Reinforcement Learning

RL pursues the same objective as DP, which is to find an optimum that min-
imises the cost obtained by the controller with the difference that RL methods
are model-free (Sutton and Barto 2018; Bertsekas 2019). The family of algo-
rithms that describes in this section is called temporal difference (TD), that are
the most extended methods1 (Bertsekas and Tsitsiklis 1996; Lewis and Vrabie
2009; Kiumarsi et al. 2014; Sutton and Barto 2018; Bertsekas 2019).

2.4.1 Temporal difference

Temporal difference (TD) is a family of methods for estimating V-function or Q-
function of a fixed policy (Sutton 1984; Sutton 1988); they learn from interactions
with the system. In TD methods the value function is estimated based on previous
estimates, with a technique known as bootstrapping (Sutton and Barto 2018). TD
updates are made along the trajectory without waiting for the end of the episode.
These methods are online and incremental, which is an advantage over methods
that require a full sweep of the state space (Busoniu et al. 2018). For example, in
the case of a V-function each time the controller performs a control action, the
TD method uses the generated reward and the current estimate of V-function to
make a new estimate according to the expression:

Vk+1(xk) = Vk(xk) + αk [rk+1 + γVk(xk+1)− Vk(xk)] (2.12)

where αk ∈ [0, 1] is the learning rate that determines the amount with V-function
is updated in the state the xk. The term in square brackets is known as the tempo-
ral difference and gives the method its name. In order to ensure the convergence
of the algorithm, the learning rate αk should satisfy Robbins-Monro conditions,

1There is another model-free method called Monte-Carlo (MC) RL methods. These methods are
outside of the scope of this Thesis, and we do not discuss them. For details about MC methods, see,
e.g., (Sutton and Barto 2018).
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and all states should be visited infinitely (Szepesvári 2010; Busoniu et al. 2010).
In practice, in order to obtain a suitable solution using TD is necessary an ad-hoc
adjustment of the learning rate αk.

When TD is applied to Q-functions and combined with the GPI principle, the
resulting algorithms can solve the more general problem of learning that is to
get an optimal policy. A requirement for such algorithms in order to converge is
updating all action-state pairs of the Q-function indefinitely (Jaakkola, Jordan,
and Singh 1994; Singh et al. 2000; Watkins and Dayan 1992). To satisfy this
condition, the policy used by the controller should select in each state all possible
actions with a probability greater than zero. The policy should explore all the
state and action spaces. At the same time, the controller also needs to use the
acquired knowledge to act appropriately and obtain the highest possible reward
or, in other words, to exploit the knowledge it possesses. Both exploration and
exploitation are contrary and give rise to the so-called exploration-exploitation
dilemma (Sutton 1988). In practice, a compromise is required between the two re-
quirements. The most widely and successful exploration strategies are ε−greedy,
Boltzmann exploration (softmax), and uncertainty optimism technique (Sutton,
Barto, and Williams 1992). TD methods can classify in Q-Learning, Sarsa and
actor-critic algorithms.

2.4.2 Q-learning and Sarsa

Q-learning (Watkins and Dayan 1992; Werbos 1992) is part of the TD methods,
and it is considered a classical algorithm of reinforcement learning. Using Q-
functions implies not requiring a model, and it iteratively estimates theQ-function
in a similar way to algorithm VI from from DP. The Q-learning uses the tuple
(xk, uk, xk+1, rk+1) to update the Q-function estimate using:

Qk+1(xk, uk) = Qk(xk, uk) + αk

[
rk+1 + γmin

u′
Qk(xk+1, u

′)−Qk(xk, uk)
]

(2.13)

where αk ∈ (0.1] the sequence of learning rates. The Q-learning is a version online
and incremental Q-iteration algorithm (Busoniu et al. 2018). The Q-learning is an
off-policy algorithm since it converges towards an optimal policy independently
of the policy that the controller uses to interact with the system. In order to
converge, Q-learning requires that all the action-state pairs of the Q-function be
updated indefinitely and that the sequence of learning rates be adjusted so that
they decrease appropriately (Watkins and Dayan 1992; Bertsekas and Tsitsiklis
1996; Szepesvári 2010).
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Sarsa (Rummery and Niranjan 1994; Sutton 1996) is another possible extension of
the TD algorithm for estimating the optimal Q-function and obtaining the optimal
policy. This algorithm takes its name from the elements used for updating the
value function estimate: State(xk), Action (uk), Reward (rk+1), State (xk+1),
and Action(uk+1). The operating principle is the same as the PI algorithm from
the DP. Unlike the PI algorithm, Sarsa does not need to know the MDP model but
learns a policy online when the controller interacts with the system. Following
the GPI principle, Sarsa begins with an arbitrary Q0 that is updated after each
interaction through the expression:

Qk+1(xk, uk) = Qk(xk, uk) + αk[rk+1 + γQk(xk+1, uk+1)−Qk(xk, uk)] (2.14)

where αk is the sequence of learning rates. The Sarsa operating principle is
to evaluate the current policy and then find an improved policy for the new
estimate of Q, and the process is repeated iteratively. For the convergence of the
algorithm towards the optimal Q, the same conditions of Q-Learning must be met,
and additionally, the exploration policy applied asymptotically should be greedy
(Singh et al. 2000). Algorithms that learn from data acquired from the MDP need
to sample state space and actions thoroughly. The policy used by the controller
must choose all actions in all states with a probability greater than zero. It can
be achieved by exploring techniques such as ε−greedy or Boltzmann. Sarsa is an
on-policy algorithm because it requires that the policy the controller is learning
is the same as the policy the controller uses to interact with the environment
(Sutton and Barto 2018). In order to reduce the variance of the original Sarsa
is possible to use the expected value of the next state-action pairs, this idea is
implemented in the called Expected Sarsa algorithm (Van Seijen et al. 2009).

In general, the TD methods can improve their efficiency by using mechanisms
like n-step bootstrapping or eligibility traces. Both n-step bootstrapping and
eligibility traces generalise the one-step TD and MC learning methods creating
intermediate methods. In the case of the n-step method, the update of temporal
difference is done after n time steps. In the eligibility traces (Sutton 1988), a
memory vector is used to estimate the value function. For further details, we
recommended seeing (De Asis et al. 2018; Seijen 2016; Sutton and Barto 2018).
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Actor-Critic methods

The actor-critic methods (Witten 1977; Barto, Sutton, and Anderson 1983; Konda
and Tsitsiklis 2000) are on-policy learning methods. The main characteristic of
these class of algorithms is that the policy is separated from the value function.
The elements of this structure are the critic and the actor. The critic evaluates
the actual policy using the temporal difference error, and the actor generates the
control action. That means the value function is the critic and the policy is the
actor. One advantage that presents these algorithms is with problems with many
control actions or continue action in order to avoid to calculate all Q-values for
only choose one. Another advantage is that these algorithms can learn stochastic
policies.

2.5 Summary

In this Chapter, the basic concepts of dynamic programming and reinforcement
learning were briefly reviewed, considering that the space of states and actions is
discrete and small enough that it can be stored in tables. The DP and RL are
methods that compute optimal solutions in sequential decision problems. The
DP/RL framework is the Markov decision process, whose elements are: the finite
set of states, the finite set of actions, the transition function and the reward
function. The interaction of these elements makes to pose the sequential decision
problem that DP and RL intend to solve. The objective of DP/RL is to minimise
the long-term reward that is mathematical represent using optimality criteria.
The optimal criteria are linked with the policy by the value function. The value
function represents the goodness of the controller to be in a specific state. There
are two kinds of value functions: V-functions and Q-functions.

The main difference between DP and the RL is the use or not of the model of the
system. The DP methods use the model, so they are model-based. The main DP
algorithms are policy iteration and value iteration that is based on the general
policy iteration principle that consists in the interaction of two processes: the
policy evaluation and the policy improvement. On the other hand, RL methods
find the optimal solution without the dynamic model of the system; they need to
explore/interact with the system in order to learn a policy. This characteristic is
crucial in systems where the model is difficult or costly to obtain. The popular RL
algorithms use the temporal difference method that estimates the value function
using a bootstrapping technique; the most important algorithms are Q-learning,
Sarsa and Actor-Critic.
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These DP/RL methods described in this Chapter have a limited application, and
they can not apply to systems with a large number of state and action spaces or
continuous state systems. Therefore the use of function approximation techniques
to represent value functions is necessary in order to extend these ideas to more
complex problems. These techniques will be described in Chapter 3.
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Chapter 3

Approximate Dynamic
Programming

Dynamic programming techniques have a robust mathematical
background, but their applications are limited to problems with a fi-
nite set of spaces and actions with small dimensions. A way to gener-
alise this approach is using approximation functions. Approximation
functions can use parametric and nonparametric methods to represent
value functions. The generalisation using function approximation of
the classical dynamic programming algorithms are presented. Besides,
batch algorithms are briefly described. They combine the approxima-
tion of functions with efficient data handling. Finally, a brief ex-
planation of the linear programming approach applied to approximate
dynamic programming problems is given.

3.1 Introduction

In Chapter 2, the description of the fundamental algorithms of DP and RL was
made. The conditions that we assume to apply these algorithms included that
the state and action spaces must be discrete, finite, and small enough to be stored
in tables (Bertsekas and Tsitsiklis 1996). They are also called exact or tabular
algorithms, and under certain conditions, they asymptotically converge to the
exact optimal solution. The disadvantage of this type of algorithms is that they
cannot apply to realistic problems where the number of states and control actions
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is so large or continuous that the state cannot be stored in tables. Therefore, in
this type of problem, it is unavoidable that the representation of state variables
and actions must be carried out using approximation techniques.

Additionally, the use of approximation techniques not only emerges from problems
of large dimensions or continuous variables that cannot be stored in tables but
also in order to obtain a compact representation with few parameters that will be
an approximate estimate of the complete function (Bertsekas and Tsitsiklis 1996;
Bertsekas 2019). Algorithms described in Chapter 2 converge under the condition
that all elements of the value function should be updated infinitely (Wiering and
Otterlo 2012). When the systems are continuous, it is not possible to update the
states infinitely. Therefore, the use of approximation methods is an advantage to
generalise the controller behaviour in states that have not been visited before.

After the value function update is performed, much of the algorithms based on
the value function approach require optimisation over control actions. It implies
that if the control actions are continuous, this optimisation could be not convex
and one solution is to discretise the control action space and find a solution more
easily by enumeration (Busoniu et al. 2010). Another alternative in the case
that the action space is continuous and discretisation is not an option is to use
architectures that represent control actions explicitly as a policy search methods1

(Deisenroth, Neumann, Peters, et al. 2013; Sigaud and Stulp 2019).

The fundamentals of RL for continuous spaces are introduced. The use of ap-
proximation methods for value function or policy extends the capabilities of the
algorithms studied in previous chapters. Several algorithms based on the value
function approach will be introduced. Mainly both policy iteration and value iter-
ation algorithms, and some modification of them in order to improve the efficient
data management are studied. The complete MDP model is assumed not to be
known. Also, the linear programming approach (LP) is used to solve the approx-
imate dynamic programming (ADP) (De Farias and Van Roy 2003). Using this
approach, the solution that is obtained is a lower bound of the optimal solution
because the Bellman equation is relaxed.

This Chapter is organised as follow; Section 3.2 describes function approxima-
tion and a brief description of parametric and nonparametric methods. Section
3.3 introduces the policy iteration and value iteration algorithms in continuous
spaces: Sarsa and the Q-learning like representative algorithms to these methods.
The batch RL algorithms are briefly described in Section 3.4. Section 3.6 de-
scribes the linear programming approach to approximate dynamic programming.

1Policy search methods will be discussed in Chapter 4 of this work

24



3.2 Function approximation for reinforcement learning

Finally, Section 3.7 summarises the fundamental concepts that we describe in this
Chapter.

3.2 Function approximation for reinforcement learning

Commonly, any approximator can be considered as a mapping between the pa-
rameters space and space of functions to be represented (Bertsekas and Tsitsiklis
1996; Busoniu et al. 2010; Sutton and Barto 2018). Specifically, in RL, functions
to represent are value or policy functions. Depending on the algorithm used, the
value function, the policy or both can be approximated. The approximation of a
function must adjust/train the approximator parameters to obtain a proper rep-
resentation of the function (Bertsekas and Tsitsiklis 1996; Bertsekas 2019). The
symbol that we will use to indicate that the function is approximate is .̂ , for
example, V̂ , Q̂ represent approximated functions to estimate value functions:

V̂ (x; θ) ≈ V (x) (3.1)
Q̂(x, u; θ) ≈ Q(x, u) (3.2)

where θ is the vector of parameters resulting from the approximation method
used.

3.2.1 Parametric and nonparametric methods

The function approximation can be classified in parametric and nonparametric
methods (Busoniu et al. 2010; Powell 2011). This classification is based on the
numbers of parameters to adjust. Parametric approximator has a fixed number of
parameters of adjusting, and the approximator does not depend on the numbers
of samples or data. On the other hand, the nonparametric approximators adapt
the number of parameters based on the samples or data (Busoniu et al. 2018).

In parametric methods, the number of parameters is defined in advance, and there
is no dependence on the amount of data available. One advantage of approxima-
tion function is the compact representation. Instead of storing a value for each
(x, u) pair, it is only necessary to store n parameters of the vector θ. Logically,
when the state space is discrete, the number of parameters should be much less
than |X| × |U |, so that the approximate representation is more compact (Bert-
sekas and Tsitsiklis 1996). In function approximation, an approximation error is
assumed.
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A subgroup of approximators whose parametrisation is linear has particular rel-
evance in DP and RL because they simplify the analysis of the theoretical prop-
erties of the algorithms (Bertsekas 2019). The output of an approximator can
be calculated as a linear combination of the parameter vector. The approximate
Q-function representation for a given pair (x, u) is:

Q̂(x, u; θ) =
n∑
l=1

φl(x, u)θl = φT (x, u)θ (3.3)

where θ corresponds an n-dimensional vector of parameters, and φ(x, u) is a vector
formed by the fixed functions φ1, ..., φn, usually known as base functions(BF)
(Busoniu et al. 2010).

The base functions can be constructed in different ways, some examples in RL
are the binary base functions used in the tile coding, method also known formerly
as CMAC (cerebellar model articulation controller) (Albus 1975), the radial base
functions (Gaussian mainly) used in the fixed base RBF (radial basis function)
networks, state aggregation (Singh, Jaakkola, and Jordan 1995; Bertsekas and
Tsitsiklis 1996), multilinear interpolation (Davies 1997) and Kuhn triangulation
(Munos and Moore 2002). In general, the approximator may be nonlinear in the
parameters such as neural networks and deep networks are widely used type of
nonlinear approximator (Bertsekas and Tsitsiklis 1996; Riedmiller 2005; Mnih et
al. 2015).

On the other hand, the nonparametric methods (despite their name) also use a
set of parameters to perform the approximation. The difference is the number of
parameters and the approximator structure. They are not chosen by the user but
are obtained from the training dataset. This type of method can be changed and
adapted depending on the available data (Alpaydin 2014). Nonparametric meth-
ods in combination with RL are used and include k-nearest neighbours, the kernel
methods (Shawe-Taylor, Cristianini, et al. 2004; Ormoneit and Sen 2002), among
which the vectors machines support (Schölkopf, Burges, Smola, et al. 1999), Gaus-
sian processes (Rasmussen 2003; Engel, Mannor, and Meir 2005), regression trees
(Breiman 2017; Ernst, Geurts, and Wehenkel 2005), kernel methods with value
function iteration (Farahmand et al. 2009) and policy iteration (Bethke, How,
and Ozdaglar 2008) or regression trees with policy evaluation (Jodogne, Briquet,
and Piater 2006). The main advantages of nonparametric approximators are high
flexibility and their ability to adapt to the complexity of the approximator ac-
cording to the amount of data available. On the other hand, the disadvantages
are convergence problems and the computational load when the amount the data
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increase. Convergence problems occur due to modification in the structure of
the approximator during optimal policy learning; it is difficult to obtain theoret-
ical guarantees of convergence (Busoniu et al. 2010). Besides, if the amount of
data acquired increases rapidly, the computational load and the amount of mem-
ory required by the approximator also tends to increase proportionally. Therefore,
nonparametric methods are inappropriate to be used together with RL algorithms
whose learning is online, since the amount of data sampled by the controller can
increase indefinitely.

Although the flexibility of nonparametric approximators usually requires to be
nonlinear, RL algorithms combined with nonlinear approximators are difficult to
deal with theoretically and in practice often behave unsteadily. For this reason,
and despite their limitations, linear approximators are used in most of the lit-
erature. There are also linear approximators that increase their flexibility by
allowing the introduction of new base functions as needed (Munos and Moore
2002; Szepesvári and Smart 2004; Waldock and Carse 2008). In this class of
algorithms, the approximation method cannot be considered purely parametric,
since the structure of the approximator changes as a function of the data, one of
the properties that characterise nonparametric methods.

3.3 Policy iteration and Value iteration algorithms in
continuous spaces

The PI and VI with approximation functions is a natural extension of algorithms
from DP. When the state space is large, or continuous, both the value functions
and the policies cannot be represented accurately, so it is necessary to use an
approximate representation. The big problem with function approximation is
that the convergence to the optimal policy is not guaranteed (Sutton and Barto
2018). Therefore, special conditions need to be taken in order to get suitable
solutions.

3.3.1 Policy iteration

In PI algorithm with function approximation methods is necessary that the initial
policy should be admissible (Lewis, Vrabie, and Syrmos 2012; Liu et al. 2017). In
general, the approximated PI algorithm starts with an initial admissible policy
for which its value function is estimated; then this value function is used to find
a new policy better than the old one. This process is repeated until it converges
to the optimal policy.
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The evaluation stage of the policy consists of solving the Bellman equation ap-
proximately. Usually, it is possible to avoid explicitly representing the policy, so
it is only necessary to approximate the Q-function. The minimisation carried out
on actions can be easily resolved when the space for actions is discrete. Otherwise,
it can be an added difficulty (Busoniu et al. 2010). The representative example
of the PI with approximate function is a version of the Sarsa algorithm (Busoniu
et al. 2018).

The approximation methods generally establish a cost function to minimise, i.e.,
JQπ(θ) = ||Qπ−Q̂||. The methods used for minimisation are generally the stochas-
tic gradient descent (SGD) or recursive least-squares (Geist and Pietquin 2013).
In the case of SGD the cost function can be expressed as:

ĴQπ =
∑
k

(
qπk − Q̂(xk, uk)

)2
(3.4)

Suppose that, at the instant k, we have access to an observation of Q denoted
as qπk . When the controller performs a transition from the state xk applying the
control uk is possible to adjust the approximator parameters with an amount
proportional to the gradient of the empirical cost function that is evaluated only
in the pair (x, u). The parameters are updated using Widrow-Hoff equation (Geist
and Pietquin 2013):

θk+1 = θk −
1
2αk

∂

∂θk

[
qπk − Q̂(xk, uk)

]2
(3.5)

= θk + αk
[
qπk − Q̂(xk, uk)

] ∂

∂θk
Q̂k(xk, uk) (3.6)

where αk is a sequence of learning rates that satisfies the Robbins-Monro condi-
tions (Szepesvári 2010; Powell 2011). One of the conditions that the approximator
must meet is that it should be derivable with respect to the parameters. However,
the updating rule defined in Equation (3.5) cannot be applied in practice since it
is not possible to observe the value qπk . Instead, an estimate of that value can be
calculated by applying the sampled Bellman operator:

rk+1 + γQ̂k(xk+1, uk+1) (3.7)

Including this estimate in the previous update rule gives the equation used by the
Sarsa algorithm:

28



3.3 Policy iteration and Value iteration algorithms in continuous spaces

θk+1 = θk + αk
[
rk+1 + γQ̂(xk+1, uk+1)− Q̂(xk, uk)

] ∂

∂θk
Q̂k(xk, uk) (3.8)

Where the term in square brackets corresponds to an approximation of the tem-
poral difference used in the TD algorithm. When the linear approximators in the
parameters, it is much easier to calculate the gradient. Applying the Equation
(3.3) on the update rule is obtained:

θk+1 = θk + αk
[
rk+1 + γφT (xk+1, uk+1)θk − φT (xk, uk)θk

]
φ(xk, uk) (3.9)

Also, the fact that the approximator is linear implies that the function Ĵ has
a single global minimum, which improves the convergence properties. As with
the exact version of the Sarsa algorithm, in the approximate version, it is also
necessary that the controller incorporates some exploration technique to obtain
samples (x, u) with u 6= π(x). A detailed analysis of the convergence properties of
the linearly approximated TD algorithm can be found in (Tsitsiklis and Van Roy
1997) and can be extended to the Sarsa algorithm (Szepesvári 2010).

3.3.2 Value iteration

When an algorithm based on VI is applied to a problem whose state space is
continuous, the same difficulties appear as in the case of algorithms based on PI.
The techniques for dealing with these difficulties also consist of representing value
functions using approximators. Let us remember that the operating principle of
VI algorithms consisted in calculating a sequence of value functions that converged
towards the optimal value function, from which an optimal policy was obtained
(see subsection 2.3.1).

The most studied algorithm of VI is the Q-learning algorithm (Horiuchi et al.
1996; Jouffe 1998; Fernández and Borrajo 1999; Glorennec 2000; Murphy 2005;
Sherstov and Stone 2005); this algorithm is used as an illustrative example of
the methods of VI in continuous spaces. The Q-learning algorithm with function
approximation can be obtained following a procedure similar to the one previously
carried out with the Sarsa algorithm. In this case, the objective is to estimate Q
directly, so the theoretical cost function to be minimised is given by the difference
between the optimal value function and the estimated value function:

JQ∗(θ) = ||Q∗ − Q̂|| (3.10)
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This theoretical cost function results in an empirical cost function where, at every
instant k, the observations q∗k and Q̂ are used. The value q∗k is not directly
observable but is estimated by the sampled operator of optimality of Bellman:

rk+1 + γmin
u′

Q̂k(xk+1, u
′) (3.11)

Combining this estimate with the Widrow-Hoff rule gives the equation that up-
dates the approximator parameters in the Q-learning algorithm. Also, if the
approximator is linear in the parameters, this equation can be simplified by ob-
taining:

θk+1 = θk + αk

[
rk+1 + γmin

u′
φT (xk+1, u

′)θk − φT (xk, uk)θk
]
φ(xk, uk) (3.12)

When the controller uses the equation to update Q∗, the policy must perform
exploration.

Q-learning is an off-policy algorithm; the convergence properties of TD cannot
be extended to it. In fact, despite being one of the most widely used algorithms
in practice, it is known that it can diverge when no restriction is applied to it.
The only convergence test is provided by (Melo, Meyn, and Ribeiro 2008), where
substantial restrictions are assumed on the distribution of the sampled state-
action pairs. More recently, the appearance of the family of algorithms gradient
temporal difference (GTD) (Sutton, Maei, and Szepesvári 2009; Sutton et al.
2009) has led to a new version of Q-learning, known as greedy GD (Maei et al.
2010), whose convergence is assured. However, even in the case of using a linear
approximator, the J cost function is not convex so it can converge to local minima
(Maei 2011). In general, the risk of divergence is present if the algorithms combine
function approximation, bootstrapping and off-policy learning (Sutton and Barto
2018).

3.4 Batch reinforcement learning

The batch RL algorithms solve the RL problem using the batch idea in order to
minimise the cost and find an optimal policy. They increased in importance a
few years ago because the idea of using batch in learning has two main benefits:
data-efficient and stability (Wiering and Otterlo 2012). In the beginning, batch
RL algorithms used a fixed data set to learn a policy, but modern algorithms
introduce the idea of the growing batch. The growing batch learning consists of
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altering between the exploration and learning phases and increasing the batch
of transitions using learned intermediate policies (Ernst, Geurts, and Wehenkel
2005; Lange, Gabel, and Riedmiller 2012).

The model-free online methods in problems with a large or continuous spaces
are limited, and there are problems like slow learning, inefficiencies for stochastic
approximation and stability issues related to function approximation (Wiering
and Otterlo 2012). So the batch RL algorithms overcome theses issues introducing
in their algorithms ideas like experience replay (Lin 1992), supervised learning in
order to fit the value function approximation (Gordon 1995) and use efficient
stochastic approximation (Ormoneit and Sen 2002). In general, the batch RL
algorithms have three phases: the exploration and collecting data, policy learning
and applying the learned policy (Wiering and Otterlo 2012). The most popular
algorithms of batch RL are fitted Q-iteration and least squares policy iteration.

Fitted Q-iteration (FQI) (Ernst, Geurts, and Wehenkel 2005) is an algorithm
based on VI, and it can be considered a version of Q-Learning of batch RL. The
approximators that can be used are non-linear and non-parametric. Instead of
applying the update rule on all pairs (x, u), only applies on the pairs contained in
the set of experiences. Subsequently, the set of updated values is used as a training
set for a regression method. The result of this regression is a rough estimate of
the Q-function in the entire state space. FQI convergence is guaranteed only
for those approximators that perform a non-expansive mapping between their
input and output space (Ernst, Geurts, and Wehenkel 2005) such as K-Nearest
Neighbours regression, linear interpolation, and kernel averaging, among others.
Additionally, using neural networks to approximate value functions have obtained
successful results in real-world problems with the algorithm Neural Fitted Q-
Iteration (Riedmiller 2005; Riedmiller, Montemerlo, and Dahlkamp 2007) or using
deep neural networks with the algorithm Deep Fitted Q-Iteration (Lange and
Riedmiller 2010). The implementation and further description can be found at
(Ernst, Geurts, and Wehenkel 2005; Szepesvári 2010; Wiering and Otterlo 2012).

The least squares policy iteration (LSPI) algorithm (Lagoudakis and Parr 2003)
has the corresponding steps of policy evaluation and improvement of the classical
PI algorithm (Sutton and Barto 2018). The evaluation step is an extension to
Q-function of the algorithm least squares temporal difference (LSTD) (Bradtke
and Barto 1996; Boyan 2002). The objective of LSTD is to find V-functions;
therefore, the MDP model is known. In LSPI, the idea of finding a value function
by directly solving a system of equations is extended to the case of Q-functions by
LSTD-Q (Lagoudakis and Parr 2002). When this method of evaluating policies
is combined with a stage of policy improvement, the resulting algorithm, known
as LSPI, converges asymptotically towards the optimal policy.
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3.5 Deep reinforcement learning

In recent years, the use of deep neural networks has increased in reinforcement
learning. The main algorithms that combine deep NN and reinforcement learning
are Deep Q-Networks (DQN) (Mnih et al. 2015) that uses Convolutional NNs
and successfully applied to vision problems in Atari games. There are many
variations of DQN algorithm like Double DQN (Van Hasselt, Guez, and Silver
2016), Double DQN with proportional prioritisation (Schaul et al. 2015). The
previous algorithms use a generic neural network for regression of the Q-function,
Dueling Network Architectures (Wang et al. 2015) implement a deep architecture
with the use of the called Advantage function. The work in (Hessel et al. 2018)
presents a comparative analysis of some extensions of DQN algorithms and their
combinations.

3.6 Linear programming approach to ADP

DP and ADP can be posed as a linear optimisation problem. LP can, indeed,
be used to get solutions for both exact DP in discrete state and input spaces
(Manne 1960; Sutton and Barto 2018) and approximate DP with large dimensions
or continuous variables (De Farias and Van Roy 2003; Wang, O’Donoghue, and
Boyd 2015; Beuchat, Georghiou, and Lygeros 2016; Beuchat, Georghiou, and
Lygeros 2020). Linear programming is a well-known optimisation tool that makes
it suitable for use in ADP problems.

The LP approaches are based on two main properties (Busoniu et al. 2018) mono-
tonicity and value iteration convergence. The authors of (De Farias and Van
Roy 2003) prove that, any V (x, θ) fulfilling (3.14) is a lower bound of the op-
timal cost function, i.e., V (x, θ) ≤ V ∗(x) in the case γ < 1; indeed, T is a
monotonic and contractive operator, so it fulfils the value iteration convergence
V ≤ TV ≤ T 2V ≤ · · · ≤ T∞V = V ∗. The problem to solve is:

maxEV
s.t. V ≤ TV (3.13)

In ADP, to avoid PI/VI convergence problems, in (De Farias and Van Roy 2003)
authors provide a lower bound estimation of the value function that verifies:

V (x, θ) ≤ L(x, u) + γV (f(x, u), θ) ∀(x, u) ∈ X× U (3.14)
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The equation (3.14) is equivalent to:

V (x, θ) ≤ min
u∈U

(L(x, u) + γV (f(x, u), θ)) (3.15)

i.e., V (x, θ) ≤ TV (x, θ) for all x ∈ X, which is consistent with V ∗(x) = TV ∗(x),
but replacing equalities by inequalities. As X×U is finite, we can write (3.14) as
a finite set of inequalities.

If the function approximator is linear in parameters, then maximisation of a
weighted average of V over the state space, subject to (3.14), can be solved as an
LP problem because the inequality constraints can be written as:(

φT (x)− γφT (f(x, u))
)
· θ ≤ L(x, u) ∀(x, u) ∈ X× U (3.16)

Note that, we are working with value function approximation so the base functions
(BFs) for approximation can be, e.g. Gaussian neurons, triangular neurons, etc.
The constraint inequality (3.15) represents the relaxation on the Bellman equa-
tion. In (Wang, O’Donoghue, and Boyd 2015) use the iterative Bellman inequal-
ities V ≤ TKV ,K > 1,K ∈ N instead of V ≤ TV in order to improve the results
obtained using only a single Bellman inequality condition (De Farias and Van Roy
2003). In this context, LP approaches can be extended to Q-functions (Beuchat,
Georghiou, and Lygeros 2016), online variants of equation (3.13) (De Farias and
Van Roy 2003; Wang, O’Donoghue, and Boyd 2015; Beuchat, Georghiou, and
Lygeros 2016; Beuchat, Georghiou, and Lygeros 2020) and model-based ADP
(Beuchat, Georghiou, and Lygeros 2020).

3.7 Summary

In this Chapter, an extension of the tabular DP/RL methods is presented. The
algorithms described in this Chapter using value function approximation tech-
niques. The use of approximation techniques in order to represent the value
function allows increasing the applicability of the DP/RL methods to problems
with large or continuous state and action spaces. Additionally, the function ap-
proximation presents a compact representation using a few parameters in order
to represent a complete value function.

The function approximation can use parametric and nonparametric methods.
The two methods have a parameter vector that needs training; the main difference
is that the parametric methods state the parameter vector previously, and it is
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independent of the samples. On the other hand, in the nonparametric methods,
the parameter vector depends on the samples, that means that the size of the
vector is variable. The use of the two methods has successful applications in
approximate dynamic programming.

The classical algorithms of the DP/RL in exact approach can be extended in
continuous spaces. The representative algorithm of policy iteration using value
function approximation is the Sarsa algorithm, and in the case of value iteration
is the Q-learning algorithm. The approximation process usually minimises a cost
function, in order to minimise several methods can be used, i.e., gradient descent
methods.

In order to improve the data-efficient, the batch algorithms are used. The main
idea behind these algorithms is to use a fixed or growing batch in the exploration
stage and supervised learning in order to fit the value function. The fitted Q-
iteration and least-squares policy iteration algorithms are the main algorithms
that use the batch idea.

The use of the deep neural networks in combination with reinforcement learning
arises in the last years, the most popular algorithm with this approach is Deep
Q-Networks. There are some variations of these algorithms that have successful
application in the vision problems.

The use of the linear programming approach in adaptive dynamic programming
is presented in the last part of this Chapter. The main idea is to relax the
Bellman equation in order to compute a lower bound of the optimal value function.
Applying this approach the avoid the use of the classical iterative algorithms.
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Policy Search

The policy search methods are a part of the RL methods to find
the policy directly optimising in the policy space. These methods can
be applied to high-dimensional state and action spaces. In a robot
learning context, policy search methods can be classified in model-
free and model-based methods. Model-free methods use exploration
strategies in order to get sampled trajectories, with the dataset, the
policy applied is evaluated and improved. On the other hand, methods
based on models have a previous stage to identify the model and with
that model obtain data through simulation.

The contents of Section 4.4 are based on publications [3, 7] listed on page 4 in
which the author has collaborated.

4.1 Introduction

The applications of electromechanical systems and specifically robotic systems
nowadays are very diverse, for example, robots in the automotive industry, do-
mestic robots, robots for the medical purpose, among others. The specific tasks
performed by these systems are programmed taking into account certain con-
straints and assumptions, but if conditions or the environment change it is nec-
essary to modify the program or even make a new program, but using learning
techniques the system, i.e., a robot, can be adapted to these new conditions au-
tonomously.
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In this context, the aim of reinforcement learning (RL) techniques is to solve
sequential decision problems (Busoniu et al. 2010; Lewis and Liu 2013). For
example, in previous chapters this aim is to get using value functions and the
Bellman equations (Sutton and Barto 2018). Policy Search (PS) methods can
achieve the same objective. PS is a subfield of RL which focuses on finding the
parametrised optimal policy π∗θ , where θ ∈ Rn, optimising directly on parameter
space without computing the value function, thus finding an optimal policy π∗θ is
equivalent to finding the optimal vector of parameters θ∗ (Deisenroth, Neumann,
Peters, et al. 2013; Busoniu et al. 2018; Sigaud and Stulp 2019).

The parametrised policies have some advantages like they can permit to use
prestructured policies using configurations like dynamic movement primitives
(DMP), imitation learning, central pattern generators among other representa-
tions that allow having robustness and stability for coping robot learning problems
(Schaal et al. 2005; Endo et al. 2008; Heidrich Meisner and Igel 2009; Kober et al.
2010). Additionally, policy search methods have better convergence properties,
the task can be conditioned the policy subspace, and the exploration can be di-
rectly controlled. On the other hand, the main disadvantages are related to the
convergence to a local optimum and the data inefficient and high variance.

PS can be divided into model-free and model-based methods. Model-free PS
methods are the most widely used, and they use sampled trajectories and imme-
diate rewards to learn the policy without the model of the process (Deisenroth,
Neumann, Peters, et al. 2013; Kober and Peters 2016). On the other hand, model-
based use the sampled trajectories to build a model initially, evaluate and learn
the policy (Abbeel, Quigley, and Ng 2006; Deisenroth, Neumann, Peters, et al.
2013). Model-free methods are used more frequently than model-based ones in
the robotics field because learning policy is often easier than learning a model of
the robot and its environment (Deisenroth and Rasmussen 2011). PS methods
have been successfully applied not only in robotics but also in many scientific
fields such as medicine, economy or artificial intelligence (Kober, Bagnell, and
Peters 2013; Lewis and Vrabie 2009).

The structure of the Chapter is as follows: Section 4.2 describes model-free policy
search methods. Model-based methods are presented in Section 4.3. Section 4.4
summarises the main findings of the work in (Pastor et al. 2018). Finally, a
summary is drawn in Section 4.5.
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4.2 Model-free policy search

Model-free methods, as their name indicate, do not need the system model in
order to find an optimal policy (Peters and Schaal 2006; Kober and Peters 2009).
These methods learn the optimal policy using a dataset that consists of sampled
trajectories. The iterative steps of the model-free PS methods are exploration,
policy evaluation and policy update (Deisenroth, Neumann, Peters, et al. 2013).
The exploration is to gather the samples of the system, and its strategies generate
trajectories using a policy. The next step is the policy evaluation. The policy
applied generated a reward; this reward is used to know the quality of the policy
in the policy evaluation step. After the policy evaluation, an essential step is
the the policy update. The policy updated calculates the new parameters of the
policy based on the policy evaluation step. These steps are repeated iteratively
until the policy converge (Deisenroth, Neumann, Peters, et al. 2013).

4.2.1 Exploration and evaluation

The objective of the exploration is taking samples and generating trajectories
(Rückstieß, Felder, and Schmidhuber 2008; Kober and Peters 2009). There are
several ways to explore; for example, adding an exploration noise to the action
control is possible to explore the action space (Baxter and Bartlett 2000; Peters,
Vijayakumar, and Schaal 2003). In contrast, if the perturbation is applied in
the parameter vector θ, the exploration is done in the parameter space (Kober
and Peters 2009; Rückstieß, Felder, and Schmidhuber 2008). The exploration
strategies in the action or the parameters spaces are generalised in the hierar-
chical setting of learning upper-level, and lower-level polices (Kober and Peters
2009; Theodorou, Buchli, and Schaal 2010). For example, consider the following
nonlinear stochastic system:

xt+1 ∼ p(xt+1|xt, ut) (4.1)

where the control actions are computed by a low-level deterministic policy defined
as ut := πθ(xt). When the control action ut is applied the system changes from the
state xt to the state xt+1 using the probability of the transition p(xt+1|xt, ut).
The lower-level policy is parametrised by θ. So, the aim of the model-free PS
methods is to find the parameter vector θ such that maximises Jθ using the
available sampled trajectories.

Jθ := Epθ [R(τ)] =
∫
R(τ)pθ(τ)dτ (4.2)
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where R(τ) is the accumulated reward for a system trajectory τ := {x0:T ;u0:T },
pθ(τ) :=

∏T−1
t=0 p(xt+1|xt, πθ(xt)) is the probability density function and E is the

expectation operator.

In the upper-level case, the parameter vector for the low-level policy πθ is sam-
pled from the upper-level policy as θ ∼ πω(θ), and the optimisation problem for
learning upper-level policies πω(θ) is the maximisation of:

Jω := Eπω [R(θ)] =
∫
θ
πω(θ)R(θ)dθ (4.3)

Additionally, the exploration strategies can apply the exploration noise at the
beginning of each experiment/trajectory and evaluated in each episode (episode-
based) or considering each time step (step-based) or even considering additional
features like correlated and uncorrelated exploration when the policies are rep-
resented with Gaussian distributions (Stulp and Sigaud 2012). The different
configurations of exploration essentially seek to perform efficient exploration that
is essential in policy search.

The policy evaluation uses the dataset in order to asses the quality of the policy
used to explore (Deisenroth, Neumann, Peters, et al. 2013). The evaluation can
be step-based or episode-based. The step-based assesses the quality of the policy
in single state-action, and in order to avoid the bias, the Monte-Carlo estimations
are used (Peters and Schaal 2006; Williams 1992a). Algorithms using step-based
evaluation include REINFORCE, GPOMDP, NAC, eNAC, PoWER, PI2. The
episode-based methods assess the quality of the parameter vector θ, the main
algorithms that use this evaluation are PEPG, NES, CMA-ES, RWR, and episode-
based versions of the REPS, and PI2. The choice of the type of evaluation depends
on the problem we are solving.

4.2.2 Update the policy

The policy update uses the outcome of the policy evaluation in order to improve
the policy used to explore. The main methods to update the policy are policy
gradient methods, expectation-maximisation, information-theoretic, path integral
theory, among others (Deisenroth, Neumann, Peters, et al. 2013).
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Policy gradient methods

Policy gradient methods use the gradient ascent to maximise the return. So, the
update the parameter vector using the gradient update is:

θk+1 = θk + α∇θJθ (4.4)

There are many ways to estimate the gradient ∇θJθ, i.e., likelihood policy gradi-
ents (Williams 1992a), natural gradients (Amari 1998). α is a step-size parameter.
In general, the learning process is stable with a smooth policy update. For in-
stance, in the upper-level policy the gradient estimation is computed in order to
update:

ωi+1 = ωi + α∇ωJωi (4.5)

being the sub-index i represents an algorithm iteration and α is defined as a
gradient-step update parameter. The policy update uses the gradient estimation
to improve (4.3), and the gradient can be computed using likelihood-ratio policy
gradients:

∇ωJω =
∫
∇πω(θ)R(θ)dθ

=
∫
πω(θ)∇ω log πω(θ)R(θ)dθ

= Eπω [∇ω log πω(θ)R(θ)]

(4.6)

Additionally, the baseline b is computed in order to reduce the variance of the
gradient estimation (Williams 1992a; Deisenroth, Neumann, Peters, et al. 2013).
For detail about variance reduction, see (Greensmith, Bartlett, and Baxter 2004).
This approach is known as Parameter Exploring Policy Gradient (PEPG) method
(Sehnke et al. 2010) and the resulting gradient to be computed an optimal base-
line:

∇ωJω = Eπω [∇ω log πω(θ)(R(θ)− b)] (4.7)

where the other h-th element of the baseline can be obtained as:

bh := Eπω [(∇ωh log πω(θ))2R(θ)]
Eπω [(∇ωh log πω(θ))2] (4.8)
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After the gradient update, a new exploration is performed to obtain new data
and recalculate the policy distribution, this process is repeated throughout the
learning process.

The most relevant algorithms that use the likelihood-ratio are REINFORCE
(Williams 1992b) and GPOMDP/Policy gradient theorem (Sutton et al. 2000;
Baxter and Bartlett 2001). In addition, by using the past data efficiently through
importance sampling (IS) methods, the estimation of the expected return can be
improved (Jie and Abbeel 2010; Pastor et al. 2018).

The step size is an essential issue in the likelihood-ratio methods because the
gradient is a local approximation. For instance, if the step is too far, the objective
does not improve, or even it might do worse. So, an efficient gradient is the natural
gradient (Amari 1998). The natural gradient corresponds to the most significant
ascent in the policy space and not in the parameter space with the proper step
size. The main idea of the natural gradients in the policy search method is to
limit a step-width in the trajectory distribution (Deisenroth, Neumann, Peters,
et al. 2013). The main algorithms that use the approach are Natural Actor-Critic
(NAC), episodic NAC, for details see, e.g., (Peters and Schaal 2008a; Peters and
Schaal 2008b; Wierstra et al. 2008; Sun et al. 2009).

A simple step-sizing would be to do a line search in the direction of the gradient.
The line search tries different step-sizes and sees the performs in the roll-outs
and then take the best one. An advanced technique to define the step-sizing is
through of trust regions. Trust Region Policy Optimisation (TRPO) (Schulman
et al. 2015b) maximise parameters that modify the policy increasing advantage
for old policy in order to avoid too large step size. Inspired in TRPO, a proximal
policy optimisation (PPO) (Schulman et al. 2017) simplifies the computational
load.

Expectation-maximisation approach

Another way to update the policy is by using the expectation-maximisation (EM)
algorithm. EM-algorithm avoids slow convergence problems and unstable learning
(Deisenroth, Neumann, Peters, et al. 2013). The idea for using the EM-algorithm
is to pose the PS problem as an inference problem. There are some variations
of the applications of these algorithms that are most efficient as Monte-Carlo
expectation maximisation, that can use considered episode-based or step-based.
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Information-theoretic approach

The main idea behind the use of the information-theoretic approach is that the
policy updated should be kept close to the dataset (Deisenroth, Neumann, Pe-
ters, et al. 2013). This approach ensures that the policy update does not move
away from the data of the previous policy by delimiting the distance between the
current and new policy distributions. The representative algorithm that uses this
approach is the Relative Entropy Policy Search (REPS) (Peters, Mulling, and
Altun 2010). REPS pose the policy search problem as an optimisation problem
where the distance measure used is the Kullback-Leibler divergence in order to
bound the distance between the new and the old policy distributions. Initially, the
REPS was posed in a step-based formulation (Peters, Mulling, and Altun 2010),
but it was extended to others formulations like episode-based (Peters, Mulling,
and Altun 2010), episode-based to multiple contexts (Daniel, Neumann, and Pe-
ters 2012) and learning multiples solutions (Kober and Peters 2009).

Stochastic optimisation

Other ways to compute the gradient is using parameter perturbation or evolu-
tionary strategies. For example, the simplest way to compute the gradient is to
use finite difference methods; the main idea is to compute the gradient perturb-
ing the parameter vector θ with positive and negative disturbances (Kim et al.
2004). Versions of evolutionary strategies are Cross-Entropy methods (Rubinstein
and Kroese 2013); these methods have been successfully applied games (Szita and
Lörincz 2006; Gabillon, Ghavamzadeh, and Scherrer 2013) and Covariance Matrix
Adaptation (CMA)(Hansen and Ostermeier 1996). There is a whole family of al-
gorithms that have this approach like Reward Weighted Regression (RWR) (Dayan
and Hinton 1997; Peters and Schaal 2007) ,Policy Improvement with Path Inte-
grals (PI2) (Kappen, Wiegerinck, and Broek 2007; Theodorou, Buchli, and Schaal
2010; Stulp and Sigaud 2012) Covariance Matrix Adaptation Evolutionary Strat-
egy (CMA-ES) (Hansen and Ostermeier 1996; Hansen, Muller, and Koumoutsakos
2003), Policy learning by Weighting Exploration with Returns (PoWER) (Kober
and Peters 2009). The main advantage of these methods is a simple and easy way
to implement. These methods work with arbitrary parametrisation, even nondif-
ferentiable. Besides, they are easy to parallelise. On the other hand, they are not
sampling efficient, and it is the main caveat in problems with high-dimensional
space that optimising over. If the simulator is being used, sampled inefficient
methods become a minor problem. In general, the stochastic optimisation is a
black box; this feature permits to apply in policy search problems. For more
details about CMA-ES, we refer to (Heidrich Meisner and Igel 2009).
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Actor-Critic Architectures

In the actor-critic architectures, the processes of evaluation and improvement are
independent. The critic evaluates the current policy and the actor implements the
policy and can be trained with policy gradients methods. The methods with this
approach are one step actor-critic, advantage actor-critic (A2C). Asynchronous
Advantage Actor-Critic (A3C) (Mnih et al. 2016) is a policy gradient method
that is a variant of actor-critic that work in the forward view n-step returns to
update the policy and the value function. If the idea of eligibility traces (Sutton
and Barto 2018) is combined with A3C the algorithm resulting is Generalised
Advantage Estimation (GAE) (Schulman et al. 2015a).

In recent years, with the use of deep neural networks, new algorithms have been
developed that combine these neural networks with reinforcement learning tech-
niques. For example, deep deterministic policy gradient(DDPG) is an extension of
Q-Learning for continuous spaces and follows the gradient in the policy network
to increase future reinforcements (Lillicrap et al. 2015). Twin Delayed DDPG
(TD3) (Fujimoto, Hoof, and Meger 2018) improves the learning speed and per-
formance of the DDPG by mitigating overestimation using pessimistic Double
Q-Learning idea. An algorithm based on the maximum entropy reinforcement
learning framework is Soft Actor-Critic (SAC) (Haarnoja et al. 2018).

4.3 Model-based policy search

The model-based PS methods use the dataset to learn a dynamics model of the
system, and this model is used to do internal simulations in order to learn an op-
timal policy π∗θ without the use of the real system (Deisenroth, Neumann, Peters,
et al. 2013). In general, the use of the model-based approach avoids performing
a large number of direct iterations on the system; therefore, the iterations are
fewer than would be done in the case of the model-free approach (Atkeson and
Santamaria 1997). The loop of the model-based PS methods consists in: to learn
a model using the real data, to simulate experiments or trials using the learned
model, to learn a new policy. Then the learned policy is applied in the real sys-
tem in order the get a new real dataset, the new dataset is used to improve the
estimation of the dynamics model of the system, and these steps are repeated
iteratively (Deisenroth, Neumann, Peters, et al. 2013).

The model learning step is essential in this approach. The estimation of the model
is not perfect, and the quality of the model affects directly to the learning process
(Abbeel, Quigley, and Ng 2006), i.e., degrading policies or large errors in the
policy. Therefore, the representations used in order to deal with uncertain mod-
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els by reducing the effects of the model errors are the probabilistic distributions
(Schneider 1997; Deisenroth and Rasmussen 2011; Deisenroth, Rasmussen, and
Fox 2011). The most important probabilistic models used in model-based meth-
ods in a context of robotics are Locally Weighted Bayesian regression (LWBR)
(Cleveland and Devlin 1988) and Gaussian Process (GP) regression (Rasmussen
2003).

The other aspect is the long term prediction using this model. These predic-
tions can be implemented methods like stochastic inferences (Monte-Carlo (MC)
method) or deterministic approximation inferences (Deisenroth, Neumann, Pe-
ters, et al. 2013). The trajectory sampling using the MC is implemented, i.e., in
the PEGASUS (Ng and Jordan 2000) algorithm. The main idea of this algorithm
is to change the approach from a stochastic MDP to a modified deterministic MDP
(Ng and Jordan 2000; Deisenroth, Neumann, Peters, et al. 2013). This modifica-
tion approach of the stochastic MDP can permit to reduce the sampling variance.
PEGASUS is relative efficiently and can be used even in model-free methods.
On the other hand, the most usual deterministic approximation methods used
are the linearisation, moment matching, unscented transformation (Deisenroth,
Neumann, Peters, et al. 2013).

The policy update can be done with the gradient-free or gradient-based methods.
The gradient-free methods (Nelder and Mead 1965) are easy to implement, but
the disadvantage is the slow convergence rate. On the other hand, the gradient-
based policy update is faster than gradient-free methods, but they need additional
computational resources. The main methods to compute the gradient-based are
sample-based estimation and analytic computation.

4.4 Learning Upper-Level Policy using Importance
Sampling-based Policy Search Method

Policy search methods allow to learn upper-level policies whose main advantage
is that these distributions explore directly in the parameter space. In (Pastor
et al. 2018) is proposed an algorithm based on importance sampling methods and
local linear regression that uses the samples in an efficient way. To achieve this
objective, the authors propose to include information of all the past samples in the
learning process using importance sampling methods. Additionally, the gradient
direction of the linear local model reward to explore regions where the prediction
of the reward could be better.
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4.4.1 Policy Search via Importance Sampling (IS) and local
regression for upper level policy

Considering the system in the equation (4.1), and it is controller by a low-level
deterministic policy ut := πθ(xt). The exploration is done in the parameter space
(upper-level ones). So, the optimisation problem for learning upper-level policies
πω(θ) can be formalised as the maximisation of equation (4.3), repeated here for
easy reference:

Jω := Eπω [R(θ)] =
∫
θ
πω(θ)R(θ)dθ (4.9)

where the parameter vector for the low-level policy ut := πθ(xt) is sampled from
the upper-level policy as θ ∼ πω(θ).

It should be noted that the equation (4.6) implies that the evaluation of the reward
R(θ) and its gradient needs multiple roll-outs on each algorithm iteration because
it is a stochastic process. This can be costly and the work (Jie and Abbeel 2010)
proposes using IS to reuse previous experiments to provide a better estimation of
the cost. In this respect, the equation (4.9) can be approximated by re-weighting
the cost of past experiments via IS.

Importance Sampling

Using IS methods it is possible to include information of past samples, IS methods
are used to estimate the characteristics of a specific distribution using samples
generated by different distributions (Thrun, Burgard, and Fox 2005). So, if the
objective distribution is f , and the proposed distribution is g the importance
weights q[n] are:

q[n] = f(x[n])
g(x[n])

(4.10)

The importance weights are computed for each indexed sample (n = 1, ..., N).
The q[n] can be interpreted as the importance of each sample in the distribution
g on the distribution f .

In this context, the IS sampling idea can be used in the PS methods in order to
reduce the number of experiments needed to find an optimal policy. For instance,
if the dataset has the following structure:
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D = {{θ[1], R[1], πω1(θ[1])}, . . . , {θ[k], R[k], πωk(θ[k])}}, (4.11)

the expected accumulated reward using the IS approach and the given dataset
(equation (4.11)) is defined as

Ĵω ≈
1∑k

i=1 q
[i]
ω

k∑
i=1

q[i]
ω R

[i] (4.12)

and the importance weights:

q[i]
ω = πω(θ[i])

πω[i](θ[i])
(4.13)

The upper level policy θ[i] ∼ πω[i](θ) can be modelled like any distribution, i.e.,
Gaussian distribution πω(θ) := N(θ|ω), with ω := [ωµ, ωΣ]. The optimal policy is
obtained using:

πω∗(θ) := argmax
ω

Ĵω (4.14)

In order to properly formulate the optimisation problem, it is desirable to deter-
mine a minimum number of effective samples Neff to estimate (4.12) and should
be considered during the optimisation process (Kong 1992). Thus the policy
update problem statement (4.14) has to be modified to:

πω∗(θ) := arg max
ω

Ĵω, s.t. ESS :=

(
k∑
i=0

q[i]
ω

)2

k∑
i=0

(
q[i]
ω

)2
≥ Neff (4.15)

where Neff is the minimum number of effective samples, set to be a design pa-
rameter in the implementation.

The gradient-based optimisation should calculate the gradient update using IS;
this can be described through an equation such as the following:
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∇ωJω = 1∑k
i=1 q

[i]
ω

k∑
k=1

q[i]
ω [∇ω log πω(θ[i])(R[i])]

− 1(∑k
i=1 q

[i]
ω

)2

(
k∑
k=1

q[i]
ω [∇ω log πω(θ[i])]

)(
k∑
k=1

q[i]
ω R

[i]

)
(4.16)

Cost-surface approximation by local regression

Additionally, it is possible to integrate improvements in the exploration phase
to increase the speed of convergence. This improvement can be implemented by
integrating cost-surface approximation through local regressions, e.g. Generalised
linear models (Hardin and Hilbe 2001), Neural-networks (Haykin 1998), Support
Vector Regression Machines (SVRM) (Drucker et al. 1997; Smola and Scholkopf
2004), Gaussian processes regression (GPR) (Rasmussen and Williams 2005) and
Locally Weighted Projection Regression (LWPR) (Vijayakumar and Schaal 2000),
among others. The idea is to provide a local estimation of the cost-surface using
the given dataset D:

R̂D(θ) ≈ R(θ) (4.17)

It should be noted however that the methods mentioned above are mainly designed
to perform a regression considering the whole cost-surface, while we are mostly
interested in predicting the local behaviour at the point where the maximisation
finishes (our best belief of the most appropriate policy for the given data). Thus,
our choice of using local linear regression (LLR) appears to be reasonable in
terms of just using with the minimum set of necessary points to provide a reliable
estimation.

The LLR is a nonparametric method to approximate nonlinear functions. One
characteristic of the nonparametric methods is that try to fit the function as much
as possible with the available data or a subset of the data. The way in what we
use this approximation is:

1. Solve (4.15), being ω∗ := [ω∗µ, ω∗Σ] the best upper-level policy parameters
found with IS.

2. Compute the Mahalanobis distance Mω(θ) := (θ−ωµ)T [ωΣ]−1 (θ−ωµ) from
each parameter in the dataset D to the actual upper-level policy parameters
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found with IS and create a listH with the parameters satisfying the following
criteria:

H :=
{
k ∈ Z+

∣∣∣Mω∗(θ[k]) < h
}
, (4.18)

with h the selection criterion, typically h = 9 to consider only points lying
within the ±3σ of the current policy variance.

3. Compute a linear model using least squares method:

R̂ω∗µ := ξω∗µ, (4.19)

with,

ξ = IY I
T
X

(
IXITX

)−1
, (4.20)

and

IX =
[
θ[H1] θ[H2] ... θ[Hm]

1 1 ... 1

]
(4.21)

IY =
[
R[H1] R[H2] ... R[Hm]] , (4.22)

being m the number of indices in H. An illustrative example of this step is
given in Figure 4.1.

4. Update the mean of the policy based on the gradient of R̂ω∗µ :

ω∗µ ← ω∗µ + αR∇ω∗µR̂ω∗µ = ω∗µ + αRξ, (4.23)

where αR is a gradient-step update parameter. Note that the gradient being
now evaluated, i.e., that of R̂ω∗µ is different (regression-based) to the gradi-
ent used in the importance-sampling maximisation of the expected reward
(4.16). This combination of two different gradients is the key ingredient of
our proposal.
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Figure 4.1: Two-dimensional example of local linear regression. The linear local regression
uses samples of past rewards that are closed to our interest point(ωµ). The gradient of local
linear model is used to calculate the mean of a new policy(ω∗

µ).

Proposed algorithm

The inputs in the Algorithm 1 are: initial policy (πω0) and initial state (x0) to run
the experiments. The main parameter of the algorithm is the effective number
of samples (Neff ), while an additional parameter h is required which is fixed to
h = 9 to consider only points lying within the ±3σ boundaries of the IS computed
upper-level Gaussian policy.

Numerical Example

In a linear second-order discrete-time model given xt+1 = Axt +But with

A =
[
0.9 0.1
0 0.8

]
B =

[
0
1

]

The control problem will be stated using the quadratic instantaneous reward
rt = xTt Hxxt + uTt Huut with:

Hx =
[
1 0
0 0.1

]
Hu =

[
2
]

48



4.4 Learning Upper-Level Policy using Importance Sampling-based Policy Search Method

Algorithm 1 Learning Upper-Level Policy using Importance Sampling-based
Policy Search Method
1: Input: πω[0] , x0
2: Parameters: Neff , h = 9, αR
3: for i = 0 to Max Iterations do
4: Sample a new low-level policy parameter θ[i] ∼ N(ω[i]

µ , ω
[i]
Σ ) and run a trial

under the policy πθ[i] starting from x0 and obtain R[i].
5: if i > Neff then
6: Solve (4.15) to compute a new upper-level policy πω∗(θ) maximising Ĵω

satisfying ESS ≥ Neff , by using gradient ascent (4.16) until the ESS bound
is hit.

7: Compute H :=
{
k ∈ Z+

∣∣∣Mω∗(θ[k]) < h
}
.

8: Compute ξ based on (4.20) and H.
9: Update policy mean ω∗µ ← ω∗µ + αRξ

10: Update policy ω[i+1] ← ω∗

11: else
12: Update policy ω[i+1] ← ω[i]

13: end if
14: end for

A linear parameterised policy with parameter θ ∈ R2 is used, given by ut =
−θxt. The initial state x0 = [10 10]T , and return function as an exponential
transformation R[i] = 104 · exp(β

∑
rt) with β = 0.05. The high-level policy is

defined as:

θ ∼ N

([
µ1
µ2

]
,

[
σ1 0
0 σ2

])
(4.24)

where the adjustable parameters are ωµ := (µ1, µ2) and the variance-related
ones ωΣ := (σ1, σ2). The initial Gaussian policy is defined as µ1 = 0.1, µ2 =
0.25, σ1 = σ2 = 0.2. The settings of the algorithm are Neff = 3, reward step
αR = 1.8× 10−1. Additionally, we added 1% white noise to the reward function
when sampling in the data simulation. The learning algorithm cannot make use
of the simulation dynamics except by gathering trials.

Each algorithm has been executed 20 times, in each execution, 100 iterations
(tests) have been performed. Thus, it is possible to determine the influence of
noise on the system and the variability in the algorithms. The maximum, min-
imum and mean values in each experiment have been calculated for both policy
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Figure 4.2: Controller exploration parameters π1ω = N(µ1, σ
2
1). The algorithms considered

are the Tang and Abbel algorithm (TA), our approach (Proposed method) and the optimal
LQR(OPT).

and average reward. Figure 4.2 and Figure 4.3 represent the evolution of the
exploration parameters in the parameter space of the policy. Figure 4.4 repre-
sents the average reward obtained by number of trials. The evaluation included
comparison between results of this proposed algorithm and the Tang and Abbel
algorithm (Jie and Abbeel 2010) in upper-level version.

The shaded region in all figures depicts the max and min values collected from
the 20 runs of each algorithm. The proposed algorithm improved the speed of
convergence to the optimal values with the same quantity of samples. The out-
come of simulation lead to the conclusion that the extrapolation of the reward
permitted to explore areas with the highest reward.

4.5 Summary

The policy search methods solve the RL problem, that is maximising the cost
in a long period of time. The PS methods find the policy directly optimising in
the parameter space. It permits to extended to high-dimensional or continuous
problems. The PS methods can be classified considering if they need or not the
model. In the case that PS methods do not use the model are called model-
free PS methods. The model-free PS methods have three iterative steps: the
exploration, policy evaluation and policy update. The exploration step gathers
the sampled trajectories; the exploration strategies usually use the exploration
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Figure 4.3: Controller exploration parameters π2ω = N(µ2, σ
2
2). The algorithms considered

are the Tang and Abbel algorithm (TA), our approach (Proposed method) and the optimal
LQR(OPT).

Figure 4.4: Performance evaluation on 2nd order linear system the algorithms considered
are the Tang and Abbel algorithm (TA), our approach (Proposed method) and the optimal
LQR(OPT).
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noise in the action space or in the parameter space. The policy evaluation step
provides information about the quality of the policy used in the exploration step.
The exploration and evaluation of the policy can be episode-based or step-based.
The crucial step in the PS methods is the policy update, which can be done using
a simple method like a finite difference to estimate the gradient or using more
complex methods like stochastic optimisation. The steps are repeated iteratively
until the policy converges.

Model-based PS methods find the optimal policy, but they need a model of the
system. The model estimation is obtained using the dataset collected from the
interactions with the real system. The model estimation of the system is an
essential step in the learning process in these kinds of algorithms. The model is
not perfect, and the errors in the model affect directly in the learning process.
In the initial stage, the dynamics of the model is learned. This model is used to
simulate experiments or trials of the system. These experiments are evaluated and
used to update the policy. Finally, the policy is used in the real system in order
to get more real data that are used to refine the model estimation and is repeated
continuously until the policy do not change. These methods are data-efficient.

Finally, the results obtained from a proposed algorithm inspired in the use of IS
methods and model-free PS methods in upper-level policies are presented. The
use of the IS approach and the LLR cost approximation improved the speed
convergence of a proposed policy search algorithm at optimal values. The IS
method allowed us to use information from past samples to estimate a reward
model that can predict regions where the reward may be high. Information from
these regions makes it possible to propose a new exploration policy. As a result,
more efficient data management can be achieved, which is essential for robotic
learning tasks, where trials are expensive or difficult to achieve.

The family of the algorithms of PS methods have a lot of successful applications
in the robots’ systems.
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Chapter 5

Fitted Q-function Control
Methodology based on

Takagi-Sugeno Systems

This chapter presents a combined identification/Q-function fit-
ting methodology, which involves identification of a Takagi-Sugeno
model, computation of (sub)optimal controllers from Linear Ma-
trix Inequalities, and subsequent data-based fitting of the Q-function
via monotonic optimisation. The LMI-based initialisation provides
a conservative solution but it is a sensible starting point to avoid
convergence/local-minima issues in raw data-based fitted Q-iteration
or Bellman residual minimisation. An inverted-pendulum experimen-
tal case study illustrates the approach.

The contents of this chapter appeared in the journal article:

• H. Díaz, L. Armesto, and A. Sala (2018). "Fitted Q-Function Control
Methodology Based on Takagi-Sugeno Systems". In: IEEE Transactions
on Control Systems Technology, vol. 28, no. 2, pp. 477-488, March 2020.
ISSN:2374-0159. DOI: 10.1109/TCST.2018.2885689.
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5.1 Introduction

Optimal controllers minimising an infinite-time cost index are of interest in many
fields. Dynamic programming (DP) (Bertsekas 2017; Zhang et al. 2012) and
reinforcement learning (RL) (Sutton and Barto 2018) are powerful paradigms
to obtain them, used in many applications (Wei et al. 2015; Pomprapa, Leon-
hardt, and Misgeld 2017). DP and RL pursue computing value functions V (x),
or action-value functions Q(x, u) (Sutton and Barto 2018) in order to yield opti-
mal controllers (also denoted as policies1).

Policy iteration (PI) and value iteration (VI) are widely-used techniques to iter-
atively compute such optimal value functions and associated policies (Lewis and
Vrabie 2009; Lewis, Vrabie, and Vamvoudakis 2012; Lewis and Liu 2013). Based
on the principles of fixed-point theorem, PI and VI converge to the optimal value
and policy under mild conditions ensuring a contraction mapping (Powell 2011;
Busoniu et al. 2010). However, these mild conditions are actually so only in sys-
tems with a finite number of states and control actions. In continuous-valued
settings, some approximation is needed to map a maybe complex controller/value
function; the exact Bellman equation gets now converted to a Bellman residual
minimisation problem (Antos, Szepesvári, and Munos 2008) (also called Bellman
error in (Sutton et al. 2009)) . Such approximation may spoil the contractive
nature of the iteration steps and, hence, convergence may be lost (Fairbank and
Alonso 2012). Only in some quite restrictive settings, for instance, fuzzy Q-
iteration (Busoniu et al. 2010) convergence can be guaranteed.

A way to avoid PI/VI divergence is trying to minimise the Bellman error via
gradient descent (Munos, Baird, and Moore 1999; Baird and Moore 1999; Geist
and Pietquin 2013) or other monotonic optimisation methods (Lagarias et al.
1998). However, such methods may get caught on local minima if not properly
initialised.

In a model-based approach to optimal control, many non-linear systems can be
modelled as the so-called fuzzy Takagi-Sugeno (TS) systems (Takagi and Sugeno
1985), via the well-known sector-nonlinearity approach (Tanaka and Wang 2001).
These TS models express the nonlinearity as a convex combination of linear sys-
tems. Some convex conditions on the vertex linear models can easily obtain
quadratic value function bounds by solving the so-called linear matrix inequalities
(LMIs). The LMIs were introduced by the seminal book (Boyd et al. 1994) and

1Another option to look for optimal controllers is the so-called “policy search” techniques, in
which value functions are avoided and only its gradient is estimated with respect to some controller
parameters. These techniques are out of the scope of this work, see (Deisenroth, Neumann, Peters,
et al. 2013) and references therein for ample detail.
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exploited for (sub)optimal nonlinear control in many works, for instance (Tanaka
and Wang 2001; Wu and Cai 2004; Ariño, Pérez, and Sala 2010; Guerra, Sala,
and Tanaka 2015) and references therein. Nonlinear optimal control using linear-
like techniques can be also approached via Jacobian linearisation at several points
(Armesto et al. 2015); nevertheless, these developments are related to predictive
control, and out of the scope of our proposal.

The objective of this chapter is to propose a methodology for nonlinear optimal
control applications bridging the DP/RL and the model-based LMI approaches:
given a nonlinear system in Takagi-Sugeno form, the LMI solution and the fuzzy
controller structures associated to them inspire a particular parametrisation of
the Q-function so that fitting algorithms can be initialised with the LMI solu-
tion. Monotonic/gradient-descent setups from such an initial solution provide
controllers with lower Bellman residual than the parameters they were initialised
at, without the risk of divergence of traditional PI/VI (PI/VI can also be tested
under the proposed parametrisation). Preliminary versions of some ideas in this
respect appear in (Díaz, Armesto, and Sala 2016; Díaz, Sala, and Armesto 2017).
In a somehow similar philosophy, the paper (Radac, Precup, and Roman 2017)
also bridges control-theoretic virtual-reference tuning and Q-learning.

The structure of the chapter is as follows: Section 5.2 introduces necessary prelim-
inaries of the chapter and states the problem. Section 5.3 describes our method-
ology proposal. Section 5.4 discusses the proposals on Takagi-Sugeno model iden-
tification and guaranteed-cost LMI controllers. Section 5.5 proposes a fuzzy Q-
function parametrisation arising from the LMIs and an improved one-step con-
troller. The Q-function parametrisation is generalised in Section 5.6. Section 5.7
discusses the generic optimisation approach to temporal-difference error minimi-
sation and presents a summary of previous ideas onto a methodology proposal.
Section 5.8 evaluates such methodology both in a simulation case study and an
experimental inverted pendulum setup. Some conclusions are given in Section
5.9.

5.2 Preliminaries and problem statement

This chapter will consider nonlinear discrete-time systems

xt+1 = f(xt, ut), (5.1)

with xt ∈ X ⊂ Rnx and ut ∈ U ⊂ Rnu being the model validity and input con-
straint region, where nx and nu are the number of states and inputs, respectively.
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Without loss of generality, we will assume that (x, u) = (0, 0) is an equilibrium
point, i.e., f(0, 0) = 0. By assumption, the above system will be controlled by a
state-feedback policy u = π(x).

Let us define the value of a policy π(x) as:

V π(x) :=
∞∑
t=0

γtr(xt, π(xt)) (5.2)

where x0, x1, . . . , is the trajectory of (5.1) under ut = π(xt) with initial condition
x0 = x. In (5.2), 0 ≤ γ ≤ 1 is a discount factor, and r(·, ·) is a function r :
Rnx+nu 7→ R+ of state and input known as immediate cost.

The control objective will be driving the system towards the origin so, by, as-
sumption, r(0, 0) = 0 and r(x, u) > 0 for any (x, u) 6= (0, 0). V π(x) can be seen
as the expected return (cost) if policy π(x) were used at all times from initial
condition x0.

Optimal control problems for the above system are usually stated as obtaining an
optimal policy u = π∗(x) such that, given x, the following cost index is minimised:

π(x)∗ := arg min
π∈Π

V π(x) (5.3)

In general, the above problem is solved by searching for the optimal π in a suitable
set of functions Π, usually a parameterised function approximator Π := {φ(x, θ) :
θ ∈ Θ} so the optimal θ∗ is sought in a given parameter set Θ.

5.2.1 Dynamic programming and Q-function fitting

From (5.1) and (5.2), we can write the well-known Bellman equation,

V π(x) = r(x, π(x)) + γV π(f(x, π(x))). (5.4)

In addition to the value of a policy, the so-called action-value function Qπ(x, u),
also known as Q-function, is defined in (Watkins 1989) as the return for a given
state and action if policy π where applied from the next instant onwards:

Qπ(x, u) := r(x, u) + γV π(x+), (5.5)

being x+ := f(x, u).
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For a given policy π(x), holds V π(x) = Qπ(x, π(x)); thus, the Q-function fulfils
the Bellman’s equation:

Qπ(x, u)− (r(x, u) + γQπ(x+, π(x+))) = 0, (5.6)

and the optimal Q-function fulfils:

Qπ
∗
(x, u)−

(
r(x, u) + γmin

u+
Qπ
∗
(x+, u+)

)
= 0 (5.7)

In the literature, there are quite a few iterative algorithms to estimate the optimal
policy, based on dynamic programming (Bellman 1957) and reinforcement learn-
ing (Sutton and Barto 2018) such as value iteration, policy iteration, actor-critic
setups, etc. Most of them reduce to Riccati equations (or iterations converging
to the Riccati solution) for the linear case in model (5.1), see (Lewis, Vrabie, and
Vamvoudakis 2012). Let us outline the basic ideas of some of these algorithms
which will be later used and compared.

Policy iteration (PI) can be proved that, given a suboptimal policy π(x) and its
action-value function Qπ(x, u), we can define an improved policy given by

π̂(x) := arg min
u
Qπ(x, u), (5.8)

Also we can prove that (Liu et al. 2017):

Qπ̂(x, π̂(x)) ≤ Qπ(x, π(x)) (5.9)

The next step in the referred algorithms is obtaining an expression Qπ̂(x, π̂(x)),
denoted as policy evaluation, understanding (5.6) as a system of equations that
the Q-function must fulfil for all (state, input, successor state) triplets. The
interleaved policy evaluation and policy improvement steps are denoted as policy
iteration (Lewis, Vrabie, and Vamvoudakis 2012) algorithm.

If the set of states and control actions are finite, then a mere lookup-table
implementation of Qπ(x, u) can be used (Bertsekas and Tsitsiklis 1996; Pow-
ell 2011). In continuous-valued state and input spaces, function approximators
Qπ(x, u) ≡ Q(x, u, θπ) are needed. Usually, with Q(x, u, θπ), equation (5.6) can-
not be fulfilled and minimising the norm (integral over state+action space) of
its (squared) left-hand side is denoted as Bellman residual minimisation (BRM)
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(Antos, Szepesvári, and Munos 2008; Sutton et al. 2009). As the parametrised
version2 of policy improvement (5.8) ends up being:

π̂(x, θπ) := arg min
u
Q(x, u, θπ) (5.10)

the so-called fitted policy iteration is described in Algorithm 2: from an initial
stabilising policy π̂(x, θ0), its BRM policy-evaluation (5.11) yields θ1, so π̂(x, θ1)
is obtained, and so on. The norm notation ‖·‖ indicates the integral of the square
over X× U.

Algorithm 2 Approximate (fitted) policy/value iteration
1: Set an initial parameter θ0.
2: Using the policy-improvement definition (5.10), solve one of the optimisation

problems∗:
[policy iteration ]

θi+1 := arg min
θ̃
‖Q(x, u, θ̃)− r(x, u)− γQ(x+, π̂(x+, θi), θ̃)‖ (5.11)

The initial parameter in the policy iteration case must yield a stabilising policy π̂(x, θ0), ensuring
that Q(x, u, θ1) ≥ 0 and finite for all (x, u) ∈ D, see (Liu et al. 2017).
[value iteration]

θi+1 := arg min
θ̃
‖Q(x, u, θ̃)− r(x, u)− γQ(x+, π̂(x+, θi), θi)‖ (5.12)

3: If ‖θi+1 − θi‖ ≥ ε, set i = i+ 1 and go to step 2; otherwise stop.
∗Note: in exact policy/value iteration algorithms (Sutton and Barto 2018; Busoniu et al. 2010)
the minimum achieved norm would be zero. Note also, that the policy has been expressed as the
parametrised expression (5.10), even if such parametrisation may be implicit, see footnote 2.

Value iteration (VI) is another alternative to find an approximately optimal Q-
function by iterating (5.12). The difference with (5.11) is that both Q-function
and policy are using the parameter from previous iteration.

Fitted PI/VI are well-developed techniques; the reader is referred to (Busoniu
et al. 2010; Riedmiller 2005; Munos and Szepesvári 2008; Antos, Szepesvári, and
Munos 2008; Sutton et al. 2009) for further detail. However, it is well known,
too, that these iterative approaches do not converge in a general case (Fairbank

2Note that the policy in (5.10) has been intentionally expressed as a parametrised expression
depending on θπ . Actually, in many cases, such parametrisation is implicit, i.e., π̂ is obtained as
a numerical solution of the optimisation problem at the right-hand side, instead of a closed-form
expression in x and θπ . The parametrised notation is of interest for later developments in this work.
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and Alonso 2012), and only very restrictive lookup-table-like parametrisations
guarantee convergence (Busoniu et al. 2010).

When converged, both algorithms would end up in the iteration fixed point given
by the following Bellman residual minimisation:

θ∗ := arg min
θ
‖Q(x, u, θ)− r(x, u)− γQ(x+, π̂(x+, θ), θ)‖. (5.13)

So, conceivably, it might be carried out with any technique, not necessarily fitted
PI/VI. This option is not without problems, as the chosen algorithm and ini-
tialisation may influence convergence, or getting stuck in spurious local minima.
These issues may arise even in the case when the ground-truth optimal value
function can be parametrised by Q(x, u, θ), see Section 5.8.1 for an example of
such behaviour with a linear system.

If Q(x, u, θ) := Φ(x, u)θ, i.e., the value function approximator is linear in param-
eters θ, then problems (5.11) and (5.12) can be easily stated as standard linear
least squares optimisation. However, this will not hold, in general, with (5.13).

5.2.2 Problem statement

As above discussed, fitted PI/VI or generic minimisation (5.13) need a careful
choice of approximator structure (regressors) and initial parameters; otherwise,
the learning algorithm may not converge or, even if it does, a suboptimal or even
non-stabilising controller can be obtained.

The objective of this chapter is to propose a methodology, based on fuzzy optimal
control for TS systems, to address the above issues in applications of dynamic
programming or reinforcement learning.

In addition to this, it would be of interest in applications to choose a parametri-
sation of Q(x, u, θ) such that an explicit closed-form solution of π̂ can be derived,
to avoid the need of real-time optimisation or large memory requirements and,
too, speeding up the computations.

Our proposal will use data-based Takagi-Sugeno identification, fuzzy LMI-based
control, and BRM to achieve the mentioned goals.
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5.3 Methodology proposal

This chapter will present a series of ingredients to build up a methodology pro-
posal mixing model-based and data-based Q-function fitting approaches, in the
line expressed in the above problem statement.

The said ingredients will be as follows:

1. Fuzzy TS modelling and identification, with the objective of building a model
so that (sub)optimal fuzzy controllers can be build upon it.

2. The referred fuzzy controllers will be computed with the so-called guaranteed
cost solutions in literature which, using Linear Matrix Inequalities (LMI) can
provide an upper bound on the value function Q.

3. The above LMIs can only optimise over Q-function parametrisations in
quadratic form. An improved controller will be found by solving one step
of the Bellman equation.

4. A more general fuzzy parametrisation of the Q-function will be proposed
in Section 5.6, and its optimisation via a generic (monotonic descent) op-
timisation algorithm will be discussed. In this way, conservatism over LMI
results can be reduced.

With all these tools, we can craft a methodology in which an initial model-based
approach based on fuzzy-TS models can be a very good starting point for data-
based fitted Q-function approaches: with good LMI-based initialisation, the sec-
ond stage can avoid getting caught at spurious local minima and, also, if mono-
tonic optimisation is used, the LMI result can be improved even in the case PI/VI
were not convergent.

Remark: Instead of the actual norm in (5.11)–(5.13), minimisation of these Bell-
man residuals will be carried out using the finite sum over a set of points in a
dataset D composed of triplets (x, u, x+), being x+ the successor state. The
dataset can be obtained either by simulation or by experimentation. So we
need exciting the system with an input sequence {u0, u1, . . . , uN} and collect
{x0, . . . , xN+1}. The dataset will be arranged as :

D := {(x0, u0, x1), (x1, u1, x2), . . . , (xN , uN , xN+1)} (5.14)

Experiment design in such situation may be an important issue, as the relevant
region of the state and action space should be well explored. Nevertheless, these
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issues are out of scope of the present work. Note that the collected data do not
need to be generated with any of the policies involved in Algorithm 2, i.e., the
proposal is an off -policy learner (Sutton and Barto 2018).

5.4 TS models and guaranteed cost controllers

This section will review prior results which will be part of our proposed method-
ology for engineering applications of fitted Q-function algorithms.

5.4.1 Takagi-Sugeno modelling and identification

If f(x, u) in (5.1) can be expressed as f(x, u) = h(x) + g(x)u, and h(x) has
continuous first derivatives, then the nonlinear system can be exactly modelled
using sector nonlinearity based on Takagi-Sugeno fuzzy models (Tanaka andWang
2001; Sala 2009):

xt+1 =
ρ∑
i=1

µi(xt)(Aixt +Biut) = A[µ]xt +B[µ]ut (5.15)

being µ(xt) := {µ1(xt), . . . , µρ(xt)} a set of ρ = 2p membership functions with p
nonlinearities, where

ρ∑
i=1

µi(xt) = 1, 0 ≤ µi(xt) ≤ 1 (5.16)

and the notationA[µ] :=
∑ρ
i=1 µi(xt)Ai, and similarly forB[µ] has been introduced

for compactness.

The above technique is a model-based one, however in the learning approach
considered in this manuscript, we pursue a data-based approach. Hence, the TS
models will be identified from experiments.

We will assume that a preliminary theoretical model exists for the process under
control, so that the membership functions can be extracted from it. If such
memberships are known, then the dataset D can be used to identify the vertices
of the TS model, because (5.15) can be written as:
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xt+1 =
(
A1 B1 . . . Aρ Bρ

)
·


µ1(xt)xt
µ1(xt)ut

...
µρ(xt)xt
µρ(xt)ut

 (5.17)

Now, if we form matrices:

X :=
(
x1 x2 . . . xN+1

)
nx×(N+1) (5.18)

Γ :=


µ1(x0)x0 . . . µ1(xN )xN
µ1(x0)u0 . . . µ1(xN )uN

...
µρ(x0)x0 . . . µρ(xN )xN
µρ(x0)u0 . . . µρ(xN )uN


(nx+nu)ρ× (N+1)

(5.19)

the least-squares estimate of the model matrices is:(
Â1 B̂1 . . . Âρ B̂ρ

)
= XΓ† (5.20)

where Γ† denotes the Moore-Penrose pseudo-inverse.

In the case where no preliminary model exists and there is no prior insight on
which membership functions are the involved, we have a pure black-box identifi-
cation problem that might need clustering, non-linear model fitting, etc. These
issues are, intentionally, out of the scope of this work; the reader is referred to
(Hellendoorn and Driankov 1997; Lughofer 2011; Lovera et al. 2011; Škrjanc 2015)
and references therein for details.

5.4.2 Guaranteed-cost control

It is well known that a suboptimal control policy for a TS model and an upper
bound of its value function can be numerically found in a very efficient way
(convex optimisation) using LMIs (Tanaka and Wang 2001). The fact that these
LMIs provide only an upper bound of the cost motivates that these algorithms
are known in literature as guaranteed-cost design methods.

These methods, derived from the LQR techniques, require a quadratic cost index:
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r(x, u) := xTHxx+ uTHuu (5.21)

thus, this immediate cost structure will be assumed in the sequel.

The aim of LMI approaches is to find a positive-definite matrixX that overbounds
the optimal value function, with guaranteed-cost:

V̄ πLMI (x) := xTX−1x ≥ V πLMI (x) ≥ V π
∗
(x). (5.22)

where the LMI policy πLMI(xt) is fixed to the following structure, known as
parallel-distributed compensator (PDC):

πLMI(x) := −F[µ]X
−1 · x := −

ρ∑
i=1

µi(x)FiX−1x, (5.23)

Fi, X being the decision-variable matrices to be found by solving a set of LMIs:

L(i, j) ≥0 ∀j = i (5.24)
2L(i, i)
ρ− 1 + L(i, j) + L(j, i) ≥0 ∀j > i (5.25)

with,

L(i, j) =


X X Fj (AiP −BiFj)
X H−1

x 0 0
Fj 0 H−1

u 0
(PATi − FTj BTi ) 0 0 γ−1X


where (5.25) is a relaxation to avoid double summation of the Lyapunov equations
(Tuan et al. 2001).

The proof of the above assertion appears in the Appendix of this chapter. In
fact, it is a straightforward adaptation of the well-known undiscounted γ = 1
expressions in literature. Furthermore, generalisations to non-quadratic cost
bounds V̄ (x) = xTX−1

[µ] x can be also thought of (Márquez et al. 2013; Tanaka,
Ohtake, and Wang 2009) but, for brevity, they are left to the reader. The goal of
the TS framework will be providing a reasonable initialisation for further data-
based learning improvements; actually, the final result will have membership-
dependent value functions and non-PDC controllers even if the initial LMIs have
membership-independent Lyapunov functions.
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5.5 Improved TS guaranteed-cost controllers

Now we will present a so-called one-step controller which will improve the perfor-
mance bound from LMIs based on the evaluation of the Q-function arising from
the LMI solution.

Let us first discuss how the action-value function relates to Lyapunov functions
in a linear discrete-time case. Consider f(xt, ut) in (5.1) be:

xt+1 = Axt +But,

under a linear state feedback law ut = π(xt) = −Kπxt. It is well known that
the value function V π is quadratic, in the form V π(x) = xTPπx, where Pπ is the
solution to the Lyapunov equation associated to the feedback gain:

Pπ −Hx − (Kπ)T HuK
π − γ (A−BKπ)T Pπ (A−BKπ) = 0 (5.26)

coming from the Bellman equation (5.4). From V π, it can be proved that the
Q-function in a linear case is, too, quadratic, because replacing the model and
value functions in (5.5) we get:

Qπ(x, u) =
[
x
u

]T [(
Hx 0
0 Hu

)
+ γ

(
AT

BT

)
Pπ
(
A B

)] [x
u

]
=
[
x
u

]T [
Hx + γATPπA γATPπB
γBTPπA γBTPπB +Hu

] [
x
u

]
:=
[
x
u

]T [
Sxx STux
Sux Suu

] [
x
u

]
(5.27)

As (5.27) is quadratic in u, straightforward differentiation obtains the explicit
solution for the improved policy π̂ in (5.8):

π̂(x) = −S−1
uuSux · x := −K π̂x. (5.28)

Alternatively, a matrix-based proof of the fact that π̂(x) improves over π(x) ap-
pears in the Appendix.

Obviously, if Kπ = K π̂ we have converged to the optimal controller. Thus, policy
iteration evaluates repeatedly (5.26), (5.27) and (5.28) until convergence.
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5.5.1 Fuzzy Q-function

Based on (5.27), we can extend to a TS case the above argumentation. Instead of a
Lyapunov equation, in a TS case (5.22) provides an upper bound V̄ πLMI (x) of the
cost function of a fuzzy controller πLMI(x) given in (5.23) obtained from LMIs.
Analogously to the linear case, we can assert an upper bound of the Q-function
given by:

Q̄πLMI (x, u) =
[
x
u

]T
S[µ2]

[
x
u

]
(5.29)

being S[µ2] a matrix, depending on membership functions, which is partitioned
analogously to (5.27) with:

S[µ2],xx := Hx + γ

ρ∑
i=1

µi(x)ATi ·X−1 ·
ρ∑
i=1

µi(x)Ai (5.30)

S[µ2],ux := γ

ρ∑
i=0

µi(x)BTi ·X−1 ·
ρ∑
i=1

µi(x)Ai (5.31)

S[µ2],uu := γ

ρ∑
i=1

µi(x)BTi ·X−1 ·
ρ∑
i=1

µi(x)Bi +Hu (5.32)

Note that elements of matrix S[µ2] are quadratic polynomials in the membership
functions, which motivates the introduced subscript [µ2] notation.

5.5.2 One-step controller

Now, using (5.28) and replacing the S[µ2] matrix from (5.29), the resulting con-
troller is a rational function in the membership functions (with degree-2 numer-
ator and denominator terms):

π̂1(x) := −(S[µ2],uu)−1S[µ2],ux · x. (5.33)

Invertibility of the required matrices is guaranteed if Hu > 0.

We can prove that the worst-case performance (upper bound) of π̂1(x) improves
over πLMI(x). Indeed, an upper bound of the value function of π̂1(x) can be
computed as:
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V̄ π̂1(x) := xT ·
[
S[µ2],xx − ST[µ2],uxS

−1
[µ2],uuS[µ2],ux

]
· x (5.34)

The proof of the above is straightforward, by substitution of (5.33) in (5.29).
From (5.34), a proof that V̄ π̂1(x) ≤ V̄ πLMI (x) can be found in the Appendix.
The feedback law (5.33) will be denoted as one-step controller. Thus, we have
proof that the performance bound V̄ π̂1(x) is better than that of the PDC fuzzy
controller (5.23), and it is directly obtained from the LMI decision variables and
vertex model matrices.

Note that both the classic PDC and the one-step controllers are shape-independent
(Sala 2009), in the sense that, at design-time, no specific knowledge about the
shape of the µi(x) functions is needed. Thus, our first proposal is to actually use
(5.33) in applications, instead of (5.23) as its implementation is straightforward
and it provides an improved performance bound.

5.6 Q-function parametrisation for Takagi-Sugeno systems

Inspired in the polynomial-in-memberships expression (5.29) for the Q-function
of the one-step controller, we will propose a generalisation of it in order to apply
fitted Q-iteration and related algorithms to achieve further improvements.

In our proposal, we will set Q to be a polynomial-in-membership expression with
arbitrary degree d (homogeneous, with no loss of generality). A monomial of
degree d in variables µ ∈ Rρ will be represented as:

µa :=
ρ∏
i=1

µaii (5.35)

for any multi-index vector a := (a1, . . . , aρ) such that |a| :=
∑ρ
i=1 ai = d and

each ai is a non-negative integer. Dependence on x of the elements of µ has been
omitted for notation compactness.

An homogeneous polynomial of degree d, denoted as Ξ[µd], will be the sum of all
these monomials multiplied by a real coefficient, i.e.:

Ξ[µd] :=
∑
|a|=d

µaξa (5.36)
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where ξa conforms a d-dimensional coefficient tensor. Using a similar notation
for monomials in x and u, we can express the value function bound (5.29) as:

Q̄πLMI (x, u) = Υ[µ2](x, u, q̄LMI) :=
∑
|a| = 2
|b + c| = 2

µaxbucqabc (5.37)

for some values of the coefficients qabc which can be obtained in a straightforward
way from (5.30)–(5.32). Notation q̄LMI denotes the vector containing all qabc in
any prescribed order.

Note that (5.37) is linear in the coefficients qabc, thus we can think on q̄LMI

as a parameter vector and Υ a linear-in-parameter approximator. Thus, the
proposal at this stage is identifying the learnable parameter vector θ0 ≡ q̄LMI

thus initialising it at the LMI solution. With this initialisation, we may start an
iterative Q-function optimisation procedure with the parametrisation Q(x, u, θ) ≡
Υ[µ2](x, u, θ), with a total of 1

4ρ(ρ+1)(nx+nu)(nx+nu+1) adjustable parameters.

In fact, the value function approximator can be generalised to a higher-degree
homogeneous polynomial in the memberships:

Υ[µd](x, u, θ) :=
∑
|a| = d
|b + c| = 2

µaxbucqabc (5.38)

and the initial parameter value can be obtained from the coefficients resulting
from multiplying the terms in (5.30)–(5.32) by (

∑
i µi)d−2 (or (

∑
i µi)d in the

case Hx and Hu).

As an example, in a system with d = 3, ρ = 2, Υ[µd](x, u, θ) would yield the
following expression:

Υ[µ3](x, u, θ) =
(
xT uT

) (
µ3

1S[µ3],1 + µ2
1µ2S[µ3],2

+µ1µ
2
2S[µ3],3 + µ3

2S[µ3],4
)(x

u

)
(5.39)

Partial derivatives of the memberships may be added to the parametrisation, too,
(Díaz, Sala, and Armesto 2017). Of course, a last generalisation would be adding
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to Υ[µd] any approximator (a neural network NN(x, u, θNN ), for instance), with
its parameters initialised to zero output. In this way, LMI-based initialisation
would still be possible. Even if, in theory, such option would offer greater flexibil-
ity, this NN approach will not be further pursued because it would, in a generic
case, hinder obtaining explicit expressions of the controller (5.10) in the policy-
improvement step. The lack of an explicit controller would slow the learning
algorithms due to nested numerical optimisation and possibly cause convergence
issues. Also, given that the scope of this chapter is exploiting the partial knowl-
edge of the nonlinearities (embedded in memberships) and LMI information for
TS systems, we are, intentionally, leaving neural function approximators (or any
other unstructured generic option) out of the scope of this work. For neural-
network optimal-control applications of the concepts in this chapter, the reader
is referred to (Bertsekas and Tsitsiklis 1996; Zhang et al. 2012), for instance.
Kernel-based function approximators and Gaussian processes might also be used
in reinforcement learning (Xu et al. 2014; De Paula et al. 2015).

5.7 A generic-optimisation approach

An alternative interpretation of the fitted Q-function objective would be, as dis-
cussed in Section 5.2, directly solving (5.13).

The above can be conceived as a generic optimisation problem: actually, Algo-
rithm 2 can be interpreted as an iterative way of solving it, but any other iterative
numerical optimisation algorithm in literature (gradient, Levenberg-Marquardt,
Nelder-Mead, . . . ) may be equally used. Thus, under this interpretation, the
relevant result of learning is a parameter value achieving good accuracy in the
cost index in (5.13), independently of the the actual algorithm used to compute
it.

The Q-function parametrisation proposed in the previous section allows to obtain
an explicit expression for π̂, henceforth of the Bellman residual, that avoids nested
optimisation and eases the optimisation steps.

For instance, the gradient with respect to θ of the Bellman residual inside the
norm in (5.13), denoted as e(x, u, θ), can be computed as follows:

∂e

∂θ
= ∂Q

∂θ
(x, u, θ)−γ ∂Q

∂θ
(x+, π̂, θ)− γ

∂Q

∂u
(x+, π̂, θ)

∂π̂

∂θ︸ ︷︷ ︸
Ω

(5.40)
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On the other hand, if no explicit expression for π̂ were available, as π̂ is optimal,
the value function must fulfil ∂Q∂u (x+, π̂, θ) = 0. Using a quadratic Taylor-series
approximation of Q(x+, π̂ + δπ̂, θ + δθ) and taking derivatives of it with respect
to δπ̂, and equating to zero (optimality of δπ̂), after some manipulations, the
derivative of the optimal policy required in (5.40) is:

∂π̂

∂θ
= −

(
∂2Q

∂u2

)−1
∂2Q

∂u∂θ
(5.41)

In this way, we have completed the computation of the gradient of the Bellman
Residual.

Note that, in policy-evaluation BRM approaches Antos, Szepesvári, and Munos
2008, i.e., the gradient involved in (5.11), we have Ω ≡ 0; thus, the policy-
evaluation gradient does not move the parameters in the actual gradient-descent
direction implied in (5.40).

In addition to this, it is well-known that convergence (numerical stability) of
generic optimisation tools may be a problem; indeed, this is often the case with PI
and VI which require restrictive contraction-related conditions recalled in Section
5.2.1. Contrarily, state-of-the-art optimisation techniques incorporate variable
step-sizes, intermediate line search stages, etc. greatly improving its numerical
stability (Chong and Zak 2013). In the examples in Section 5.8, Matlab has been
used to carry out the optimisation, using the default quasi-Newton plus line-search
algorithm of fminunc, as well as the simplex Nelder-Mead in fminsearch.

Nevertheless, when generic nonlinear optimisation is considered, it is well known
that many of the algorithms in literature can easily get trapped in spurious solu-
tions (local minima). A good initialisation is essential for succeeding in finding a
good optimiser θ∗ in this case; this is why our methodology proposes LMI-based
initialisation3.

3 Obviously, global optimisers using, say, evolving algorithms or other population-based ideas
(Pelikan, Goldberg, and Lobo 2002; Lughofer 2011) might avoid the need of a good initialisation.
However, their computational efficiency with large parameter sets is usually worse than the Quasi-
Newton or Nelder-Mead options, so these options will not be further discussed.

71



Chapter 5. Fitted Q-function Control Methodology based on Takagi-Sugeno Systems

5.7.1 Summary

Given the above issues, our proposal outlined in Section 5.7.1 and developed in
Section 5.4 onwards can be summarised as:

1. From preliminary theoretical insight, identify the most relevant nonlineari-
ties and build the associated membership functions.

2. Identify a TS model, as proposed in Section 5.4.1.

3. Obtain a guaranteed-cost LMI controller, Section 5.4.2.

4. Build the fuzzy Q-function (5.29) based on the LMI solution.

5. Initialise a monotonic optimisation algorithm with the above Q-function
decision variables, and perform the optimisation of (5.13).

The reason of proposing the last monotonic optimisation step is to ensure that the
result of our proposal will, at least, improve over the conservative LMI solution
in the cost index of (5.13) without convergence problems. Note that, however,
PI/VI (Algorithm 2) using the initial LMI solution might also be a sensible option.
Furthermore, greedy search or population-based directed random search (genetic,
swarm, etc.) techniques may be used instead of the suggested monotonic optimi-
sation. However, these algorithms are much slower than derivative-based options,
so they are not proposed as a first-choice option.

5.8 Case study: inverted pendulum

This section will present a case study using an inverted pendulum where the
previous proposals will be illustrated. First, simulation studies with a theoretical
model will be addressed. Later on, experimental identification and learning on
an actual pendulum will be tested.

The objective of these examples will be showing the advantages of our proposed
methodology (LMI initialisation + monotonic optimisation) with respect to the
other alternatives reviewed in previous sections. In particular, a simulation of
an ideal linearised setup will show that VI/PI (Algorithm 2) may fail even if the
function approximator includes the true value function (known to be quadratic in
this case). In fact, even the BRM may fail if wrongly initialised, as shown there.
Examples show, too, that with LMI initialisation, in case PI/VI are convergent
they converge to basically the same solution as the monotonic BRM optimisation.
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Table 5.1: Inverted pendulum model parameters

Model parameter Symbol Value Units
Pendulum mass M 2.40 kg

Center of gravity length L 0.30 m
Friction Coefficient β 0.35 kg ·m2 · s-1

Pendulum inertia I 0.272 kg ·m2

Gravity g 9.81 m · s-2

5.8.1 Simulation examples

Consider an inverted pendulum model with 1 degree of freedom discretised with
forward Euler approximation:

αt+1 = αt + δα̇t (5.42)

α̇t+1 = α̇t + δ
ut − βα̇t +MgL sin(αt)

I
(5.43)

with xt = [αt α̇t]T where αt is the beam angle and α̇t its velocity, M the mass,
L length of the bar (and the position of the centre of gravity), β the friction
coefficient, I the inertia and δ = 0.01 s the sampling time; see Table 5.1 for
numerical values of physical parameters.

Linearised case

Now, the linearisation of the inverted pendulum (5.42)-(5.43) system is consid-
ered. Specifically, we will linearise the equations around the vertically upward
equilibrium position, αt = 0. So, the resulting linearised system is

xt+1 = Axt +But (5.44)

with:

A =
[

1 0.0100
0.2598 0.9871

]
, B =

[
0

0.0368

]
(5.45)

The control problem will be stated using the quadratic cost (5.21) with:
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Hx = diag([100, 10]), Hu = 1

and the discount factor will be set to γ = 1, so it is a standard LQR setup.

The optimal solution for the above-stated quadratic cost problem is well-known,
as well as the fact that the true Q-function is quadratic in states and control
inputs. The actual LQR solution is:

Q∗(x, u) = 6350.8x2
1 + 1272.8x1x2 + 140.16x2

2 + 42.88x1u+ 9.25x2u+ 1.165u2

(5.46)

Thus, if we define the following linear-in-parameters approximator:

Q(x, u, θ) := [ϕ(x) ϕ(x)u ϕ(x)u2] ·

θ1
θ2
θ3

 (5.47)

for some unknown parameter vector θ := [θT1 θT2 θT3 ] and regressor vector ϕ(x)

ϕ(x) := [x2
1 x1x2 x2

2 x1 x2 1] (5.48)

then, this choice of Q(x, u, θ) with 18 adjustable parameters can exactly fit the
optimal LQR Q-function if the 6 parameters multiplying x2

1, x1x2, x2
2, x1u, x2u,

u2 are non-zero and the remaining 12 are zero.

The objective of this subsection is showing that even in this idealistic situation
(linear process, true model of Q in the model set, i.e., the function approximator
for Q includes the LQR solution), the PI/VI (Algorithm 2) or local optimisation
approaches (Section 5.7) might fail.

In order to show these drawbacks, we have initialised the parameter vector θ to
the following values:

θ1 =
[
6342.3 163.7 1329.4 − 0.216 0 0

]T
θ2 =

[
0 0 0 42.3 9.27 0

]T
θ3 =

[
0.051 0.002 − 0.061 0 0 0.359

]T
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With these parameters, the resulting controller from (5.10) was slightly nonlinear
but, nevertheless, it was shown to be stabilising when starting in several simula-
tions with random initial conditions with x1 ∈ [−π, π], x2 ∈ [−15, 15].

A dataset (5.14) was generated from an equally-spaced grid in the above po-
sition/speed region, as well as a similar grid in the interval for control action
u ∈ [−120, 120].

Applying Algorithm 2 with the above dataset, approximator and initial (stabilis-
ing) parameters, it can be shown that neither VI nor PI versions of the algorithm
converge to a stabilising controller (details omitted for brevity).

Additionally, using fminsearch or fminunc functions from Matlab Optimisation
Toolbox Version 7.6 (R2017a) to solve problem (5.13), the objective function gets
stuck on a local minimum and the resulting controller is not stabilising, even if
the original one was.

In summary, PI and VI algorithms cannot provide a valid controller despite of
having a linear system with an initial stabilising controller and a Q-function
approximator able to represent the true LQR solution. Of course, such divergence
can occur in many other situations (Fairbank and Alonso 2012). Also, generic
optimisation may give useless results if not properly initialised.

Proposed fitted Q-function methodology

In the model (5.43), the nonlinearity is given by the sinusoidal function and the
membership functions for the TS model are:

µ1(x) :=
{

sin (α)/α−sin(αmax)/αmax
1−sin(αmax)/αmax if α 6= 0

1 if α = 0
µ2(x) := 1− µ1(x)

with αt ∈ [−αmax, αmax] rad. and αmax = π. Model vertex matrices are:

A1 =
[

1 δ
δMgL
I 1− βδ

I

]
, B1 =

[
0
δ
I

]
,

A2 =
[
1 δ

0 1− βδ
I

]
, B2 =

[
0
δ
I

]
.
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The LMI controller for the same problem as in the linearised case provides the
following bound for the value function:

V̄ πLMI (x) = xT
[
7598.37 588.28
588.28 130.05

]
x (5.49)

and a policy4 from (5.23):

π̂LMI(x) = − [19.19972 4.25971]x. (5.50)

From the LMI output in (5.50), the resulting matrices for the one-step controller
(5.33) are:

S[µ2],xx(x) =
[
7698.37 + 305.65µ1(x) + 8.777µ2

1(x) 656.69 + 34.88µ1(x)
656.69 + 34.88µ1(x) 149.1

]
S[µ2],ux(x) =

[
21.63 + 1.24µ1(x) 4.93

]
S[µ2],uu(x) =

[
1.17

]
where µ2 has been replaced by 1− µ1 so only µ1 appears.

This provides an improved one-step controller yielding a fuzzy policy:

π̂1(x) = − [18.39977 + 1.05675µ1(x) 4.19946]x

Figure 5.1 represents the ratio between the actual performance of the one-step
and LMI controllers, evaluated by a simulation from a grid of different initial
conditions. Note that the figure plots actual 300-step “measured” performance
(5.2), and not the performance bounds V̄ πLMI (x) or V̄ π̂1(x) in (5.34). Thus,
the proposed one-step controller slightly improves performance up to 2% in some
states over the LMI solution (5.50).

One-step controller will be further improved via fitted Q-function algorithms using
a dataset D, with N = 1000 samples equally spaced on the interval αt ∈ [−π, π]
rad, α̇t ∈ [−15, 15] rad/s and ut ∈ [−120, 120] N·m using the nonlinear model
in (5.42)-(5.43).The fuzzy Q-function approximator (5.38) was set to d = 2, and
initialised with (5.30)–(5.32).

4In this case, the particular model and cost index parametrisation results in a linear state-feedback
controller, because the LMI solver outputs F1 = F2.
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Figure 5.1: Ratio of measured performance of one-step controller with respect to the LMI
controller.

Then, using fminunc5optimisation of (5.13) the Q-function approximation con-
verges to:

Q(x, u) ≈
(
x
u

)T (
S[µ2]

)(x
u

)
(5.51)

with:

S[µ2],xx =


4736.7− 6887.6µ1(x)+ 319.4− 586.6µ1(x)+

2089.5µ1(x)2 208.2µ1(x)2

319.4− 586.6µ1(x)+ 104.8− 121.6µ1(x)+
208.2µ1(x)2 81.6µ1(x)2


S[µ2],ux =

[
10.6− 17.2µ1(x) + 5.2µ2

1(x) 3.5− 3.6µ1(x) + 2.3µ1(x)2]
S[µ2],uu =

[
1.1− 0.4µ1(x) + 0.3µ1(x)2]

and, as a result, the controller (5.8) yields the following rational-in-memberships
controller:

π̂µ2(xt) = −

 5.2657µ2
1(xt)+6.6635µ1(xt)+10.643

0.09026µ2
1(xt)−0.048143µ1(xt)+1.12789

2.6398µ2
1(xt)−1.3338µ1(xt)+3.46478

0.09026µ2
1(xt)−0.048143µ1(xt)+1.12789

T · xt.
5 According to Matlab’s documentation, fminunc implements a quasi-Newton plus line-search

monotonic descent algorithm.
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Figure 5.2: Value function ratio of shape-dependent fitted Q-function controller with d = 2
(with respect to the one-step controller).

If we compare this learnt controller against the initial one, we can see that there
is a performance improvement of around 15% in some states, as shown in Figure
5.2.

If the procedure is done with a Q-function approximator of degree d = 3, the
result is practically identical in this example as the one with d = 2, so a degree
increase does not seem worthwhile for this particular application.

As an alternative, using policy iteration Algorithm 2 from the same initial pa-
rameters (i.e., obtained with LMI and one-step controller) yielded basically the
same solution, as discussed in our previous work (Díaz, Armesto, and Sala 2016):
LMI initialisation is a convenient option per se, whatever the later tuning steps
are. However, our proposal has a guaranteed Bellman residual descent from an
already sensible LMI solution, whereas PI does not.

Summarising, the proposed methodology for Q-function parametrisation and ini-
tialisation is able to achieve improved controllers with respect to the LMI solution
in this process.
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Figure 5.3: Inverted Pendulum for experiments

5.8.2 Experimental evaluation

Now, we will apply our proposed methodology in Section 5.7.1, from scratch, to a
dataset obtained from the 1 DoF pendulum in Figure 5.3, including identification
steps.

The hardware is an inverted pendulum mechanism consisting of an electric motor,
which actuates a link with a bar. A power drive is able to operate the motor
in the range ±12 V. A position sensor based on an Hall effect encoder is used
for data acquisition. Control sampling period was set to δ = 10 ms and the
position sensor was operated at 1 ms sampling period. The controller was fed
with filtered position/speed data (every 10 samples) coming from a Kalman filter
for a double-integrator model. Dataset acquisition is performed in real-time using
a NI myRIO-1900 embedded device by National Instruments and LabVIEW 2015.
The learning algorithm phase and data processing were implemented in Matlab
R2017a.

Also, as there was a significant actuator dead-zone due to Coulomb friction, such
dead-zone was compensated as follows

ua = u+ ucomp

ucomp =
{

0, if |u| < k1,
k2 · sign(u), otherwise

where k1 and k2 are 1% and 15% of input range respectively, and u is the output
of the controllers to be designed whereas ua is the actual voltage applied to the
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Figure 5.4: Position dataset for identification and learning.

motor. Note that, as intuitively expected, there will be some chattering in control
input when the state is close to the equilibrium. The chattering appears due to
the combined action of disturbances on an unstable system and the sign function
in the above compensation.

As the pendulum is unstable, we need an initial stabilising controller to be able
to collect any significant amount of data. Thus, the PD controller u = −60(α −
αref )− 1α̇ was implemented to gather the dataset.

A dataset of 7200 data points (72 seconds of experiment) has been collected
using the above PD controller and a varying set-point signal. In addition to the
control action of this PD, we added a Gaussian noise with standard deviation
5% of the actuator range to generate some extra excitation, as typically required
in identification and learning techniques. The sample time Ts is 10 ms. The
set-point and actual pendulum angle is shown in Figure 5.4.

Thus, according to the proposed methodology, we will obtain first an identified
TS model, second and an initial model-based stabilising control law using LMIs,
for a later third stage of data based tuning.
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Identification and model-based LMI controller Applying the identifica-
tion method proposed in Section 5.4.1 the estimated matrices are:

A1 =
[
1.0019 0.0097
0.3312 0.9718

]
B1 =

[
0.0001
0.0220

]
A2 =

[
1.0002 0.0097
−0.0156 0.9529

]
B2 =

[
0.0001
0.0131

]

The quadratic cost index was set with Hx = diag([100, 2.5]), Hu = 0.15 and
γ = 1 for the discount factor. The LMIs provide the following bound for the
value function and its associated state feedback policy:

V̄ πLMI (x) ≤ xT
[
4050.4 360.1
360.1 60.4

]
x (5.52)

πLMI(x) = − [41.1 5.8]x

These computations with the identified TS model will be only used to initialise
the function approximation for data-based fitted Q-function, to be discussed next.

Data-based fitted Q-function tuning After these model-based initial stages,
finally, a data-based optimisation with fminsearch (which implements variations
of simplex Nelder-Mead monotonic descent algoritm Lagarias et al. 1998) is car-
ried out (obviously fminunc may also be used, as done in the simulation examples,
but we chose fminsearch to illustrate another option).

The said optimisation minimises the sum of the squares of the Bellman residual,
i.e., (5.13), over the same experimental dataset used for identification (Fig. 5.4)
arranged as in (5.14), so the second phase of the Q-function fitting is model-free.
The linear-in-parameter fuzzy Q-function approximator was (5.37), initialised
with the LMI solution.

The resulting controller using the Fuzzy fitted Q-function algorithm converges to
the following controller (rational in the membership functions):

π̂[µ2](x) = −

−9.17µ2
1(x)+6.19µ1(x)+7.91

−0.36µ2
1(x)+0.33µ1(x)+0.18

−1.12µ2
1(x)+0.94µ1(x)+0.98

−0.36µ2
1(x)+0.33µ1(x)+0.18

T · x (5.53)
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Figure 5.5: PD (yellow), LMI (blue) and learning (red) controller trajectories from x0 =
[1.6, 5.2]T . Recall that position and speed figures have been obtained from a 10x oversampling
Kalman filter which averages measurement noise.

From the initial state x0 = [1.6, 5.2]T , Figure 5.5 show the position, speed tra-
jectories and control input. For the sake of comparison, the trajectories for the
initial PD, the LMI controller and the final learnt one (5.53) are all plotted.

In order to show the actual experimental cost index performance, Figure 5.6
depicts the accumulated quadratic cost for the three compared controllers.

5.9 Conclusions

In this chapter we have presented a fuzzy fitted Q-function methodology to obtain
approximately optimal controllers based on Takagi-Sugeno systems.

The method first proposes to identify a fuzzy model based on collected data,
incorporating partial model information via the memberships arising from sector-
nonlinearity TS theoretical models. Second, a guaranteed cost controller based
on LMIs can be designed for the identified system. Last, based on this controller,
we can use it to initialise a fuzzy function approximator of the Q-function and
apply Q-function fitting algorithms from the same dataset used in the identifi-
cation phase. The Q-function fitting step can be carried out with standard pol-
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Figure 5.6: Cost performance of PD (yellow), LMI (blue) and learning (red) controllers.

icy/value iteration or, alternatively, if there are convergence problems, via generic
(monotonic) optimisation algorithms. Examples illustrate that the methodology
proposal (LMI initialisation plus monotonic optimisation) is advantageous with
respect to standard PI/VI (which may have convergence issues) or BRM (which
may converge to a local minima if not properly initialised).

This methodology combines model-based optimal control (via identification) with
data-based learning. We have shown that the proposed initialisation (guaranteed-
cost controller for the identified TS system) can be considered a good starting
condition for most fitted Q-function algorithms. The chapter presents results
both in simulation and with real experimental data from an inverted pendulum.

5.10 Appendix

5.10.1 Nonlinear Guaranteed-costs solutions

The LMIs (5.24) and (5.25) come from replacing the Bellman equation (5.4) by
an inequality
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V̄ π(x) ≥ r(x, π(x)) + γV̄ π(x+) (5.54)

so that the value functions V̄ that fulfil it are only upper bounds of the optimal
cost, i.e., V̄ (x) ≥ V π(x).

With the proposed expression for V̄ and πLMI , the inequality gets:

xTX−1x− xTHxx− xTX−1FT[µ]HuF[µ]X
−1x

− γxT (A[µ] +B[µ]F[µ]X
−1)TX−1(A[µ] +B[µ]F[µ]X

−1)x ≥ 0 (5.55)

The change of variable X−1x = ψ transforms the above to:

ψTXψ − ψTXHxXψ − ψTFT[µ]HuF[µ]ψ

− γψT (A[µ]X +B[µ]F[µ])TX−1(A[µ]X +B[µ]F[µ])ψ ≥ 0 (5.56)

So, application of Schur complement and double-sum relaxation yields the stated
LMIs conditions.

5.10.2 Performance bound of the one-step controller

Consider a matrix

S :=
[
Sxx STux
Sux Suu

]
(5.57)

and consider now the expression:

Ξ(S, K̂) :=
(
I K̂T

) [Sxx STux
Sux Suu

](
I

K̂

)
(5.58)

If we set K̂ = −S−1
uuSux + ∆, elementary algebraic manipulations yield:

Ξ(S,−S−1
uuSux + ∆) = Sxx − STuxS−1

uuSxu + ∆TSuu∆ (5.59)

thus, if Suu is positive definite, we can ensure that
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Ξ(S, K̂) =
(
I K̂T

) [Sxx STux
Sux Suu

](
I

K̂

)
≥
(
I −STuxS−1

uu

) [Sxx STux
Sux Suu

](
I

−S−1
uuSux

)
= Sxx − STuxS−1

uuSxu = Ξ(S,−S−1
uuSux) (5.60)

for any matrix K̂ of compatible size.

Linear case In a linear case with controller π(x) = −Kπx, the Lyapunov equa-
tion (5.26) can be equivalently understood as Ξ(S,Kπ) = Pπ, thus from (5.60)
we can assert xTPx ≥ xT (Sxx−STuxS−1

uuSxu)x = Qπ(x, π̂(x)), and from standard
dynamic-programming (5.9) argumentations, we can quantify a bound for the
policy improvement xTPx ≥ xT (Suu − STuxS−1

uuSxu)x ≥ Qπ̂(x, π̂(x)).

TS case The guaranteed-cost LMIs (5.24) and (5.25) imply (5.56), and the
latter equation impliesX−1 ≥ Ξ(X−1, F[µ]), understanding the generic S in (5.57)
to be S[µ2] in (5.29). Thus, we have proven that

V̄ πLMI (x) = xTX−1x ≥ xTΞ(X−1, F[µ])x
≥ xTΞ(X−1,−(S[µ2],uu)−1S[µ2],ux)x = V̄ π̂1(x) ≥ V π̂1(x) (5.61)

thus the upper bound V̄ π̂1(x) is better than the LMI-proven bound V̄ πLMI (x).
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Chapter 6

A Linear Programming
Methodology for Approximate

Dynamic Programming

The linear programming approach to solve the Bellman equation
in dynamic programming is a well-known option in finite state and
input spaces. In such a case, an exact solution of an optimal con-
trol problem can be obtained; if a function approximator was used, a
lower bound and an upper bound of the optimal value function would
be the result. This paper presents a methodology to make approximate
dynamic programming via LP work in practical control applications
with continuous state and input spaces: there are some guidelines
in data and regressor choice needed to obtain meaningful and well-
conditioned value function estimates. The introduction of terminal
ingredients (switching to an LQR setup when close to the origin; pe-
nalisation when hitting operational constraints) also improves the fi-
nal controller performance. Additionally, lower and upper bounds of
the value function are computed so that the gap between them provides
an idea of the suitability of the regressors for a particular application.
An experimental inverted-pendulum application will be used to illus-
trate the proposal and carry out suitable comparative analysis with
alternative options in literature.

The content of this chapter appears in the journals articles:
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• Díaz, Henry, Leopoldo Armesto and Antonio Sala (2019) "Metodología de
programación dinámica aproximada para control óptimo basada en datos".
In: Revista Iberoamericana de Automática e Informática industrial, [S.l.],
v. 16, n. 3, p. 273-283, jun. 2019. ISSN: 1697-7920.
DOI:10.4995/riai.2019.10379.

• H. Díaz, A. Sala, and L. Armesto (2019). "A Linear Programming Method-
ology for Approximate Dynamic Programming". Submitted.

6.1 Introduction

Optimal control is a relevant, widely-used strategy in many engineering appli-
cations (Bertsekas 2017). In process control, these problems are stated as min-
imising an infinite-time cost index or, in some cases, a finite-time approximation
of it; these finite-time approximations are usually solved via the so-called model
predictive control (MPC) methods (Camacho and Bordons 2013). The Linear
Quadratic Regulator (LQR) is well known, and so it is the linear MPC. The non-
linear case is more demanding (Allgower and Zheng 2012); iterative LQR setups
(Armesto et al. 2015) may be used to obtain solutions closed to the optimal one by
successive linearisations, or guaranteed-cost LMIs can obtain upper cost bounds
if a Takagi-Sugeno model of the nonlinear system is built (Tanaka, Ohtake, and
Wang 2009; Ariño, Querol, and Sala 2017).

At the core of most of these techniques is Dynamic programming (DP) (Bertsekas
2017; Blackwell 1965; Lewis and Liu 2013). Indeed, DP obtains a solution of
optimal control problems based on the Bellman equation, or the Hamilton-Jacobi-
Bellman one in a continuous-time framework. However, in infinite state or action
spaces, closed-form solutions to these optimal control problems are available only
in a handful of cases, basically in linear processes via the celebrated LQR (Lewis
and Liu 2013).

DP solutions and applications can either be off-line model-based ones, or on-line
ones (with or without model) giving rise to adaptive DP or reinforcement learn-
ing (RL) paradigms (Liu et al. 2017; Radac, Precup, and Roman 2017; Liu and
Yang 2018). DP estimates a value function V (x) associated to the optimal control
problem in consideration. In order to estimate it, policy iteration (PI) and value
iteration (VI) are popular paradigms used to evaluate the expected value of a
given policy and obtain an improved policy (Lewis and Liu 2013; Lewis, Vrabie,
and Vamvoudakis 2012; Zhang et al. 2016). PI and VI converge to the optimal
value and policy under mild conditions ensuring a contraction mapping (Buso-
niu et al. 2010). However, such mild conditions are actually so only in systems
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with a finite number of states and actions. DP techniques applied to continuous
states are commonly known approximate dynamic programming (ADP). All these
techniques, DP, RL, adaptive DP and ADP have been successfully used in a wide
range of areas including control, tracking, robotics, power systems (Lewis and Liu
2013; Han, Feng, and Cui 2017; Kiumarsi et al. 2018).

This chapter will focus only on the off-line ADP (using a batch of data assumed
to be available a priori), so the reader is referred to the previous cited works
and references therein for on-line/adaptive/reinforcement learning options. In a
generic ADP case, function approximation needs to be used (Busoniu et al. 2010;
Powell 2011); however, with arbitrary parametrisations V (x, θ), PI and VI might
not converge. This is also the case for Actor-Critic using policy iteration where
the “Critic” evaluates a the value function for a given policy and the “Actor”
updates the policy with some policy-improvement method (Lewis, Vrabie, and
Vamvoudakis 2012). A way to avoid PI/VI divergence is trying to minimise the
so-called mean-square Bellman error (Sutton et al. 2009) via gradient methods
(Munos, Baird, and Moore 1999; Baird and Moore 1999) or other monotonic
optimisation methods (Lagarias et al. 1998). However, such methods open up the
possibility of getting caught on local minima if they are not properly initialised.

As an alternative, (De Farias and Van Roy 2003) proposed a linear-programming
(LP) approach, changing equalities to inequalities in the Bellman equation, to
generate a lower bound of the value function using a function approximator. The
cited work referred to finite, discrete, states and action spaces; exact LP solu-
tions to some discrete dynamic programming problems were known much earlier
(Manne 1960). However, it laid the ground to propose randomised approaches
to “large” (finite) state and action spaces with some probabilistic guarantees (De
Farias and Van Roy 2004; Falsone and Prandini 2015), obtaining an approxi-
mate lower bound of an optimal control problem whereas the exact solution may
be potentially intractable with LP. Bellman inequalities are also used in other
settings involving semidefinite-programming constraints (Ariño, Pérez, and Sala
2010; Stellato, Geyer, and Goulart 2017), not considered in the scope of this work.

The objective of this chapter is proposing a methodology, derived from the seminal
ideas in (De Farias and Van Roy 2003) to approximately solve deterministic opti-
mal control problems1 with approximate dynamic programming and LP (coined
as ADP-LP) in a grid of samples of state and action data points (as a continuous
state and input space is, in general, intractable). However, in a continuous-state
problem, the successor state will not belong to the grid, and the data and regres-

1In (De Farias and Van Roy 2003), a stochastic scenario in finite state and action spaces was dis-
cussed; however, our interest will be restricted to deterministic optimal control problems so stochastic
options will be left out of the scope of this work.
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sor choice for the approximator V (x, θ) may end up yielding unbounded solutions
or ill-conditioned ones.

Thus, the contributions of this chapter will be:

1. detecting improper regressor arrangements causing unbounded or
ill-conditioned solutions, and suggesting solutions to this issue via addition,
deletion or shifting of regressors;

2. introducing outer terminal ingredients to penalise leaving the region with
data availability, and inner terminal ones to avoid anomalous behaviour
(such as offset) close to the origin due to the approximation error and control
action gridding;

3. computing an upper bound of the value function to determine a gap with
respect to the lower bound in order to qualitatively check whether the re-
gressors are suitable;

4. analysing the relationship with the fuzzy Q-iteration using Look-Up-Tables
(LUT) proposed in (Busoniu et al. 2010), showing that ADP-LP can avoid
value iteration yielding identical results.

In order to check the validity of the approach in engineering applications, an
experimental setup with swing-up and stabilisation of an inverted pendulum is
presented.

The structure of the chapter is as follows: the next section will discuss preliminary
definitions and basic concepts, as well as the problem statement. Section 6.3 will
discuss and define all relevant ingredients of the problem setup. The proposed
methodology for regressor choice and regularisation will be discussed in Section
6.4, the computation of a value function upper bound will review in Section 6.5
and a discussion on approximation quality, computational and implementation is-
sues will be laid on Section 6.6. Section 6.7 will present examples and experiments
validating the proposal.

6.2 Preliminares

Let us consider the following (deterministic) discrete non-linear dynamic system:

x+ = f(x, u) (6.1)
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where x ∈ X is the state space, u ∈ U is the input and x+ ∈ X denotes the
successor state so that f : X× U 7→ X, and U will denote the set of valid control
actions.

A policy u = π(x) is a function X→ U that represents the closed-loop controller
of the system achieving dynamics x+ = f(x, π(x)).

The cost Vπ : X 7→ R, associated to a policy π(x) starting from an initial state x0
will be defined as:

Vπ(x0) :=
∞∑
k=0

γkL(xk, π(xk)) (6.2)

being xk the state at time instant k, L(x, u) is a scalar function X×U→ R, also
known as “immediate cost” and 0 < γ < 1 is a discount factor. In the sequel, we
will assume L(x, u) ≥ 0 for all (x, u) ∈ X× U.

Note that different variations of later-stated optimal control problems and their
respective solutions will arise, depending on whether X and U contain a finite
number of elements or not (continuous state/action spaces in the latter case, for
instance).

The aim of optimal control is to find an optimal policy π∗(x) minimising Vπ(x).
In this sense, it is well-known that the cost of an arbitrary policy must satisfy
Bellman equation (Bertsekas 2017; Lewis and Vrabie 2009):

Vπ(x) = L(x, π(x)) + γVπ(f(x, π(x))) (6.3)

and the value function of the optimal policy, denoted as V ∗(x), verifies:

V ∗(x) = TV ∗(x) (6.4)

where the Bellman operator T is defined as:

TV (x) := min
u∈U

(L(x, u) + γV (f(x, u))) (6.5)

Now, from V ∗(x), the optimal policy can be obtained with:
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π∗(x) = arg min
u∈U

(L(x, u) + γV ∗(f(x, u))) . (6.6)

Some developments require, often just as intermediate steps, to solve the so-called
“policy evaluation” problem in which the value function Vπ of a given non-optimal
policy must be obtained.

6.2.1 Approximate Dynamic Programming

Consider now a function approximator V (x, θ) where θ is a vector of adjustable
parameters. Based on Bellman’s equation (6.3), given a policy π(x), if we define
the Bellman residual (Lagoudakis and Parr 2003) as:

επ(x, θ) := Vπ(x, θ)− L(x, π(x))− γVπ(f(x, π(x)), θ) (6.7)

then, the approximated solution to the “policy evaluation” problem, given policy
π(x), is given by:

θ∗π := arg min
θ
‖επ(x, θ)‖2 (6.8)

where ‖επ(x, θ)‖2 :=
∫
X επ(x, θ)2, incorporating maybe some state-dependent

weighting function (omitted for notational simplicity). The integral should be
understood as a sum in discrete state spaces; also, in continuous state-spaces, to
avoid numerical integration steps, the integral is often understood as the sum of
ε(xk, θ)2 over a set of fitting points {x1, . . . , xN}.

Let us consider a parametrisation of Vπ linear in θ, i.e.,

Vπ(x, θ) = φT (x)θ (6.9)

where elements of vector φ(·) will be denoted as regressors.

With the parametrisation (6.9), the above minimisation (6.8) is a Least Squares
problem because:

επ(x, θ) = (φ(x)− γφ(f(x, π(x)))T θ − L(x, π(x)) (6.10)
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Other nonlinear parametrisations might need computing gradients (Baird and
Moore 1999) to carry out the minimisation in (6.8), with the risk of being trapped
in local minima.

Analogously, given the value function Vπ(x, θ∗π), we can obtain an approximate
policy improvement by solving:

π+(x, θ∗π) := arg min
u∈U

(L(x, u) + γVπ(f(x, u), θ∗π)) , (6.11)

Note that the parametrisation of π+ in (6.11) is, in a general case, not “explicit”
if there is not a closed-form solution to the minimisation problem at the right-
hand side of the equality. However, from a formal point of view, π+ does indeed
depend on θ∗π. Note, too, that the policy improvement is “approximate” because
Vπ itself is an approximation of the true value function, unless the parametrisation
is flexible enough so that ‖επ(·, ·)‖ ≡ 0.

Policy Iteration: The iterative execution of the two previous steps: policy eval-
uation and policy improvement is an algorithm known as (fitted) Policy Iteration
(PI) (Lewis and Vrabie 2009; Lagoudakis and Parr 2003).

Value Iteration: As an alternative to PI, from a initial estimate of the value
function V (x, θ0), an iterative procedure can be implemented as follows:

θj+1 := arg min
θ̂

∥∥∥∥V (x, θ̂)−min
u∈U

(L(x, u) + γV (f(x, u), θj))
∥∥∥∥2

(6.12)

where the ‖·‖ notation denotes, as in (6.8), the average over the state space. This
is also known as (fitted) value iteration (VI), see (Lewis and Vrabie 2009; Munos
and Szepesvári 2008). Contrarily to PI, there is no need in VI of involving any
policy π in the computations arising from (6.12).

PI/VI Convergence

It is well-known that PI and VI algorithms, in its discrete implementation (non-
approximated), where the parameters are indeed implemented with tables (Sutton
and Barto 2018) converge to the optimal value function and policy. Also, it is
well-known that in a general case, the approximated version of it, with continuous
states, convergence is not guaranteed any more. To the authors’ knowledge, only
in very particular scenarios, where contractivity of the composition of the Bell-
man operator T plus projection to the regressor’s column space is satisfied, we
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can guarantee convergence to a given “ fixed point” that could be close enough to
the optimal one to produce a reasonably good policy for a specific application and
parametrisation (Busoniu et al. 2010). The main issue is that to prove contrac-
tivity for a given functional approximator V (x, θ) is difficult or even impossible,
because theorems related with them are not usually constructive (see Busoniu
et al. 2010 for details). The required contractivity can be proved only in very
particular cases, such as using a Look-Up-Table (LUT) with as many regressors
as available data (one per data point) (Busoniu et al. 2010). In practice, this
requires a regular discretisation of data along the state space, which easily falls
into the a.k.a curse of dimensionality for high dimensional systems. It is obvious
that also the large amount of regressors can represent a drawback in many real
scenarios. As an alternative approach to avoid convergence issues, monotonic
gradient-descent minimisation of the Bellman residual (6.7) may be pursued in
some cases; however, a good initialisation to avoid local minima, as well as an
efficient computation of the gradient of (6.11) is needed (Díaz, Armesto, and Sala
2020).

Linear Programming approaches

Linear programming can, indeed, be used to get solutions for exact dynamic
programming in discrete state and input spaces (Manne 1960; Sutton and Barto
1998). In approximate programming, to avoid PI/VI convergence problems, in
(De Farias and Van Roy 2003), authors provide a lower bound estimation of the
value function that verifies:

V (x, θ) ≤ L(x, u) + γV (f(x, u), θ) ∀(x, u) ∈ X× U (6.13)

Obviously, (6.13) is equivalent to:

V (x, θ) ≤ min
u∈U

(L(x, u) + γV (f(x, u), θ)) (6.14)

i.e., V (x, θ) ≤ TV (x, θ) for all x ∈ X, which is consistent with (6.4), but replacing
equalities by inequalities. As X×U is finite, we can write (6.13) as a finite set of
inequalities.

The authors of (De Farias and Van Roy 2003) prove that, indeed, any V (x, θ)
fulfilling (6.13) is a lower bound of the optimal cost function, i.e., V (x, θ) ≤
V ∗(x) in the case γ < 1; indeed, T is a monotonic and contractive operator so
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V ≤ TV ≤ T 2V ≤ · · · ≤ T∞V = V ∗, see the cited work and references therein
for details.

If the function approximator is linear in parameters, then maximization of a
weighted average of V over the state space, subject to (6.13), can be solved as a
LP problem, because the inequality constraints can be written as:(

φT (x)− γφT (f(x, u))
)
· θ ≤ L(x, u) ∀(x, u) ∈ X× U (6.15)

The reader is referred to (De Farias and Van Roy 2003) for further details.

6.2.2 Problem statement

The above discussion has presented well known ideas on ADP. As previously
discussed, PI/VI have convergence issues, which might be difficult to know in
advance for a given parametrisation; gradient-descent minimisation of the Bell-
man residual can be trapped in local minima, so initialisation may be a crucial
decision. On the other hand, the LP approach to ADP provides theoretically
guaranteed lower bounds for finite state spaces.

This chapter will exploit the LP approach to ADP. However, the said LP approach
needs some refinements to provide meaningful and numerically reliable solutions
in practice which, in many cases, involve continuous state and action spaces.

Terminal ingredients when the trajectories leave the region of interest will be also
incorporated to the methodology (otherwise, the infinite-time problem would be
ill-defined unless the region of interest is invariant). Previous ideas in this respect
appear in (Díaz, Armesto, and Sala 2019).

In addition to this, an upper bound estimate might be convenient to provide
a guess how far our cost estimates are and consequently decide whether or not
the regressors are appropriate for our application. This upper bound can be
obtained from the policy associated policy of the lower bound estimate and it can
be iteratively improved with PI until a suitable stopping criteria is met.

This chapter will examine the issues which might end up in unbounded or ill-
conditioned solutions as a consequence of poor dataset/regressor choices; as a
result, some methodological proposals for regressor and data arrangement will be
provided. When the number of regressors approaches the number of data points,
our proposal will encompass earlier ones based on interpolative lookup tables; the
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relationship with them and the PI/VI options used for its adjustment will be,
too, subject to scrutiny.

6.3 ADP via linear programming: problem setup

In the sequel, we will assume as available for the learning task a dataset D ⊆
D× U× X, consisting on N triplets of data

D := {(x1, u1, x1+), (x2, u2, x2+), . . . , (xN , uN , xN+)} (6.16)

where xk+ = f(xk, uk) and the set D ⊆ X will be understood as a “region of
interest” in the state space with data availability, i.e., assuming that the dataset
covers D “densely enough”. We will denote the state space region with no data
availability as T := X ∼ D.

The elements of a triplet ξ := (x, u, x+) ∈ D will be denoted, from left to right,
as ‘source state’, ‘action’ and ‘successor state’. When speaking about x+, we will
refer to x as its ‘predecessor’. A symbolic representation of the relevant sets2 X, D
and T, jointly with a few data points in D appear in Figure 6.1. We will assume
that sets X, T and D are such that the successor of any source state in D lies in
X.

Note that the order of data is, in principle, arbitrary, so that they will not be
assumed to be sorted as a temporal sequence. The dataset can be obtained either
from simulation, if a theoretical model of (6.1) is available, or via experimental
data acquisition. In the present developments, we will assume the data set is
fixed, without any exploration-exploitation decision to be made in the ADP opti-
misation. Nevertheless, as later discussed, some choices of dataset and regressors
will lead to ill-posed ADP formulations so, in the eventuality of such a case, taking
new data samples may be advisable as a possible remedy.

2Note that in dynamic programming with discrete state and action spaces, we may have D ≡
X, T = ∅. This situation poses no particular problem in the LP-based setting addressed in this
manuscript.
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Figure 6.1: Illustration of the different sets involved in an optimal control problem (X =
T ∪ D). The yellow circles in the data-availability region D indicate source states, the green
ones indicate successor ones (of just three cases, to avoid clutter).

6.3.1 Terminal ingredients

In the developments in this chapter, the objective of the ADP is learning an
estimate of the value function of the optimal control problem in the region of
interest D. However, this needs to be suitably defined, because, by definition,
there are no data in D with source states in T, so (6.13) cannot be stated at any
point in T.

In order to deal with this situation, we will understand T as a set of terminal states
(terminal set), so the value function V (x) for x ∈ T will be known, by assumption,
equal to VT(x), to be denoted as terminal cost, and not approximated by V (x, θ).

The use of terminal sets is common practice in model predictive control (MPC)
(Camacho and Bordons 2013), where T is an invariant set under a non-saturating
linear quadratic regulator; terminal states are also commonplace in discrete dy-
namic programming problems where a final reward/punishment is received when
reaching some absorbing states (Sutton and Barto 2018). These problems end up
posing an optimal control problem of reaching T while minimising

Vπ(x0) = VT(xτ ) +
τ−1∑
k=0

γkL̄(xk, π(xk))
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where final time τ is the reaching time, i.e., xk ∈ D for k < τ and xτ ∈ T, or
infinity if T is not reached under policy π.

With no loss of generality, the terminal cost VT(x) can be added to the immediate
cost when reaching T, i.e., defining

L(x, u) =


L̄(x, u) x ∈ D, f(x, u) ∈ D
L̄(x, u) + γVT(f(x, u)) x ∈ D, f(x, u) ∈ T
0 x ∈ T

(6.17)

and assuming absorbing terminal states, i.e., f(x, u) := x for x ∈ T we have that
Vπ(x) ≡ 0 for all x ∈ T for any policy. Thus, with this notation we can express
the above reaching control problem as an equivalent infinite-time one with cost
L as stated in Section 6.2.

A symbolic representation of the relevant sets X, D and T, jointly with a few data
points in D appear in Figure 6.1. In a control problem, the “inner” ellipsoidal
terminal set would represent a region where a good performance controller is
known (for instance, a linearised LQR one, which is the standard option in stable
linear MPC (Goodwin, Seron, and De Doná 2006)). The “outer” terminal set
would have a “large” terminal cost associated to, say, constraint violations.

6.3.2 LP constraints and cost index

Formally, with the above-defined dataset and terminal ingredients considered, the
constraints (6.13) will be stated, over the data set, for k = 1, . . . N , as:

V (xk, θ) ≤ L(xk, uk) + γV (xk+, θ) (6.18)

if xk+ ∈ D, and

V (xk, θ) ≤ L(xk, uk) (6.19)

if xk+ ∈ T. Note that, actually, if regressors are set so that ψ(x) = 0 for x ∈ T
then (6.19) and (6.18) are actually identical. Thus, the separated notation is just
a way to emphasise that (6.18) involves a function of the adjustable parameters
in both sides of the Bellman inequality, whereas, in data points whose successor
state is terminal, then only a plain upper bound to the value function is needed,
as expressed by (6.19).
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Under the above constraints, the cost index to maximise will be redefined to be:

M(θ) =
∫
X
ϑ(x)V (x, θ) dx (6.20)

where ϑ(x) is an arbitrary positive weighting to emphasise the adjustment in a
certain region of the state space.

ADP-LP problem Once regressors φ(x) for the function approximator are
chosen, the cost (6.20) can be expressed as a linear-in-parameter expression:

M(θ) =
(∫

X
ϑ(x)φT (x) dx

)
θ := cT θ (6.21)

where the term between the parentheses is just a vector, once the integral is eval-
uated. The integral may be consider a “symbolic” expression to be approximated
by a finite sum or, alternatively, it can be directly evaluated with numerical or
symbolic software for a given choice of X, ϑ(·) and φ(·).

Again, if the linear-in-parameter expression of (6.18)–(6.19) is written as:(
φT (xk)− γφT (xk+)

)
θ ≤ L(xk, uk), if xk+ ∈ D (6.22)

φT (xk)θ ≤ L(xk, uk), if xk+ ∈ T (6.23)

then, from the above discussion, the value function approximation estimation
will be carried out by solving the approximate dynamic programming problem of
maximising (6.21) subject to (6.22)–(6.23), which, trivially, can be expressed in
compact notation as Aθ ≤ b for some matrix A and column vector b.

6.3.3 Regularity and well-posedness of ADP-LP

Although inequalities (6.18) may be posed for any desired linear-in-parameter
function approximator (regressor choice in (6.9)), there are situations in which
the resulting LP optimisation problem yields an unbounded or badly-conditioned
result. We will provide means to detect such cases, as well as some methodological
guidelines to suitably set up the ADP-LP problem (6.21)–(6.23), so that these
badly-posed problems can be avoided.

Let us consider the above ADP-LP problem with constraints Aθ ≤ b. Matrix A
has size N ×M and its k-th row, if xk+ ∈ D, is given by:
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φT (xk)− γφT (xk+) (6.24)

Obviously, if xk+ ∈ T, the corresponding row of A will be just φT (xk). Vector b,
of size N × 1, will have L(xk, uk) as the element in position k.

In the sequel, we will assume regressors are non-negative, i.e., φ(x) ≥ 0 for all
x ∈ D. Without loss of generality, we will assume, too, that maxx∈D φ(x) = 1,
i.e., they are normalised to maximum value of one over the region D.

Note that θ = 0 will always be a feasible solution, because of the assumption that
L(x, u) ≥ 0 for all x and u.

Let us now describe the different issues that may arise when solving the ADP-LP
problem:

Unbounded solutions

If there exists a column of A, denoted as Aj for column j, where all elements are
non-positive (obviously, that can only happen in rows with the structure (6.24),
i.e., involving non-terminal states only), then the LP solution will be unbounded
because the associated θj can increase without limits as Ajθj < 0 for all elements
as θj increases. Thus, non-positive (or very small column-wise maximum values)
should be avoided.

Ill-conditioned solutions

If a column of A is positive, but just by a very small amount, i.e. maxAj is small,
then the optimal value of the associated parameter θj will be large. In this case,
it will not be unbounded, as in the above paragraph, but still large compared
to the rest. That will, in many cases, render solutions where “small” values for
the value function estimate V (x, θ) will be computed via addition or subtraction
of large regressors. For instance, if V (1) = 3 = 5002φ1(1) − 5032φ2(1), then
errors in the estimate of any of these parameters would entail large variations
in the estimate of V (x). This situation will produce heavy distortions on the
value function estimates for intermediate points not belonging to D that should
be avoided.
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Rank deficiency

If matrix A were not full column rank, there would be a null space of parameters
enabling arbitrary large values of parameters to fulfil the inequality constraints.
If c is not orthogonal to the said null space, that would lead to unbounded values
for M(θ∗), conversely, if c is orthogonal to the null space, bounded solutions of
M(θ∗) would be produced but with unbounded feasible values of θ∗. Occurrence
of these issues is, of course, to be avoided.

6.4 Regressor choice/regularisation methodology

The above issues on the LP problem are caused by a defective choice of regressors
or data points. Let us analyse, then, the root underlying issues in such choice
and suggest solutions to them.

6.4.1 Regressor activation

A possible cause of ill-conditioned LP problems may be the non-activation of re-
gressors, i.e., even if they are by assumption “active” somewhere in D reaching
value 1, maybe the dataset does not sufficiently “excite” them. Then, the associ-
ated parameters may attain a large value in the LP optimisation, distorting the
resulting value function map V (x, θ), as above discussed.

Hence, if, for a given regressor φj ,

max
1≤k≤N

φj(xk) ≤ β0 (6.25)

being β0 a given design parameter (approximately one), we will deem such re-
gressor unfit for the given LP problem, as there is not even a single data point
close to the maximum-activation region of the regressor.

Basically, these regressor activation issues may be solved by removing non-active
regressors or, if the maximum activation region of the regressors is an interesting
zone of the state space D that the data in D happen to not explore, then further
data gathering in that region of the state space is, obviously, recommended.
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6.4.2 Unused data points

If maxj φj(xk) is low, then no regressor is significantly active at the data point xk,
so the information provided by the referred data point will be, basically, unused.
Actually, this is not a problem yielding ill-conditioned LP solutions but adding
regressors in the vicinity of these unused data points may be advisable to use the
information provided by these data.

6.4.3 Successor activation

If
max

1≤k≤N
(φj(xk)− γφj(xk+)) ≤ 0. (6.26)

then column j of the matrix A in the LP problem will have all its elements negative
or zero. Thus, the ensuing LP problem would end up with an unbounded solution.

The interpretation of (6.26) is that, for all available data points, the regressor φj
is active with larger intensity on the successor state than on the source state, see
Figure 6.2(a) for a representative case.

In order to resolve this issue, a data point must be added in the point x̂ ∈ D where
the problematic regressor attains a maximum value, i.e., φj(x̂) = 1, which exists
by assumption. If the data collection phase is finished and that extra data point
cannot be gathered, then the peak activation of the regressor should be shifted to,
say, the nearest existing data point in D. Note that, actually, this regularisation
proposal has the beneficial side-effect of improving (6.25).

6.4.4 Flat regressors

Even if condition (6.26) does not occur for a given set of regressors, we might
be “close” to it: a possible cause of badly-conditioned setups is having too “flat”
regressors. If

max
1≤k≤N

(φj(xk)− γφj(xk+)) ≤ β1 (6.27)

being β1 a second design parameter (small, positive), then the difference in ac-
tivation between a state and its successor for regressor φj is very small, i.e., the
regressor takes almost the same value for the source states in the dataset and
their successors, see Figure 6.2(b) for a representative case. As above discussed,
the result will be a large estimation of parameter θj .
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Lowering the discount factor γ is a way to avoid (6.27), but that “disguises”
this regressor problem by changing the problem statement, which may have as
a consequence the learning of a policy which is significantly different to the one
originally sought. Thus, alternatives to modifying γ should be considered.

In that sense, differences in regressor values between close states with high acti-
vation may be increased by using a “power” parameter vector p, i.e., replacing
the original φj(x) by φj(x)pj , modifying the parameter pj > 1 (regressor power
coefficient) until

max
1≤k≤N

(
φ
pj
j (xk)− γφpjj (xk+)

)
= β1 (6.28)

Note that the power factor is equivalent, in the commonly used Gaussian radial-
basis (RBF) regressor (Park and Sandberg 1991), to changing the variance pa-
rameter Σj , dividing it by pj .

φj(x) = e−(x−µj)TΣ−1
j (x−µj) (6.29)

6.4.5 Low input excitation

Another cause of the above problem (6.27) can be an unsuitable input excitation:
maybe all tested u are too “small” to move xk to a successor state sufficiently
separated from it to yield significant differences in regressor values, see Figure
6.2(c) for a representative example.

If additional data gathering is still possible, if (6.27) occurs and deficient input
excitation is suspected, then adding data obtained using larger input excitation
is indeed recommended.

6.4.6 Linearly dependent regressors

If the condition number of A is below a given threshold, we are near the rank-
deficiency issues discussed in the previous page.

An ill-conditioned A can be fixed by removing linearly dependent regressors, if
these can be spotted by “inspection” (say, detecting two RBF neurons centred at
the same point, for instance).

Such inspection step can be systematically avoided by explicitly requiring the
projection of θ to be zero on the null-space of A. If we carry out the singular value
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(a) Successor activation (b) Flat regressors (c) Low input excitation

Figure 6.2: Representative examples of regressor regularisation problem for cases such
as: successor activation, flat regressors and deficient input excitation. The regressor is
represented with a continuous blue line; source states causing regularisation problems are
represented with a black cross and their successor states, for a given input excitation, are
represented with red circles.

decomposition A = USVT , selecting the columns of V associated to the singular
values below a conditioning threshold, denoting that sub-matrix as Vnull, we can
add the equality constraint VTnullθ = 0 to the ADP-LP problem.

6.4.7 The case of “interpolative” regressors

Let us now denote as Dx ⊆ D the finite set of source states in the dataset D, with
cardinality, say, Nx. Thus, by definition, for any state in Dx there is a triplet in
the dataset D containing it as a first element, so Dx := {x̃ : ∃ ξ = (x̃, u, x+) ∈ D}.

Let us define the matrix P := [φ(x̃1) . . . φ(x̃Nx)], being now xi the enumeration
of the Nx elements of Dx in arbitrary order, with a slight abuse of notation. If P
is square (i.e., M = Nx, as many regressors as source states) and invertible, then
if we define

Ṽ := (V (x̃1), . . . , V (x̃Nx))T , (6.30)

we can set up the linear, invertible, change of variable given by Ṽ = Pθ. Thus,
with these regressors we can, actually, think of the value function at source states
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Ṽ being the vector of adjustable parameters3. This kind of regressors will be
denoted as interpolative regressors.

The above motivates the use of LUTs as function approximators for ADP-LP,
which is, indeed, a sensible option in optimal control applications. This idea
has a close relationship with LUT-based options in discrete dynamic program-
ming problems and the fuzzy Q-iteration using LUT in (Busoniu et al. 2010)
for approximated learning in continuous state spaces. The latter work proposes a
standard value-iteration algorithm to adjust the LUT parameters, proving its con-
vergence based on contractive mapping argumentations. Notwithstanding, 6.9.1
proves that, if such contractiveness assumptions holds, the optimal converged
value-iteration solution coincides with the one found by solving our ADP-LP
problem. Thus, our ADP-LP approach seems, in principle, better than the VI-
LUT one, because, apart from providing an identical solution in this LUT case,
it can find feasible solutions for alternate regressors even if the contractiveness
assumptions fail (but at the expense of a larger memory footprint in computer
implementation).

6.5 Computation of a value function upper bound

As it stands now, we have computed a sensible lower approximation V (x, θLB)
to the optimal value function. However, it would be desirable to known how
“precise” our estimation is with a particular regressor structure. Computation of
an “upper” bound to the value function would be, then, helpful: if the gap between
upper and lower bounds is large, a denser set of regressors may be advisable.

The simplest upper bound would be accumulating the Bellman residuals (6.10)
over trajectories, yielding a conservative worst-case estimate

V ∗(x) ≤ V (x, θLB) + 1
1− γ max

x
|επ(x, θLB)| (6.31)

where π would be, of course, the one in (6.11) setting the parameter vector to
θLB.

3In fact, the number of regressors can be larger than Nx in some cases, while still yielding bounded
solutions: the remaining degrees of freedom act by modifying the interpolation between the value
of V (x) at source states (details omitted for brevity). However, the possibility of “odd” shapes in
these interpolated points does not seem a sensible option and, hence, using M = Nx (i.e., fixing how
intermediate values are interpolated) seems a sensible decision.
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Another option is using the ideas in (Lincoln and Rantzer 2006; Rantzer 2006),
where relaxed upper and lower bounds are computed4 via iterations in the form:

min
ξ

(νL(x, ξ) + γV (f(x, ξ), θk−1)) ≤ V (x, θk)

≤ νL(x, u) + γV (f(x, u), θk) ∀(x, u) ∈ X× U (6.32)

with ν ≤ 1 ≤ ν being relaxation parameters, trading off complexity of V (x, θ)
against the gap between ν and ν. In this way, (6.32) embeds (6.13) in value-
iteration settings.

The cited works prove that
min

{u0,...,uk}

k∑
i=0

γiνl(xi, ui) ≤ V (x, θk).

Thus, if a converged solution is found, denoting its parameters with θ∞ then:

νV ∗(x) ≤ V (x, θ∞) ≤ νV ∗(x)

However, these iterations may end up yielding infeasible constraints. Then in-
stead of fixing ν LP optimisation may be carried out seeking to minimise it in
each iteration (feasibility is guaranteed); nevertheless, iterations may diverge.
Convergence or recursive feasibility can only be guaranteed if the precision of
the approximator is very high, see (Rantzer 2006). The reader is referred to (De
Farias and Van Roy 2003; Rantzer 2006) for further details.

Another option is to compute an upper bound using an LMI initial controller
as in (Díaz, Armesto, and Sala 2020). However, this provides a conservative
solutions depending on the Takagi-Sugeno model (TS) used (Takagi and Sugeno
1985) and the value function (Q-function) is parametrised in a quadratic form.
Unfortunately, this approach does not provide a proper upper-bound, because it
is based on fitted value function approximation and LMIs might not provide valid
solutions for bounded control inputs, as in the swing-up control of an inverted
pendulum used in Section 6.7.

As an alternative the previous ideas, we propose to evaluate upper bounds via a
linear-programming version of policy iteration, with the standard policy evalua-
tion/improvement steps in an inequality-based version, to be detailed next.

4In our context, terminal-ingredient modifications would be needed; however, they are omitted
in equation (6.32) for compactness of the notation, details left to the reader.
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LP Policy evaluation (upper bound) Considering an arbitrary policy π(x),
an LP-based policy evaluation can be stated as:

L(x, π(x)) + γV (f(x, π(x)), θπ) ≤ V (x, θπ) (6.33)

Indeed, if a feasible value of θπ can be found, then V (x, θπ) ≥ V ∗(x), by mono-
tonicity and contractiveness of the Bellman operator ((De Farias and Van Roy
2003, Lemma 1) reversing signs). In this case, minimisation of (6.21), instead of
the maximisation when computing lower bounds, will be carried out in the sequel,
to obtain the lowest feasible upper bound (on average).

Under the assumptions in Section 6.3, with γ < 1, we can ensure that there exists
a “constant” Vmax that fulfils (6.33). Indeed, the successor state f(x, u) can either
lie in D or in T. In each case, Vmax should fulfil:

L(x, u) + γVmax ≤ Vmax if f(x, u) ∈ D (6.34)
L(x, u) + γVT(f(x, u)) ≤ Vmax if f(x, u) ∈ T (6.35)

thus, let us define:

VD,max := 1
1− γ max

(x,u)∈D×U
L(x, u)

VT,max := max
(x,u,f(x,u))∈D×U×T

(L(x, u) + γVT(f(x, u)))

so we can assert that any constant Vmax such that

Vmax ≥ max(VD,max, VT,max) (6.36)

fulfils (6.33).

As a conclusion, if the chosen regressor arrangement can fit a constant function,
policy evaluation (6.33) will always be feasible.
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Policy improvement Once a feasible upper bound for the policy evaluation
is available, obviously, the new policy arising from (6.11) will for sure achieve a
better upper bound; formally:

L(x, π+(x)) + γV (f(x, π+(x)), θπ)
≤ L(x, π(x)) + γV (f(x, π(x)), θπ) ≤ V (x, θπ) (6.37)

Iteration scheme Based on the above discussion, we propose, given a starting
policy π0(x), and its associated upper bound (6.33) V (x, θ0), to carry out the
iterations, starting with k = 0 of a policy improvement step:

πk+1 := arg min
u∈U

(L(x, u) + γV (f(x, u), θk)) (6.38)

and a policy evaluation one

L(x, πk+1(x)) + γV (f(x, πk+1(x)), θk+1) ≤ V (x, θk+1) (6.39)
V (x, θk+1) ≤ V (x, θk) (6.40)

where inequality (6.40) has been added to force actual “point-wise” improvement
of the bound (otherwise, the optimisation index (6.21) will make the bound de-
crease “on average” but point-wise increase cannot be excluded unless
V (x, θk+1) ≤ V (x, θk) is, too, enforced).

Summary: methodology proposal Our proposal is, hence,the following steps:

1. solve the lower-bound ADP-LP setup in sections 6.3 and 6.4, obtaining a
parameter vector θLB,

2. compute the policy π0 with (6.11) form the lower-bound value function
estimate.

3. evaluate an upper bound (6.33) for such policy, yielding the initial parameter
vector θ0.

4. Iterate (6.39)–(6.40) and (6.38) until a suitable stopping criteria is met.
Denote the last parameter vector as θUB.

As a result of the above steps, we can approximately guarantee (see Section 6.6.1
for discussion on the meaning of such approximation)
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V (x, θLB) ≤ V ∗(x) ≤ V (x, θUB) (6.41)

so if the gap between the upper and lower bounds is deemed excessive for a
particular application, a regressor rearrangement (and increasing the number of
them, possibly) is recommended. Note that the bounds (6.41) would be exact for
a complete dataset (finite state and action spaces). Examples will show that the
obtained upper bound in (6.41) is, indeed, better than (6.31).

Interpolative regressors As discussed in the 6.9.1 (see (6.53) and the discus-
sion on it), if we have interpolative and contractive regressors, upper and lower
bounds in (6.41) coincide; actually, they are the fixed-point solution of standard
value iteration. Suitably arranged lookup-tables are such a case (Busoniu et al.
2010); our proposal can obtain separate upper and lower bounds in case contrac-
tiveness fails and VI does not converge.

6.6 Discussion

This section will discuss approximation, computational and implementation is-
sues.

6.6.1 Approximation properties

As there exist a finite number of data points and regressors, the results of the
Linear Programming optimisation are only an approximation of the optimal value
function. Let us discuss the issues arising:

• Granularity in control actions u makes the computed value function to be
sub-optimal with respect to a, say, continuous space of control actions as in
linear LQR problems, for instance.

• Finite granularity in x forces fulfilment of the Bellman inequality only at
the points in which data are available.

Thus, if we added more data points or more tested control actions at each state
to a given dataset, more restrictions on the value function would appear so the
obtained result of the LP optimisation will be lower: if we denote as M∗(D, φ)
the optimal cost solution of the ADP-LP problem with a dataset D and regressors
φ, then, given two datasets D2 ⊇ D1, then M∗(D2, φ) ≤M∗(D1, φ).
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Let us define D as the complete dataset containing all elements of X×U and their
successors, i.e., for all (x, u) ∈ X × U the triplet (x, u, f(x, u)) ∈ D. Obviously,
such complete dataset can be only actually built if both X and U are finite. For
this complete dataset, we can assert M∗(D, φ) ≤M∗(D, φ) for any D.

Now, recalling that the number of regressors is also limited, we can assert that
adding more regressors would increase our ADP-LP estimate, i.e., if φ[2] ⊇ φ[1],
then M∗(D, φ[1]) ≤M∗(D, φ[2]).

In a finite case, if we had the complete datasetD and a LUT regressor arrangement
fitting any arbitrary function over X, we would then be in the non-approximated
LP case to the dynamic programming problem. This regressor will be denoted as
Φ

D
, and its associated optimal value of the cost index M∗(D,Φ

D
).

Thus, the following diagram can be made:

Scarce Dataset Complete Dataset
Poorer regressor M∗(D, φ[1]) ≥ M∗(D, φ[1])

≥ ≥

Richer regressor M∗(D, φ[2]) M∗(D,Φ
D

)

In summary, in a finite setting, the bottom-right option would be the exact DP
solution and the top-right one would be the proven lower bound proposed in (De
Farias and Van Roy 2003); on the other hand, in an infinite state/action space,
the two options at the right would be elusive unattainable possibilities, to be
approximated with a “sufficiently high” number of data triplets and a “sufficiently
expressive” set of regressors, as we pursue in this manuscript.

Regarding the upper bound policy evaluation (6.33), parallel argumentations can
be made; so, a similar diagram to the above can be set up, changing the signs of
the inequalities. As discussion details are completely analogous, they have been
omitted.

6.6.2 Computational/implementation issues

Data-based ADP has curse-of-dimensionality problems when exploring high di-
mensional state and input spaces, either by gridding or by random sampling or by
gathering experimental data. Thus, proposals in this direction are, in principle,
applicable to low-dimensional problems; this applies to the ADP-LP ideas in this
chapter as well as the related ones in other literature we compare with.

Compared to ordinary least-squares based policy or value iteration in, say, (Bu-
soniu et al. 2010; Lewis and Vrabie 2009) our proposal has two distinctive advan-
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tages: first, convergence issues are avoided without the need of contractiveness
guarantees; second, we provide explicit state-dependent upper and lower bounds
of the value function to assess the accuracy of our computations, which are better
than, say, state-independent bounds based on the Bellman residual (6.31).

Modern efficient convex programming techniques can be used in LP solvers to
produce the required parameter vectors in our proposal. Furthermore, sparsity
improves execution speed and memory footprint of linear programming. Hence,
it is advised to use sparse regressors, which amount to a “local” activation field.
For instance, LUT’s are clearly the simplest sparse solution, but neural networks
(trimmed to zero when activation is below a threshold) or piecewise-polynomial
regressors can also be sensible options.

The result of the ADP-LP methodology is a value function estimate V (x, θ∗).
As earlier discussed, in order to build the control action, the optimal one is the
result of the computation (6.11). That computation can be carried out on-line if
computational resources allow for it, or off-line and stored, say, on a control-map
LUT to interpolate in later operation.

6.7 Examples and experimental results

In this section, simulations on linear systems will be presented in order to evaluate
the performance obtained with the proposed methodology only using the lower
bound. In these systems, the saturation of the control action is not considered.
Additionally, we show some results applying the complete methodology(lower and
upper bound) regarding the stabilisation of an inverted pendulum. In the inverted
pendulum example, both the simulation and the experimental validation of the
resulting controllers are presented.

6.7.1 Examples 1: First-order linear system

Consider the first-order linear system:

x+ = Ax+Bu

with A = 1, B = −0.5, the available dataset (x,u) is in the operation region
defined in: x ∈ [−5, 5], u ∈ [−0.5, 0.5]. The state data x is in a regular grid of 55
points, and the control input u contains 21 equidistant points.
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The immediate cost is defined as L(x, u) = Qx2 + Ru2, where Q = 1, R = 10.
The discount factor is set to γ = 0.9999. In addition, a final cost is defined as
Jout = 100 for those trajectories whose state leaves the interval [−5, 5].

The purpose of this example is to compare the results of our proposal with the
results given by the discounted linear quadratic regulator (LQR) problem. The
discounted LQR comes from solving the modified Riccati equation with the dis-
count factor γ:

S+ = Q+ γATSA− γ2ATSB(γBTSB +R)−1BTSA (6.42)

We compare the results of our algorithm using two neural networks with 5 and
15 RBF neurons, respectively. The RBF neurons are uniformly distributed with
Σ = 1.11 and 0.37, respectively. In addition, we compare our results with an
interpolation table with the same number of samples that the data table (55
samples), following the ideas in (Busoniu et al. 2010).

Figure 6.3 represents the value function (or approximation lower bounds of the
value function as a result of linear programming). It was obtained with the
different proposes, as described next: discounted LQR in black, interpolation
table (Look-Up Table, LUT) with 55 samples in blue, neural network(NN) with 5
neurons in green, and NN with 15 neurons in red. One can observe that when the
regressor becomes more powerful(more adjustable parameters) the performance
of the lower bound obtained by LP improves. Being the best of all one obtained
by the interpolation table.
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Figure 6.3: Lower bound of the value function.

Note that the look-up table can be considered as the closest to the “exact” op-
timum because it considers 55 adjustable parameters. In some places, the lower
bound using LUT is higher than the LQR cost because the exploration was done
by a finite number of saturated control actions (input range is {−0.5, 0.5}). The
optimal linear regulator can produce intermediate actions and the presence of
saturation also increases the optimal cost with respect to the LQR. There are
also deformations at the left and right ends of the region because of the cost of
leaving the operational region. This cost was intentionally set at a constant value
lower than the LQR cost. With this fixed cost, the optimal policy near to the
right and left ends is to give up and not to reach the origin. In other words, the
optimal policy is to leave the modelling region. Obviously, if such an effect is not
desired, it would be solved by placing a higher terminal penalty.

Figure 6.4 shows the control laws by each proposal, with the same colour code
and labels using in the value function figure.
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Figure 6.4: Control Input

It is observed that near the origin the controllers approximate the discrete linear
controller, intuitively, we expected this result. The saturation and cost effect of
leaving the modelling region X are evident in regions away from the origin, as
discussed above.

6.7.2 Example 2: Second order system (Mountain-Car)

Consider the problem of reaching a target position by accelerating a mass with
limited energy, described in Figure 6.5. Variations of this problem have also
appeared in other literature references like (Sutton and Barto 1998; Kretchmar
and Anderson 1997; Busoniu et al. 2010).
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Figure 6.5: Mountain-Car system

This system can be represented by a second order model where the position is x,
velocity is v, and u is the control action(tangential force):

ẋ = v, v̇ = u−mg · sin(0.12x+ 0.04)

with a mass of m = 1 kg and gravity g = 9.81 m/s2. The sinusoidal term denotes
the effect on the tangential acceleration of the slope of the blue curve in Figure
6.5 when the cart is in position x.

The control objective is to reach the target position (x ≥ 10) with a control action
in the range [−2, 2]. The immediate cost is defined as:

L(x, u) = 1 + 0.2u2

The discount factor is γ = 0.999.

Note that, intentionally, the predefined limits of the control action are not suf-
ficient to overcome gravity. Therefore, the optimum controller should increase
its kinetic energy by swinging around the “valley” until it gets enough energy
to go up. Since the target is “away” from the bottom, the result is an unstable
dynamics around that bottom point. The aim of this example is to show how a
neuronal controller can learn this strategy.
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The modelling region X where the learning dataset was generated is the rectangle
determined by the position interval x ∈ [−10, 10] m, and the velocity interval
[−15, 15] m/s. The cost to leave the modelling area on the right side is 0, on the
contrary if the car leaves on the left side the cost is 900. This value is set to be
high enough with the aim that the trajectories avoid the left end. Additionally,
this cost value should be chosen to avoid distorting the approximation of the value
function of the figures 6.6(a) and 6.7(a) at interior points to [−10, 10]). The data
covers an area with velocities less than 15 m/s, in the case that the absolute value
of the velocity in a successor state exceeds 15 m/s the cost to leave X is also 900.

The methodology was evaluated with RBF regressors and with regressors based
on bidimensional interpolation table that detailed below. The data grid was
designed with 31 points on the position axis and 31 points on the velocity axis.
The control input was discretised in 11 points. All grids are evenly-spaced.

The results with a model of 15x15 evenly-spaced RBF neurons (with a parameter
Σ = diag({0.74, 1.11}), with a total of 225 adjustable parameters) are represented
in Figure 6.6. It shows the lower bound of the value function, the controller
obtained (contour map), the temporal response and the phase plane. The phase
plane indicates the position and velocity trajectory until the right side is reached.
The simulation is finished when the target position is reached. The controller was
obtained by optimising at one step the equation (6.11) over the discrete set X.
Subsequently, the control action in intermediate points outside the initial dataset
was obtained using an online u interpolation table. Although it would also be
reasonable to optimise (6.11) online, but perhaps with a larger computational
cost.

The results using the regressors associated with a bidimensional interpolation
table (31x31 points, with 961 adjustable parameters) are shown in Figure 6.7. It
is observed that the neural network has learned a similar control law with almost
four times fewer adjustable parameters. An important aspect to consider in the
control map is that it capable of correctly estimating the temporal difference
related to the “slope” of the V map. This means the relationship between V (x)
and V (x+). The “constant” level differences in the value function do not produce
significant changes in the resulting control law.

In simulations, we can observe that the results are not significantly different using
a neural network with almost four times fewer adjustable parameters than the
interpolation table. With the proposed methodology, the controller achieves to
lift the car to the target position.
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Figure 6.6: Control law and simulation with 15x15 RBF neurons.
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Figure 6.7: Control law and temporal response with interpolation table of 31x31.
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The lower bound of the value function obtained with 961 adjustable parameters
is better (closer to the optimal value function) than that obtained by the 15x15
neural network. Although the simulations and associated control actions are not
significantly different and our proposal has approximately four times fewer ad-
justable parameters. The neural network with 15x15 neurons were chosen because
lower granularities learned disturbed value functions that did not take the car out
of the valley, and higher granularities performed similarly to the one presented5.

In order to verify the comparative advantages of our proposal, the classic value it-
eration algorithm was implemented on the same problem. Since the interpolation
table of 961 adjustable parameters verifies the necessary contractivity conditions
(Busoniu et al. 2010). The VI Algorithm converges after approximately 250 itera-
tions, basically to the same solution that our proposal finds (Figure 6.7). However,
with a neural network with 15x15 RBF neurons these iterations do not converge.
Therefore, it is not possible to apply algorithm VI with regressors with a reduced
number of parameters. On the other hand, using linear programming it is possible
to implement it without any problem.

6.7.3 Example 3: Path planning.

In this example, we consider the robot ABB IRB 360 with Delta configuration
shown in Figure 6.8. The objective of the optimal control is to achieve a final
configuration from an initial configuration. In order to get this objective, we use
a kinematic control of the position (x, y, z) in the final effector. The immediate
cost index is:

L(x, ep) = ||ẋ||2 + ||ẏ||2 + ||ż||2 + ||ep||2

where ep is the position error with respect to the desired position (xd, yd, zd) =
[−0.3 0.1 0.1]T . The discount factor is γ = 0.999. The workspace was defined
in the range {−0.4 ≤ x ≤ 0.4,−0.4 ≤ y ≤ 0.4, 0 ≤ z ≤ 0.24}. The granularity
of the workspace was established in 11x11x11. The control actions used are
{−0.25,−0.125, 0,+0.125,+0.25} m/s on each of the three Cartesian axes.

5The selection of the number of neurons is a compromise between quality of adjustment, simplicity
of description and computational cost.
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Figure 6.8: Robot ABB IRB 360

This workspace contains a prismatic obstacle and the robot must avoid collisions
with this obstacle. Applying the methodology proposed in this chapter, the ob-
stacle is considered outside the valid operating region. The size of the obstacle
has increased in one cell of the previously proposed grid that is common in many
path planning proposals (Latombe 2012). The robot structure does not collide
with the internal obstacle when the final effector is at the edge of the enlarged
prism, it was verified with the V-REP software (Rohmer, Singh, and Freese 2013).

The cost assigned to configurations that leave the workspace or collide with the
enlarged prism is Joutside = 1e5. The regressor used is an interpolation table,
where the nodes associated with the obstacle were removed to avoid unbounded
solutions.

The figure 6.8 shows in red the path described by the robot’s final effector from
an initial position whose Cartesian coordinates are [0.2 − 0.2 0.04]T .

6.7.4 Example 4: Inverted Pendulum

The goal is stabilising the upper (unstable) equilibrium point of an inverted pen-
dulum, a schematic representation is shown in the Figure 6.9(a). The theoretical
model of the pendulum is:
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(a) Variables definition (b) Real pendulum

Figure 6.9: Inverted pendulum: variables definition and real pendulum setup.

α̇ = ω (6.43)

ω̇ = 1
J

(
mgl sin(α)− bω + K

R
u

)
(6.44)

where α is the pendulum angle and u the applied voltage to the DC motor. J is
the mass inertia, m is the bar mass, l is the bar length, g is the gravity, b is the
Coulomb friction and R is the motor electrical resistance andK the current-torque
gain.

The objective is to apply the learnt controller to a physical pendulum prototype
as shown in Figure 6.9(b). Thus, the parameters of the model (6.43)-(6.44) will
be identified first from the experimental data. Such data are shown in Figure
6.10, which consists of a given input profile (bottom plot), generated from two
sequences of a swing-up control law (increasing kinetic energy with u = sign(ω)
plus a random low-pass filtered signal), a PD controller activated when position
is close to the unstable equilibrium, and a disconnection letting the pendulum fall
to the bottom stable equilibrium.

The only available sensor is a Hall-effect encoder measuring the angle α. The
control sampling period is ∆t = 0.01 s. In order to carry out state-feedback
control, “measurements” of ω are needed. Thus, in this application, a suitably
tuned Kalman filter for a double-integrator model has been coded running with
a 10x oversampling, i.e. ∆tKF = 0.001 s, and the speed estimate every 10 samples
has been used for control. Nevertheless, as the only actual measurement is the
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Figure 6.10: Test Data for identification.

position one, the identification has been carried out exclusively with position
encoder data.

The resulting discrete-time model, with state vector x = (α, ω)T is:

α+ = α+ ∆t · ω (6.45)
ω+ = ω + ∆t(42.27 sin(α)− 2.27ω + 24.21u) (6.46)

achieved a 96.5% fit of the measured position over the validation data segment, see
Figure 6.11 (the command idnlgrey of Matlab’s R2017b System Identification
Toolbox R© has been used to identify the Euler discretisation of (6.43)-(6.44)).
Dataset acquisition is performed in real time using a NI myRIO-1900 embedded
device by National Instruments and LabVIEW 2015. A dead-zone compensation
was added to approximately compensate for dry Coulomb friction phenomena in
motor and gears.
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Figure 6.11: Validation data (output), and simulated identified model, with fit figures.

6.7.5 ADP-LP problem setup

The actual optimal control problem was set in order to have the standard LQR

immediate cost, L̄(x, u) = xTQx + uTRu with Q =
(

10 0
0 0.1

)
, R = 1. The

discount factor was set to γ := 0.99.

An ADP-LP problem will be posed and solved based on a dataset D originated
from a uniform gridding 43 × 43 of the state space [−π, π] × [−15π, 15π], and a
11-point grid of the control action space U := [−1, 1]. The successor states in D

are generated by simulation of the identified model (6.45)-(6.46).

Terminal Ingredients The linearisation of (6.45)-(6.46) will be used to ob-
tain a discounted-LQR terminal control law, with an associated quadratic value

function VLQR(x) = xTSx, where S =
(

265.61 19.96
19.96 2.47

)
is the Riccati solution

to:

K =
(
γBTSB +R

)−1
γBTSA (6.47)

S = γATS (A−BK) +Q (6.48)

and state feedback gain is u = − [4.7117 0.5737]x.

In addition to this, we have chosen the ellipsoid T1 := {x : VLQR(x) < 12.10} as an
inner region in which we will assume as optimal the discounted LQR solution; this
ellipsoid region is depicted in red in latter value function and control map figures
just in the middle of the figures. Indeed, this region provides a non-saturated
LQR control-law. On the other hand, if trajectories exit the gridded state-space
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region, we will assume they enter an “outer” terminal region T2 := {x ∈ R2 :
x 6∈ [−π, π] × [−15π, 15π]} and that an instant penalisation of VT2 := 10000 is
considered, basically forcing the system to avoid entering T2. Thus, the terminal
set will be defined to be T := T1∪T2, and the terminal cost VT(x) will be defined
to be equal to VLQR(x) if x ∈ T1, and VT2 if x ∈ T2. With these ingredients, the
ADP-LP immediate cost (6.17) can be built.

As a last remark, the “inner” terminal set T1 may be empty, if it were desired
for the controller to learn the optimal control law close to the origin. However,
given that the dataset contains a finite set of points with a finite granularity of
the control law, the learnt controllers will exhibit some kind of offset/chattering
behaviour close to the origin due to approximation errors. This has been, in-
deed, the case with the system in this example; for brevity, no further details are
discussed on this non-satisfactory behaviour, solved with the ellipsoidal T1.

Regressor choice Two regressor arrangements have been tested:

1. A two-dimensional 43× 43 LUT (triangular membership functions).

2. A 15× 15 uniformly-distributed grid of RBF neurons
φj(x) = e−(x−µj)TΣ−1(x−µj), normalised to unit sum.

The first regressor, with 1849 adjustable parameters will be assumed to be close to
a “ground-truth” value function, albeit with the error sources discussed in Section
6.6 due to interpolation on a finite grid. However, our objective is testing how the
RBF setup with 225 parameters can provide a reasonable value function estimate,
in case the 1849-parameter LUT were unattainable due to its memory footprint,
as it would happen in higher-dimensional problems or with denser grids.

We have generated the data gridding and uniformly distributed the RBF centroids
so that a neuron centroid coincides with one of each three consecutive source
states in the dataset. Also, we have removed the regressors (in both neural
network and LUT) whose centroid (interpolation point) belongs to T; otherwise
unbounded solutions of the ADP-LP problem would have been obtained. A last
decision in the regressor arrangement involved tuning the variance parameter Σ
of the RBF neurons so that flat-regressor issues are absent; the finally chosen
value for this parameter was Σ = diag(0.0542, 12.1847). All criteria discussed
in Section 6.3.3 were satisfactorily checked with this regressor proposal. Indeed,
we intentionally generated other defective arrangements with different neuron
centroid placement/overlap and neurons inside the inner terminal ellipsoid, and
they produced the issues discussed in Section 6.4.
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6.7.6 Simulated and experimental results

Value function and control map The proposed ADP-LP lower bound com-
putations, as well as the subsequent upper bound ones yielded two estimates
V (x, θLB) and V (x, θUB). As discussed in the 6.9.1, for the LUT regressors, both
bounds coincide.

We, too, tried standard policy/value iteration setups; the 43x43 LUT was indeed
contractive and worked perfectly, as proven in the 6.9.1. However, our 15x15 RBF
and other RBF and LUT arrangements with similar number of adjustable param-
eters failed to converge under the referred widely-used algorithms, illustrating the
advantages of the LP approach proposed here.

Figure 6.12 compares the value function of the 43x43 LUT (likely, the closest
we can reasonably get to the ellusive “ground-truth” optimal value function with
the given dataset) with the estimates V (x, θLB) and V (x, θUB) with our 15x15
RBF6. Note that the value function peaks at the lower equilibrium (−π, 0), which
is intuitively expected. Even if the green LUT result were not available, if the gap
between the orange and blue surfaces were deemed excessive, that would advise
increasing the flexibility of the chosen regressors with, say, more neurons.

The control map derived from V (x, θUB) depicted in Figure 6.13 can be shown to
resemble other energy-based swing-up controllers (Yoshida 1999) which increase
the mechanical energy until it is enough to reach the upper position. Figure 6.14
depicts the 43x43 LUT control map, showing that the 15xs15 RBF achieved a
control map that is close to it.

Time simulation and experiments Figure 6.15 depicts a representative ex-
ample of the system trajectories with both simulated (red) and actual experiment
(blue) with the controller arising from the value function V (x, θUB) estimated by
the 15x15 RBF. The simulated pendulum, produces a swing-up control law as
previously discussed, where we can clearly appreciate that the system commutes
to the terminal LQR control law at time instant t ≈ 4 s. The real pendulum,
produces a similar response.

The system identification was carried out with data at low speeds (the maximum
speed on identification experiment data was 8 rad/s). However, the value function
has been approximated in a region including speeds up to 47 rad/s. Thus, we are
also interested in analysing how the learnt control map performs in high-speed

6The bound (6.31) proves that adding 3.31 · 104 to the orange lower bound yields a guaranteed
upper bound; however, it is not shown in the figure because it is, basically, four times higher than
the upper bound in the blue surface.
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Figure 6.12: Value function estimates: [green] 43x43 LUT, [orange] 15x15 lower bound
V (x, θLB), [blue] 15x15 upper bound V (x, θUB).
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Figure 6.13: Control Policy with 15×15 RBF neurons using θUB , plus red-crossed region
T.
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Figure 6.14: Control policy with LUT 43×43 (red-crossed region is T).

situations. This is shown in Figure 6.16: a phase plane of the trajectory starting
at point x = (−π, 0) (whose time evolution is shown on Figure 6.15) is shown
together with another trajectory starting at x = (−π, 40)).

It can be seen that the trajectory at high speeds has a satisfactory behaviour: the
mechanical energy is being reduced by braking until the system has the correct
amount of energy to enter the LQR terminal region.

6.8 Conclusions

Based on earlier linear-programming approaches to approximate dynamic pro-
gramming, this chapter has presented a methodology which includes terminal in-
gredients and regressor regularisation to produce well-conditioned and reasonably
accurate solutions to optimal control problems. The results are an approximate
lower and upper bounds of the value function, so the gap between them can guide
regressor choice. The validity of the approach has been experimentally tested.

Obviously, even if equally-spaced RBF neurons and LUTs have been used in
the examples in this work, other neuron distribution of physics-based regressors
might have as well been tested to try to obtain good controllers with a reduced
number of parameters. Nevertheless, these problem-dependent considerations are
implementation details outside of the scope of this work.
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Figure 6.15: Simulation and experimental pendulum responses with a 15×15 RBF: posi-
tion, speed and control action (top to bottom).

Figure 6.16: Phase planes of two trajectories with 15×15 RBF controller. The background
image corresponds to Figure 6.13; inner LQR terminal set outlined with its boundary ellip-
soid.
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6.9 Appendix

6.9.1 Value iteration under interpolative regressors

As discussed in the main text, with a slight abuse of notation, in the rest of
this section we will assume Ṽ defined in (6.30) to be the vector of adjustable
parameters and V (x, Ṽ ) the function that interpolates between them.

If we have interpolative regressors, using the equivalent parametrisation Ṽ , we
can set up the asynchronous value iteration in (Busoniu et al. 2010), being l the
iteration number:

Ṽ
[l+1]
k := TkV (x̃k, Ṽ [l]) k = 1, . . . , Nx (6.49)

being the operator Tk defined as:

TkV (x̃k, Ṽ ) := min
u∈U(x̃k)

(
L(x̃k, u) + γV (f(x̃k, u), Ṽ )

)
(6.50)

where U(x̃) denotes the set of actually tested control actions for the source state
x̃ ∈ Dx in the given dataset, i.e., U(x̃) := {u : ∃ξ s.t. (x̃, u, ξ) ∈ D}.

Now, computations arising from equation (6.49) will be short-handed to the no-
tation:

Ṽ [l+1] := TDṼ
[l] (6.51)

in order to emphasise the application of the dataset-dependent Bellman operator,
so its action transforms a value estimate over the source states, Ṽ [l], to another one
Ṽ [l+1]. Obviously, if the dataset D were “complete” (i.e., containing all possible
transitions in it, in a finite case), then the dataset-specific Bellman operator would
be just the standard Bellman operator, T

D
≡ T , widely used in literature, say,

(Busoniu et al. 2010).

Obviously, if TD is contractive, the iterations (6.51) will converge to a fixed point
Ṽ ∗ = TDṼ

∗.

Now, recall that the ADP-LP constraints, under the D-complete regressors, can
be equivalently stated as:

Ṽ ≤ TDṼ (6.52)
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Hence, we can assert that if TD is contractive, the fixed point Ṽ ∗ = TDṼ
∗ of

the value iteration (6.51) is a feasible solution of the ADP-LP problem posed in
Section 6.3.2. If all coefficients multiplying Ṽ in the cost indexM(Ṽ ) are positive,
then the optimal ADP-LP solution coincides with Ṽ ∗.

Now, regarding the upper bound computations in Section 6.5, policy evaluation
could be written as:

Ṽ π ≥
(
L(x̃k, π(x̃k)) + γV (f(x̃k, π(x̃k), Ṽ )

)
(6.53)

if π were the policy associated to the converged Ṽ ∗, it is easy to realise that Ṽ ∗
is also a feasible solution of (6.53). In summary, in this case upper and lower
bounds obtained with linear-programming methodologies in this paper coincide
with the asynchronous value-iteration result.

Remark: Note that the contractiveness of TD, plus positive weights, is a suffi-
cient condition for the ADP-LP solution to obtain in one shot (no iterations) the
converged VI solution. But, actually, it is straightforward to realise that, if weight
coefficients are positive, under the constraints (6.52), LP will obtain a bounded
fixed point Ṽ ∗ = TDṼ

∗ in all cases in which the LP problem renders feasible and
bounded, without the explicit need of contractiveness: our LP proposal succeeds
even in situations where value iteration fails.

Note, too, that, if regressors are positive, then monotonicity holds; if they add
one, then TD(Ṽ + a) ≤ (TDṼ ) + γa, so the Blackwell conditions (Blackwell 1965)
for contrativeness hold. This is the case, for instance, in the interpolative LUT
regressor proposal in (Busoniu et al. 2010, Chapter 4) where value iteration (6.51)
was proposed as the parameter learning mechanism. Thus, the LP proposal ob-
tains exactly the same results as these LUT regressors, but it also may render
feasible even in non-contractive interpolative regressor choices (and, of course, as
discussed in the main text, even if the chosen parametrisation is not interpola-
tive). In summary, as a conclusion of this appendix, if VI works with interpolative
regressors, so it will ADP-LP; it will work in other cases, too.
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Chapter 7

An Incremental Approximate
Dynamic Programming

Methodology

The dynamic programming computes the optimal solution by
solving the Bellman equation. The linear programming approach can
be used to solve the Bellman equation; the optimal solution obtained
by linear programming is exact if the state and input spaces are fi-
nite. However, when the number of states and control actions is large
or continuous, the use of approximation functions is necessary. The
linear programming with function approximation would result in a
lower bound of the optimal value function. This Chapter proposes a
methodology to use the approximate dynamic programming via linear
programming to learn a suboptimal policy using data available only in
the exploration region. Initially, the exploration is carried out with
a predefined controller in order to collect data and applying approxi-
mate dynamic programming via linear programming. The exploration
step progressively increments the learning region until a suboptimal
policy is obtained. The methodology is applied to a discrete nonlinear
system in order to compare the policy obtained with a methodology
that uses the complete dataset of state and action spaces.
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7.1 Introduction

The objective of this Chapter is to propose a methodology that will extend the
ideas in Chapter 6 to approximately solve deterministic optimal control problems
with ADP via LP using a set of sampled trajectories.

The structure of the Chapter is as follows: the next Section 7.2 states the problem
statement, the problem setup will define in Section 7.3, and Section 7.4 will
present a simulation example in order to validate the proposal.

7.2 Problem statement

This Chapter will use the LP approach to ADP. It argues that the dataset cor-
responds to exploration samples that are obtained with a predefined initial con-
troller, the learned controller, or a combination of the above, unlike the previous
Chapter 6 where the complete dataset is available. Terminal ingredients when the
trajectories leave the region of interest will also be incorporated into the method-
ology in order to avoid the infinite-time problem would be ill-defined unless the
region of interest is invariant. In this case, the regions of interest are formed by
the zones of influence of the active regressors that depend on previous exploration
data.

7.3 Problem setup

Consider a deterministic discrete nonlinear dynamic system and its cost Vπ, that
are defined in the equations (7.1) and (7.2), respectively.

x+ = f(x, u) (7.1)

Vπ(x0) :=
∞∑
k=0

γkL(xk, π(xk)) (7.2)

Being x ∈ X the state space, u ∈ U is the input and x+ ∈ X denotes the successor
state so that f : X × U 7→ X, and U will denote the set of valid control actions.
A policy π(x) computes the control action u; π(x) is a function X → U that
maps the state in closed-loop control actions of the system achieving dynamics
x+ = f(x, π(x)). In the equation (7.2), the Vπ : X 7→ R is associated to a
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Figure 7.1: Illustration of the different sets involved in an optimal control problem (X =
T ∪ D). The yellow circles in the data-availability region D indicate source states, the blue
ones indicate successor ones.

policy π(x) starting from an initial state x0, where xk is the state at time instant
k, L(x, u) is an immediate cost function X × U → R, and it is assumed that
L(x, u) ≥ 0 for all (x, u) ∈ X× U. The range of discount factor is 0 < γ < 1.

It is assumed that there is a predefined controller for the exploration step. In the
initial exploration and in the region where the learned-controlled is not defined
the predefined controller is used in order to get a dataset D, consisting of N
triplets of data:

D := {(x1, u1, x1+), (x2, u2, x2+), . . . , (xN , uN , xN+)} (7.3)

where xk+ = f(xk, uk) and the set D ⊆ X will be understood as a “region of
interest” in the state space with data availability. The state-space region with
no data availability is denoted as T := X ∼ D. The elements of a triplet ξ :=
(x, u, x+) ∈ D will be denoted, ‘source state’, ‘action ’ and ‘successor state’,
respectively. When speaking about x+, it refers to x as its ‘predecessor’. A
symbolic representation of the relevant sets X, D and T, jointly with a few data
points in D appear in Figure 7.1.

In the case that a theoretical model of (7.1) is available, the data set can be ob-
tained from the simulation; otherwise, the data can be obtained by experimental
data acquisition. In this Chapter, it assumes the dataset is not fixed, and the
exploration-exploitation is applied to solve the ADP optimisation problem.
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The posing of the problem should consider issues of regularisation and well posed
to avoid unbounded or ill-conditioned solutions and rank deficiency. These prob-
lems are presented by a wrong selection of regressors or data points.

Other issues should also be taken into consideration such as unused data points,
problematic regressors due to poor activation of successor states, flat regressors,
low input excitation and linearly dependent regressors. These problems are solved
with the appropriate establishment of regressor activation thresholds, as well as
an appropriate selection of the type of regressor to be used, for more details, see
Section 6.4.

Our proposal is:

1. explore the state space using learned/predefined controller in order to get
dataset for applying ADP-LP approach.

2. solve the lower-bound ADP-LP setup in Section 7.3, obtaining a parameter
vector θLB,

3. compute the policy π form the lower-bound value function estimate.

4. Iterate 1–3 until a suitable stopping criteria is met.

7.4 Simulation example

Consider a nonlinear second-order discrete-time model:

xt+1 =
[ 15
x1

sin x1
15 0.0049

0 0.9540

] [
x1
x2

]
+
[
0.0021
0.8505

]
u (7.4)

The state space is defined for the position α in the range [−π, π]rad, the angular
velocity w in the range [−16π, 16π]rad/s, the control input range [−5, 5]V, and
the sampling time is 0.005s.

The control problem will be stated using the quadratic cost with: L(x, u) =

xTQx + uTRu with Q =
(

5 0
0 0.01

)
and R = 0.01. The discount factor will be

set to γ = 0.99. Additionally, we define two terminal regions T = T1 ∪ T2. The
first region T1 has a cost of 1000 when the system abandons its defined operation
region and the second region T2 defined by an inner ellipse has an LQR cost equal
to 6.914. The data-availability (operating region) D is defined by the region of the
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state space in which the data has activated the regressors used to approximate
the value function. The representation of the regions is shown in Figure 7.1.

7.4.1 Controller

Initially, the exploration is carried out with a PD controller. It was implemented
to gather the dataset at the beginning of the simulation, but also it is a backup
controller in regions where the learning-controller is not defined. The control
action of the PD controller is described in the equation (7.5).

uPD = −Kp(α− αref )−Kdw (7.5)

We introduced a probing noise signal in the PD control action in each time step
in order to get a PD exploration input uexplPD ; it is shown in the equation (7.6).

uexplPD = uPD(1 + ρ) + ρ · Inputmax, ρ = rd ·Knoise, (7.6)

for Kp = 50, Kd = 0.5, Knoise = 0.70 and rd is uniformly distributed random
number (rd ∼ U(−1

2 ,
1
2)). Note that the final control action has multiplicative

and additive noise. The Figure 7.2 represents the iteration 1 with a initial PD
controller. In the exploration step, a noise signal is used in both the control signal
and initial point in each trajectory. The learned-controller is obtained using the
equation (7.9).

7.4.2 Exploration

In each iteration, an exploration step is done. The dataset consists of 10 trajec-
tories with 50 samples each one. The initial point x0 is [−1.9780; 30.9571] and
the final reference point is [0; 0]. In each trajectory, the initial point is computed
with a normal distribution N(x0, σ

2) where σ = [0.25; 1.5]. The control action to
explore is defined like:

uexpl(x) =
{
uexplIADP x ∈ D
uexplPD x ∈ T

(7.7)

uexplIADP = uIADP (1 + ρ) + ρ · Inputmax (7.8)
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Figure 7.2: Initial dataset obtained using a PD exploration controller. The initial explo-
ration is performed by adding probing noise to the PD controller in order to generate a
dataset composed of several trajectories from the same initial point.

uIADP = πk(x) = arg min
u∈U

(L(x, u) + γV (f(x, u), θk)) (7.9)

7.4.3 Discretised state and action spaces

The grid of the state space has a granularity of 55 × 55, and the input action is
discretised in 11 points. In each iteration, the samples active in an incremental
way the region where the regressors are excited. The region of influence of each
regressor is activated if the samples exceed a threshold, and there is a minimum
number of samples in its influence area.

7.4.4 Regressors configuration

The regressor to be tested is a two-dimensional 55×55 LUT (triangular member-
ship functions). The minimum threshold value is 0.01, and at least two samples
are required to activate the regressor. The samples in the terminal regions are
not used because the regressors are not defined in these regions. The terminal
cost is 1000 to samples that do not excite at least four regressors from the active
neural region. This adjustment attempts a cautious exploration at the edges of

136



7.4 Simulation example

Figure 7.3: Active neural region with the initial dataset. The region is defined by the area
of influence of each active neuron.

the active neuronal region. With these specifications, the only regions that are
enough excited are shown in green in Figure 7.3.

The inequalities of the LP problem are formed using the dataset, the neuronal
regions that have been activated and terminal regions. Once the LP is resolved,
a new controller for the exploration in the next iteration is obtained. Note that,
the new controller is only defined in the regions where the regressors are active.
Therefore, exploration is performed with a combination of the learned controller
and the initial PD controller.

The Figure 7.4 shows some iterations in the learning process, and the comparison
between the initial PD controller, incremental controller, and the ADP controller
obtained if the LP problem had been solved with the whole dataset. Note that
in each iteration, the dataset increases progressively with the data from each
exploration.
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(a) Iteration 1

(b) Iteration 5
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(c) Iteration 10

(d) Iteration 15
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(e) Iteration 20

(f) Iteration 35

Figure 7.4: Iterations performed in the learning process, the neuronal active region in-
creases in each iteration due to the combined exploration of the learned controller and the
predefined (backup) controller.
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7.5 Conclusions

This chapter has presented a methodology that includes learning suboptimal con-
trollers using linear programming to approximate dynamic programming. The
necessary conditions and requirements are the use of terminal regions and re-
gressor regularisation to produce well-conditioned solutions. The result is an
approximation of the lower bound of the value function in the region of specific
interest in which there are exploration samples. Through exploration using an
initial controller and then a learned controller, the learning region will increase
progressively. The methodology has been validated by means of a simulation in a
discrete system of which we know its optimal solution in order to compare them.
With this approach what has been achieved is to obtain results very similar to
those that would be achieved if the whole set of data of the system were available.
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Conclusions and future work

8.1 Conclusions

Dynamic programming and reinforcement learning are methods that solve se-
quential decision problems and provide an optimal solution to them. This type
of problems appears in a wide range of applications in science and engineering, so
its study and development have increased in recent years. Despite their success
in several applications, these methods are limited to problems of small dimension
and whose states and actions are discrete and can be stored in tables, in addition
to another problem that usually requires a large amount of data to learn optimal
policies. In this context, the motivation of this thesis is to develop methodologies
that help solve these limitations. The following are the main conclusions drawn
from the research carried out.

Chapter 2 is focused on the description of concepts that cover the systems with low
dimensionality with finite number of states. Initially, the elements of the DP/RL
problem are described by the Markov decision process. The most popular DP
algorithms are policy iteration and value iteration. They solve the exact DP
problems in an iterative way, and the convergence to the optimal solution is
guaranteed. The main difference between DP and RL is the need of the model
in order to compute the optimal solution; therefore, DP algorithms are model-
based, and RL algorithms are model-free. The RL methods do not need the
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model, and these methods use the data obtained in the interaction/exploration of
the controller on the system. In this context, the RL methods can be considered
an extension of the applicability of the DP principles to problems where the model
is not available.

Although RL does not use a model, the limitation to discrete finite problems of low
dimensionality persists. In order to face problems it is necessary to use methods
of approximation of functions, which is dealt with in Chapter 3. The approxima-
tion methods can be parametric and nonparametric. In parametric methods the
number of adjustable parameters is fixed in the whole learning process. On the
other hand, in the nonparametric methods, the number of adjustable parameters
is variable and depend on the samples. The convergence properties to the optimal
solution are lost when approximation functions are used. One way to efficiently
manage data is through the use of batch algorithms; they use techniques of expe-
rience replay and supervised learning that improve the approach and add stability
to the algorithms. Finally, the problems of dynamic programming and approxi-
mate dynamic programming can be raised as a problem of linear programming.
Applying this approach, what is obtained is a lower bound of the optimal value
function by relaxing the Bellman equation by inequality constraints.

Chapter 4 describes policy search (PS) methods, they find the optimal policy
optimising directly over the parameter space. The optimisation over the param-
eter spaces allows solving RL problems in continuous spaces. The policy search
methods can be model-free or model-based. Model-free methods are widely used
as they calculate solutions using data only. In general, model-free PS methods
have three steps that are repeated iteratively and these are exploration, the pol-
icy evaluation and policy update. The policy update stage is essential in this
approach; the techniques for performing policy update are generally gradient or
gradient-free. There are a variety of algorithms that have been successfully ap-
plied in many robotic and electromechanical systems. On the other hand, when
the model is available, or the model can be obtained, PS techniques based on the
model can be used. These techniques generally learn the system model, with this
model, they simulate experiments, learn a new policy, and finally, this policy is
used in the real system.

Chapter 5 presented a fuzzy fitted Q-function methodology to obtain approxi-
mately optimal controllers based on Takagi-Sugeno systems. The method first
proposes to identify a fuzzy model based on collected data, incorporating par-
tial model information via the memberships arising from sector-nonlinearity TS
theoretical models. Second, a guaranteed cost controller based on LMIs can be
designed for the identified system. Last, based on this controller, we can use it to
initialise a fuzzy function approximator of the Q-function and apply Q-function
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fitting algorithms from the same dataset used in the identification phase. The
Q-function fitting step can be carried out with standard policy/value iteration
or, alternatively, if there are convergence problems, via generic (monotonic) op-
timisation algorithms. Examples illustrate that the methodology proposal (LMI
initialisation plus monotonic optimisation) is advantageous with respect to stan-
dard PI/VI (which may have convergence issues) or BRM (which may converge
to a local minima if not properly initialised). This methodology combines model-
based optimal control (via identification) with data-based learning. We have
shown that the proposed initialisation (guaranteed-cost controller for the iden-
tified TS system) can be considered a good starting condition for most fitted
Q-function algorithms. The chapter presents results both in simulation and with
real experimental data from an inverted pendulum.

Chapter 6 describes a methodology for learning optimal controllers based on data.
It described a methodology based on earlier linear-programming approaches to
approximate dynamic programming, this methodology includes terminal ingre-
dients and regressor regularisation to produce well-conditioned and reasonably
accurate solutions to optimal control problems. This solution does not have the
convergence problems of other classic iterative algorithms. In addition, we have
analysed the conditions in which this problem will provide adequate and well-
conditioned solutions and, therefore, can be considered as a good approximation
of the problem to be solved with a few parameters, in comparison with imple-
mentations based on interpolation of tables (with guaranteed convergence at the
cost of a large number of adjustable parameters). The results are an approxi-
mate lower and upper bounds of the value function, so the gap between them
can guide regressor choice. Although, in the simulation examples of this chapter
are equispaced RBF neural networks or polynomial regressors have been used, in
each specific problem another distribution of neurons or other types of regressors
could be contemplated in order to try to obtain reasonable performances with
a reduced number of parameters. Additionally, the validity of the approach has
been experimentally tested in a inverted pendulum in order to learn the swing-up
policy.

Chapter 7 presents an improved version of the methodology that use linear pro-
gramming to approximate dynamic programming is presented. The necessary
conditions and requirements are the use of terminal regions and regressor regu-
larisation to produce well-conditioned solutions. The result is a lower bound of
the value function in a specific region where there are exploration data. Through
exploration using an initial controller and then a learned controller, the learning
region is progressively increased. The methodology has been validated by means
of a simulation in a discrete linear system of which we know its optimal solution in
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order to compare them. With this approach what has been achieved is to obtain
results very similar to those that would be achieved if the whole set of data of
the system were available.

8.2 Future work

The results obtained motivate us to expand our focus in several directions. The
methodology proposed in Chapter 5 provides approximately an optimal controller
based on TS modelling; this approach can be extended to applications that con-
sider additional constraints. For example, the saturation of control actions can be
included to obtain more realistic situations. Additionally, the methodology could
be validated in an n-degree of freedom (DOF) system in which the identification
and modelling would have to be computationally more efficient and mainly solve
modelling uncertainties. Going one step further, the objective for future work
would be a real-time implementation.

In Chapter 6 the idea of relaxing of Bellman’s equation is used, changing equality
for inequality, in this way a problem of linear programming is posed to calculate
a lower and upper level of the optimal value function V, the approach for the im-
provement of this approach would be the use of Q value functions in combination
with neural regressors or even deep neural networks. The same considerations
can be considered for Chapter 7 to generalise their application and validate the
methodologies proposed through their implementation in real platforms. In ad-
dition, combine this methodology with actor-critic architectures, especially with
policy search algorithms that require the evaluation of the approximate value
function.
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