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Abstract: A number of e-voting systems have been proposed in the last decades, attracting the
interest of the research community. The challenge is far from being fully addressed, especially for
remote systems. In this work, we propose DiverSEC, a distributed, remote e-voting system based
on Shamir secret sharing, operations in Galois field and mixnets, which enables end-to-end vote
verification. Parties participate as nodes in the network, protecting their interests and ensuring
process integrity due to the conflicting interests. The threat model is very conservative, not letting
even the most privileged actors to compromise votes privacy or integrity. Security in depth is
implemented, overlapping different mechanisms to offer guarantees even in the most adverse
operating conditions. The main contributions of the resulting system are our proposal for secret-
sharing among the political parties, which guarantees that no party can compromise the integrity of
the ballot without being detected and identified in real time, and the computational and architectural
scalability of the proposal, which make it easy to implement.

Keywords: e-voting; remote voting; verifiable voting; secret sharing

1. Introduction

During the past decades, the e-voting research field, essential for the development of a
bigger concept called e-democracy, has been attracting growing interest. First, because elec-
tions are a critical requirement for the proper operation of the current representative-
democratic government systems. Second, because we have experienced an explosive
digital development that enables alternative voting methods. In this moment, there is
powerful and efficient hardware with an acceptable cost. At the same time, there are lots of
technology-related and highly-capable professionals. Both circumstances enable combining
elections and digital automation.

E-Voting systems present immediate advantages over the paper ballot system. They
are more inexpensive and time-efficient, because traditional elections require the orchestra-
tion of many people and many resources in order to offer security guarantees. Electronic
elections can be not only simpler and cheaper, but also more user-friendly.

This idea is not novel. There are many publications about e-voting, and real-world
cases of elections powered using digital resources [1,2]. However, this fact does not imply
that e-voting has been properly accepted. These cases have been mostly affected by
controversy. In fact, several subsequent analysis over these real-world cases have revealed
that the protocols and systems chosen by the officers were not designed from a secure
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perspective and had serious vulnerabilities [3,4]. For this reason, we need cryptographic
techniques and a secure design. Powerful hardware and a developed IT industry are not
sufficient by themselves. A correct design is not only meant to guarantee the integrity
and privacy of the vote; it is also important in order to gain the trust of users. Specially
nowadays, when the popular opinion of e-voting is not completely favorable.

There are already several e-voting proposals, which use cryptography to solve these
requirements, but we can still find weaknesses that must be solved before we take an-
other step forward. This paper contributes to bridge this gap by proposing DiverSEC: a
distributed, remote e-voting system (REV) which satisfies desirable properties like ballot
secrecy, integrity and verifiability, incorporating elements such as Shamir secret sharing
and polynomial rings, and a novel architecture based on a mixnet, which distributes re-
sponsibility of the process among the different political parties. As a result, none of them
can hinder the integrity of the ballot without being detected and identified by the others
in real time. The proposal is also flexible and easy to implement, with a computational
complexity that is linear to the number of voters, which can be easily divided in electoral
districts if needed.

The rest of this paper is organized as follows. Section 2 reviews the desirable properties
for an e-voting system, and briefly discusses the most relevant proposals to date. Then
Section 3 presents the threat model where our proposal operates, while Section 4 describes
the actual proposal: the DiverSEC e-voting system. Section 5 discusses the main properties,
strengths and limitations of our approach. Finally, Section 6 summarizes our conclusions
and sheds light on some future research directions.

2. State-of-the-Art
2.1. Desirable Properties for E-Voting Systems

There are several properties that are required of e-voting systems, from the basic prop-
erties extracted from traditional paper ballot elections (e.g., ballot secrecy or legitimacy),
to other requirements, inherent to electronic alternatives. These have been already listed
and explained by security researchers [5]. In the following, we briefly discuss the ones
more relevant to our work:

• Ballot secrecy : Only the voter can know the actual vote. In an e-voting system, this
means ensuring vote confidentiality against other voters, against attackers, and even
against the very entity performing the election.

• Legitimacy: Only previously registered participants can vote. That is, in the final
ballot there must not be any vote from an unauthorized participant. In electronic
systems, this is guaranteed via authentication.

• Eligibility: Just as illegitimate voting is not allowed, legitimate voters can emit only
one vote.

• Accuracy: The final result accounts for all legitimate votes, without any alteration
between emission and tally. This is related to vote integrity.

• Individual verifiability: The voter can verify the correctness of the election process
she has participated in.

• Coercion resistance: A voter can freely emit a vote even under coercion from a third
party. The usual way to achieve this property is by means of the impossibility for
the voter to prove her own vote. In this way, a third party cannot be sure of the final
decision of a voter, which indirectly de-incentivize coercion.

• Robustness: The system remains dependable even when some actors actively attempt
to corrupt the process. The types of corruption attempts are pre-defined. This is an
important requirement for an e-voting system, due to the number of actors involved.
The system must be designed taking into account the possibility of corrupted input.

These requirements are not completely independent. Some are connected between
them (e.g., accuracy and verifiability). Others have a certain degree of incompatibility, like
ballot secrecy against verifiability, and individual end-to-end verifiability against coercion
resistance. This is because the ability to track your own vote across the system implies
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having exclusive information, and voters could offer their private verification information
to an attacker. Therefore, this balance is typically the most difficult to satisfy.

Taking this into account, the goal is to achieve a reasonable compromise, adapted to
the current needs of the situation and the voters, and to the advantages that we deem most
valuable of the e-voting protocols over traditional ballots.

Besides the basic properties, there are other kinds of concerns about e-voting systems
we should solve before deploying them, regarding, for instance, electronic system guar-
antees. Given any e-voting system, the voters have little knowledge of what’s happening
under-the-hood, beyond their interaction with the system. This is why an open-source pub-
lic formalization is deeply encouraged. However, an open-source software implementation
of the e-voting system is not enough to solve this distrust, because it does not necessarily
imply that everyone in the system is running the open-source implementation [6]. Further
on, we will describe the threat and adversarial model we have considered for our proposal
but, for the moment, the most cautious choice is to be wary of every actor in the system.

Under this assumption, the only way to guarantee the voter’s security and trust,
along with the tally’s integrity is a secure design. An e-voting system is resistant even to
corruption coming from inside the system’s most privileged actors only if:

• The voter sends only the minimum information to the system for the entire process
to be completed correctly. The most critical point here, is that, with that minimum
amount of information, a malicious privileged actor should not be capable of compro-
mising the security of the vote.

• A malicious administration is not able to convincingly fake the tally. A usual way to
achieve this are distributed tally systems, in which there are no centralized tally au-
thorities. The degree of distribution may vary, ranging from a few nodes, as is our case,
to self-tallying systems where every user may perform the tally independently [7].

These two conditions allow the voter to participate securely in the election with-
out checking the software of the rest of the nodes. [5] regards this property as software
independence, although the author also refers to unintentional errors, not only inten-
tional corruption.

2.2. Protocols and E-Voting Systems to Date

We can find a wide variety of e-voting protocols in the literature, for a wide diversity
of scenarios, ranging from direct-recording electronic voting machines (DRE) to remote
systems, varying the use they make of cryptography, and so forth. The first relevant
proposals, driven by renowned cybersecurity researchers are ThreeBallot [8], PunchCard [9],
Scantegrity [10]. These three proposals use paper ballots as physical backup and optical
sensors to guarantee the integrity and privacy of each user’s vote. The proposals are
original and creative, and are the context of our state-of-the-art. However, we try to advance
through our new proposal, towards a completely virtual, remote and verifiable approach.

Regarding the use of cryptography, we can find several categories of protocols, de-
pending on the mechanisms used [5]:

• Mixnet [11]: They use a layered architecture where a chain of proxy servers is created.
These servers receive an input with data from different sources, and they pass the
data to the next proxy after a random permutation. This makes impossible to trace the
source of an input to the system (unless all nodes are corrupt). This is the underlying
principle of networks like Tor [12]. Some protocols that use mixnets are [13,14].

• Blind signature [15]: With a blind signature a principal obtains a cryptographic
validation for a message from another principal, without disclosing the message to the
latter. Typically, a voter gets the blind signature for her vote from the administration,
without the administration knowing the content of her vote. Some protocols that use
blind signatures are [16,17].

• Homomorphic encryption [18]: They use cryptographic techniques enabling to pro-
cess the information without decrypting it, therefore handling votes in an aggregate
manner without revealing individual votes [7,19,20].
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• Blockchain [21]: Blockchain is an emerging technology that jumped to the popu-
lar culture during the last years, mainly because it is the base of cryptocurrencies.
The principle of blockchain is a data structure that organizes items of information in
blocks, which are connected through hashes. The blockchain data is distributed, stored
and validated by the nodes. This is just a very small summary of this technique, since
it is the most complex point in this list, with lots of variations, different consensus
algorithms, and further analysis.
We have seen an extraordinary number of e-voting proposals using Blockchain [22].
However, we consider that this technology is not suitable for a really secure e-voting
system under our current threat model (at least in its current state). The main draw-
backs of the blockchain technology are its poor scalability, and the needless computa-
tional and energetic waste [23]. Recently, the alternative ’Proof of Stake’ consensus
algorithm has been proposed to replace ’Proof of Work’, as a means to solve the
computational problem, however, it still presents serious security drawbacks [24].
Although we have evaluated that, in our threat model, its advantages do not over-
weight its problems, there are some key design decisions we would like to extract and
apply to our proposal: a distributed network, and global verifiability of the messages
sent through hashes.

• Shamir’s secret sharing [25]: It is a well-known cryptographic technique, although it
is used significantly less often in e-voting [26]. It has been recently used in very
diverse application areas, such as randomness [27] and authentication [28]. The naive
version of Shamir’s secret sharing presents some known flaws, but, at the same time,
there are known solutions to these problems. For example:

– If this scheme is deployed using standard integer arithmetic, it does not fulfill
all the basic properties of the secret sharing concept. This is because shares leak
data about the secret. This is solved easily in our proposal using a finite field.

– This scheme is not verifiable. While there are schemes that aim to solve this issue,
like the ones based on PVSS [27], in our proposal we solve it using our own
integrated mechanism, as we will see below.

– If the shares are revealed sequentially, the last shareholder can alter the last share
in order to manipulate the output of the interpolation process. The easiest way to
overcome this issue is to force the shareholders to publish a hash of their shares
first, so they cannot change their share. This is typically called ’commitment’.

These groups are not exclusionary. In some cases, multiple techniques are overlapping
in the same e-voting system, and approaches are classified according to the main principle
of the schema.

In this moment, the most accepted and relevant remote and verifiable proposals are
Helios and Civitas/JCJ:

• Helios: Helios [6] is an e-voting system designed to be used through a web browser.
It takes Benaloh’s Simple Verifiable Voting [29] as base. It is a centralized system
that attempts to provide the two most basic and fundamental properties, integrity
and privacy. The author prioritizes absolute integrity over the secret ballot in the
worst case. Helios deliberately ignores the problem of coercion, arguing that it is an
inherent problem of REV proposals. The verification processes are interactive, that
is, the voter’s guarantees do not depend on the amount of information sent, or the
information publicly available. Instead, the verification is based on the outcome of the
voter’s interaction with the central Helios server and/or with the different participants
of the mixnet.

• Civitas/JCJ: Civitas/JCJ is another approach to remote voting, which employs anti-
coercion measures, through duplicate identities [30,31]. During the registration phase,
a valid ID is obtained, in addition to other fake credentials. These fake credentials,
which must be removed from the final count, are able to confuse a potential attacker
as they are indistinguishable from the real one. In order to satisfy this complicated
requirement, this system relies on loose assumptions. This is, voters have to place
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more blind trust because its threat model is more permissive. Under a more critical
analysis, these more relaxed assumptions are directly against the property discussed
previously: strong and blind voter guarantees. The initialization phase is distributed,
while vote counting and publication is done from the central server. Like Helios, vote
privacy is based on a mixnet that obfuscates the origin of each virtual ballot, encrypted
by the user.

Additionally, the most recent research has tried to refine both proposals. For example,
we can mention:

• Ordinos [32]: Ordinos is an improvement to the Helios voting system. Its most promi-
nent feature is called ’tally-hiding’. Through the use of a multi-party computation
network, the system exposes a result calculated from the tally, instead of the tally
itself. Like Helios, it is verifiable end-to-end, accountable, and it trusts the central
Helios server.

• Incoercible fully-remote electronic voting protocol [33]: This system is not exactly
based on JCJ/Civitas. It takes it as an inspiration, while the authors address its
recognized problems and propose a new alternative that overcome said vulnerabilities.
However, we can still perceive relaxed assumptions.

3. Adversarial and Threat Model

In any system, from a security point of view, it is crucial to specify the participants,
their motivations, and what malicious behaviour is expected from them. Once we have
established the desirable properties from our system and the threat model, we can analyze
the proposed system, its strengths and vulnerabilities.

In our e-voting proposal, there are three different types of participants.

• Administration: It is the organization that manages the entire voting process. It
would correspond, for example, to the government in the case of a national or regional
election. We can expect the administration to be dependent on one or more political
parties in power at the time of the election.
Their main interest is that the voting process develops correctly and that the results are
valid, since all users can verify their vote. Moreover, considering that this organization
may not be independent, we have to consider a malicious partisan interest. It could
try to manipulate the result in its favor with its special privileges.

• Parties: Each political party participates in the electoral process with a server that
collects part of the fragments of information needed to later reconstruct the result. It
is to be expected that the parties will have conflicting interests, for selfish reasons in
a competitive environment, and for differences in their doctrines. Perhaps, in some
cases, there may be complicity between two parties close in the ideological spectrum,
although experience reveals that competition for votes is the priority during elections,
unless these two formations present a joint candidacy (in which case, for technical
purposes in this model, they are counted as a single party). Joint or independent
corruption of the total number of parties is not considered viable.
Their main motivation is to win as many votes as possible. In the balance between
the struggle of interests from all parties, the security of the vote is ensured. Their
possible attacks are based on discovering the vote of some users, buying their votes,
or modifying the votes during the voting as much as possible so that the result is
favorable to them. The rest of the parties will not accept attacks, since their interest is
also to protect their votes.

• Voters: They are the users of the system, registered in a census, who have the right to
vote (only once) in the voting system. They are the least privileged participants within
the system and they do not hold responsibilities. This is the largest group, and at the
same time the most varied and unpredictable. The margin of action they may have is
reduced to a minimum.
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Their primary legitimate interest is to vote, and then verify their participation in the
final tally. However, malicious voters may try to boycott the election or vote more
than once to gain an illegal advantage for their political choice.

It is important to emphasize the fact that political parties and the administration are
public entities, and are subject to public scrutiny. This means that there are two levels
of security measures against attacks coming from the administration or from political
parties (which are the privileged agents of the system, since voters barely have attack
margin). At the same time, we can actively try to block attacks and try to make them
visible. The moment one of these entities attempts an attack to manipulate the vote, it will
be detected by the rest of the actors. The parties and the administration must maintain a
positive image in the eyes of the citizens. The empirical and demonstrated exposure of an
attack coming from a public entity would terribly undermine their credibility.

4. The DiverSEC Proposal

Here we describe our remote e-voting proposal in detail, with a section for each of its
stages: initialization, vote generation, authentication and casting, mixnet, recomposition
and publication.

4.1. Initialization

In the first phase of the protocol, the administration establishes all the parameters
and publishes all the information to the rest of the participants. We will list all the actors
involved, the parameters that are published and their notation.

• Parties {p1, p2, p3, . . .}: P parties participate in the voting process, noted as pi, 1 ≤ i ≤
P. Their network addresses IPpi and all their public keys (that have been generated
for this system) Ki are published. Every party has been assigned a public coordinate
in the X axis. This parameter is important for the purposes of Shamir’s secret sharing
scheme. From now on, and without loss of generality, we will assume that for every
pi, x = i.

• Options {0, 1, 2, 3, . . .}: There are O options to vote on. This number of options is
necessarily a prime number. If the number of options required by the situation is
not a prime number, then the next higher prime is selected by adding blank padding
votes. The options include the blank vote and all parties as a minimum. Addition-
ally, it is possible to add other alternative options. The list, known at initialization
time, includes the numbers in FO along with the option each one of them represents.
For example, this is a possible list for O = 7:

– 0: Blank vote
– 1: Party A
– 2: Party B
– 3: Party C
– 4: Party D
– 5: Alternative E
– 6: Blank vote

• Voters {v1, v2, v3, . . .}: Citizens who have the right to cast a single vote and to verify
the result later. They are identified by their public key, within the current PKI. The cen-
sus is public, as it happens in a traditional election, linking voter and public key. V is
the number of registered voters, and vj, 1 ≤ j ≤ V is the denomination of each voter.
Each voter’s public key is Kpub,j.

• Mixnet sequence (M): The administration establishes an order for the parties, or in
other words, a distribution of the set {1, 2, . . . , P}. Any permutation is equally valid,
but we assume from now on that an ascending numerical order is chosen for its
simplicity. M is, in fact, a cycle, since the last party of the sequence will precede the
first. We denote by Mi the sequence M shifted so that the last element is i.
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• Authentication challenge (Rau): Random prefix that will serve as a challenge in the
authentication phase, to avoid replay attacks.

• Recomposition challenge (Rrc): Random prefix that will serve as part of the random
number that will later be used to recompose the fragments of each vote.

All these parameters must be communicated to each voter, personally or through a
public ‘board’. The method used is irrelevant. From now on these elements are assumed
to be common knowledge. Figures and examples will be used to illustrate the procedure
graphically, with four parties and five options, hence P = 4, O = 5, M = {1, 2, 3, 4}.

4.2. Vote Generation

In order to cast a vote, each voter must generate a polynomial that reflects her or her
voting intention. This phase is divided in two parts, the generation of the polynomial and
the packaging.

We work on the finite field defined by the elements of FO, mod O. The voter generates
a random polynomial of degree P− 1, f (x) = a0 + a1x + a2x2 + . . . + a(P−1)x(P−1), whose
threshold is k = P. The free term a0 represents the option chosen by the voter, according to
the published list of options. The rest of the terms {a1, a2, . . . , a(P−1)} are random integers
in the finite field FO. Fixed the polynomial f (x), all the shares f (i) are calculated, one
for each party, 1 ≤ i ≤ P. An example for the polynomial f (x) = 2 + 3x + x2 + 3x3 is
illustrated in Figure 1.

f (0) = 2; f (1) = 2 + 3 + 1 + 3 = 4; f (2) = 2 + 1 + 4 + 4 = 1; . . .

Figure 1. Obtaining shares from the generated polynomial.

With the computed shares, the voter generates a recomposition nonce using the prefix
and a random private part generated by each voter j: Nrc,j = Rrc ‖ Randj. The voter must
remember her Nrc,j in order to verify her vote later. Then, the shares are encoded and
encrypted as follows.

1. The share and the nonce are concatenated: “ f (i) = . . . , Nrc = . . .”
2. The shifted mixnet sequence Mi is obtained, so we can iterate from the last element i

to the first.
3. For each index m, the voter takes the current state of the share and the nonce and

encrypts it for the party pm with its public key.
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4. During each iteration, the voter saves a hash of the current state of the packet of share
and nonce, from plaintext until it has been encrypted P times.

After this process, each point f (i) of the polynomial attached to Nrc has been en-
crypted using the public keys of all parties. The encryption order is determined by each
shifted sequence Mi. The result is called SCi. In our example scenario with four parties,
the sequence M2 used to encrypt the second share, would be:

M = {1, 2, 3, 4}, M2 = {3, 4, 1, 2}

SC2 =

{{{{
f (2) = 1, Nrc,j = d5a3bb . . .

}
K2

}
K1

}
K4

}
K3

,

where Nrc = d5a3bb . . . represents the random nonce.
The voter must store an array of size P(P + 1). This data will be used to verify the

correct transmission and decryption of each share through the network. Figure 2 shows an
example for a voter Alice.

Figure 2. Hashes corresponding to voter Alice, for mixnet stage verification.

4.3. Authentication and Casting

Authentication is performed via public key, since the voter census includes their
public keys and has been disclosed in the first phase. A process analogous to the public-key
method of the SSHv2 protocol, documented in RFC4252 [34], is used. In this system,
the voter digitally signs her intention to vote, along with her name, her public key, and the
challenge Rau. This signature is sent to each of the parties and the administration.

Once the voter is authenticated, parties then accept only one encrypted share from
each voter. The voter distributes her information as follows. Each point f (i) must reach
the party pi, which is in charge of the position x = i. For this reason, the voter takes each
encrypted share SCi and observes its order Mi, which ends at the party pi. The first element
of Mi is the start of the chain, so the voter must send each SCi to the first index of that list
(Figure 3).
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Figure 3. Each SCi traveling through the node chain.

4.4. Mixnet

The mixnet phase begins when all voters have cast their shares. Of the total census,
of size V, only a subset consisting of V′ voters, where V′ ≤ V, participates. It is to be
expected that not all voters use their right to vote. This subset is known, moreover, given
the authentication signatures, which are shared by all parties and the administration.

Before starting, all parties confirm the reception of V′ encrypted shares and different
voter signatures. They publish a list of hash of all the SCi they own, for voter verification.
From now on we note as a hash-list the result of calculating the hash of each of the
encrypted shares held by a party at a given time, in ascending order with respect to the
hash, instead of the origin. This detail is critical; the order of the hash-list does not provide
any information about the order of the preimages. Then, the rounds of the mixnet begin:

• Each party calculates the hash-list of all the encrypted shares received, and compares
it with the hash-list published by the previous node, to make sure that there has
been no manipulation. The first round does not rely on this check, since the previous
node is not a party but the voters, and they have already checked the hash-list at
the beginning.

• Each party decrypts all shares received with its private key, removing one of the
encryption layers.

• Each party calculates the hash-list after decryption, and publishes it for verification by
the voter the following party.

• Unless it is the last round (the last encryption layer has been removed), each party
randomizes the order of its encrypted shares, and sends them to the next node,
according to the cyclic order defined by M.

After P rounds, every encryption layer is removed, and each party pi has V′ shares
in plaintext. Figure 4 shows this process by isolating the shares of party p2. Five voters
cast their SC2 to p3, and reach their destination after passing through all parties. Each one
decrypts the layer it can, publishes the hash-list and transmits their data to the next party,
randomizing its order. In each published hash-list, an entry has been highlighted. Figure 2
shows a column of the matrix that Alice has saved in a previous phase. Alice can verify
that, in each of the published lists, her share is in the state it should be. As a result, her
share has not been tampered with or deleted.
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Figure 4. Mixnet example isolating shares from p2.

4.5. Recomposition

Each party has, at this point, a list of V′ nonces Nrc,j. Voters themselves may attempt to
attack the integrity of the election. Therefore, the list of nonces for each party is published.
Those entries that do not include the required prefix Rrc are removed, and those that do
not appear on all lists are removed. The rest, which are valid, are sorted according to a
common rule. For simplicity, we have assumed an ascending order.

In Figure 5, we show how the nonces for our example have been ordered, and one
inconsistent nonce, sent by Mallory, has been removed. Voters know their nonce, but no
one else can link nonce to voter.
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Figure 5. Ordering of the nonces.

From now on, we work on the finite field FOV′ . Being a finite field which cardinality is
the power of a prime number, the elements of the set are not numbers anymore, they are
polynomials, according to the theory of finite fields [35]. In this case, the polynomials that
form this field are of degree V′− 1 and the coefficients are integers mod O. We will call them
sum polynomials s(α) = t0 + t1α + t2α2 + . . . + t(V′−1)α

(V′−1). We will denote as si(α) the
sum polynomial of each party pi. Each of them composes its sum polynomial as follows:
Taking the ordered list, each party p(i) determines all coefficients (t0, t1, t2, . . . , t(V′−1))
with all points f (i) received, ordered according to their nonce. In other words, t0 will
correspond to the f (i) whose nonce is first in the list, t1 will correspond to the f (i) whose
nonce is second in the list, and so on.

4.6. Publication

After computing the polynomial sum si(α), each party publishes the hash digest of that
polynomial, using random padding to avoid precalculation attacks. The space of possible
polynomials is OV′ . Therefore, given a large number of choices and voters who have
participated, an attack based on the precalculation of all H(s(α)) may be unapproachable.
However, adding random padding provides extra security without drawbacks.

Once every polynomial hash H(si(α)) has been published, the parties publish the sum
polynomial in plaintext. It is possible to check that the hash and the polynomial match,
and in this way we avoid asynchronous publication attacks, this is, that the last of the
parties can observe the information of the rest to elaborate an illegal si(α), which does
not correspond to reality, in order to tamper the results. In Figure 6 we see an example of
sum polynomials.

The voting result can be checked by all actors in the system at this point. We denote as
u(i) the polynomial of degree 0 whose free term is i. By interpolation, we must compute the
polynomial R(x), given the points {R(u(i)) = si(α), 1 ≤ i ≤ P}. The result of the voting
process is found in R(0), which is a polynomial of degree V′ − 1, with V′ − 1 coefficients.
Each of the coefficients, integers of the field FO, is a vote, according to the table of options
defined from the initialization. According to the example in the figures, we look for a R(x)
such that:

R(1 + 0α + 0α2 + 0α3) = 3 + 1α + 4α2 + 2α3

R(2 + 0α + 0α2 + 0α3) = 1 + 0α + 1α2 + 2α3

R(3 + 0α + 0α2 + 0α3) = 4 + 1α + 1α2 + 3α3

R(4 + 0α + 0α2 + 0α3) = 3 + 2α + 2α2 + 2α3
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By interpolation, the polynomial of degree 3 we are looking for is:

(4 + 1α + 2α2 + 1α3)

+(4 + 4α + 3α2 + 3α3)x

+(4 + 3α + 1α2 + 1α3)x2

+(1 + 3α + 3α2 + 2α3)x3

The result R(0) = (4 + 1α + 2α2 + 1α3) reveals that option 1 has obtained two votes,
option 2 has obtained one vote, and option 4 has obtained one vote.

The voter can now verify her vote in R(0). First, the voter locates the nonce within
the ordered list. If this position is c, the coefficient of the term αc of the polynomial R(0)
must match the voter’s option, that is, the a0 of the polynomial it generated at the time.
In addition, the coefficients of the term αc of the sum polynomials si(α) must match each
share sent to each party, f (i). In Alice’s case, she must find the coefficients of α2 in the sum
polynomials si(α) and in the result R(0).

Figure 6. Sum polynomials according to nonces ordering.

5. Results and Discussion of the Contributions

In this section we describe the main results of this work and the ways in which it
contributes to the existing state of the art. First, we review the properties achieved by
the proposed schema. Then we outline its main strength, and also its current limitations.
Finally, we perform a computational analysis of the system.

5.1. Properties Achieved

In Section 2.1, we enumerated the list of properties expected from an e-voting system
according to the literature. It is appropriate to review them and check which ones this
proposal satisfies and under which assumptions.

• Ballot secrecy: In a REV system, this property takes on a double dimension. No
participant in the network, which is shared by voters, administration and parties,
should know the content of a voter’s ballot. We must decouple the vote from the
voter’s identity. This includes the data used to authenticates the voter, but also
from any other data which could be traced to a specific voter, such as its IP address.
The system must provide a solution to this problem without telling the voter to use a
proxy or hidden network service.
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The parties are directly involved in the process, collecting the shares, decrypting
them layer by layer and sending them to the next node, and then publishing the sum.
For this reason, the parties could violate the ballot secrecy, in two ways:

1. Decrypting each voter’s vote as it is cast. It seems impossible, if we consider the
cipher used to be secure. A single party must know or break the keys of all the
other parties and collect every share. Obviously, if the encryption is broken or
the keys are violated, there is no privacy.

2. Linking a clear vote to its origin. At the end of the mixnet phase, each party
receives a point of the polynomial function along with a nonce. If a party is able
to identify its origin, either by its IP address or by association with the digital
signature that authenticates it, then it would violate the secret ballot. However,
to identify the origin of a nonce from the beginning to the end of the mixnet,
it is necessary that all the participating parties, without exception, are corrupt
and conniving with each other. If only one of the parties randomizes the shares
without revealing the order, it is impossible to trace any share to its source.

Taking this into account, we claim the system satisfies ballot secrecy under our
threat model.

• Integrity: The integrity of each vote depends on the mixnet phase. Once the nonces and
sum polynomials are published, the outcome of the election is determined. However,
up to that point, the shares of each user are left vulnerable during the mixnet phase.
During one of the iterations, a party could alter the shares it owns. The loss of the
integrity of one or more shares of each voter results in the elimination of that vote
(since the nonces will not match). The corrupt party in question does not know which
vote it is manipulating, because of the properties of Shamir’s secret sharing. For this
reason, it would not be able to predict the outcome either. Assuming he could change
one vote for another, the result would be random and there would be no incentive to
perform such an attack.
In addition, there are two mechanisms to detect this phenomenon. On the one hand,
users can check the hash-list that is published per party and per round during the
mixnet phase. In this way, the voter is able to identify where an attack has occurred,
in which round and which party was the culprit. On the other hand, the parties
are forced to send consistent data. This is because, by randomizing and forwarding
the shares from party A to party B, party B can check, before decrypting, that the
hashes of what it receives correspond to those published by party A. With these two
mechanisms, corruption is detected both in the transmission between parties and in
the decryption, so there is no way to violate the integrity of the vote without it being
detected by the voter.

• Legitimacy and elegibility: The total census of voters, with their identity and public
key, is known from the beginning of the election process. This detail, coupled with
the fact that the proposed system is distributed, prevents a successful attack in which
an illegitimate voter participates, or a legitimate voter casts two votes. The length of
the signature list and the hash-lists must match for all parties, and must be constant
throughout the iterations.

• Verifiability: Voters can verify their votes end-to-end against the final tally thanks to
the reconstruction challenge. The shares published must be the ones cast, and the vote
must match the one cast. In addition, each voter can also verify their hashes during
the mixnet. This verification reveals which party is the culprit of the attack.

• Coercion resistance: This proposal does not implement receipts issued by the admin-
istration or by any other means to verify the vote. Instead, it is the voter who generates
a random nonce that identifies all the shares. Once these nonces are published and
sorted, then there is no possibility of a coercion attack. Prior to this point, however,
there is a vulnerability by which a voter could demonstrate her or her vote to a third
party. If this voter communicates the nonce used to a third entity, this entity can check
whether this nonce is in the ordered list of nonces, and the associated vote.
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• Error tolerance: There are several expected error cases in this proposed voting sys-
tem. Although not all of them have an associated troubleshooting protocol, they are
detectable in real time. The following cases are considered, ordered according to the
phase in which they might occur:

– Voters using integers outside the associated finite field.
– Voters sending authentication signatures and/or signatures only to part of the

parties.
– Parties refusing to accept authentication signatures and/or shares.
– Parties that tamper with shares during the mixnet phase.
– Parties that publish points and/or nonces that do not correspond to what they receive.

5.2. Computational Analysis

The proposed voting system has three main parameters on which the computational
complexity depends: the number of parties P, the number of choices O and the number of
voters V.

• P: The number of parties determines the number of iterations of the mixnet phase.
In addition, the voters have to encrypt their P shares, P times each share. The maxi-
mum complexity observed with respect to P is quadratic, O(P2), during the second
phase (vote generation), as we will observe in the following analysis.

• O: The number of options determines the finite field in which the users will operate
in order to generate their vote and the finite field in which the voting result will be
interpolated, FO and FOV , respectively. It does not affect the number of operations
done by the actors in our system.

• V: Assuming that all voters participate (the most conservative case), the number of
voters affects the finite field FOV at the time of polynomial interpolation. The voting
result is a polynomial with as many terms as voters, as are all polynomials pub-
lished by the parties. Thanks to the optimization presented in the following analysis,
the maximum complexity for this dimension is linear, O(V), found in the last three
stages of the protocol.

In order to analyze the feasibility of the system, it is necessary to delimit the ex-
pected range of values for each of these parameters. The reality is that in each country,
the configuration P, O, and V may change.

• P: The major parties tend to vary within the interval [2, 10], but the total set of parties
can be expected to be significantly larger. In any case, it is estimated that it will never
exceed 50 parties, and that this is a stable and controlled number.

• O: For simplicity we can assume that the value of O equals P + 1. In the most
conservative case, all political parties will actively participate.

• V: This is the most critical value for the computation analysis. In the worst case,
we can say that there are as many voters as the population of legal age with the
corresponding nationality. However, this assumption is rather extreme, since the most
typical case will be to fragment the elections in different polling stations, by necessity
of the corresponding electoral law or for technical convenience. In any case, it is
undoubtedly the largest parameter, and can be expected to be at least 1000 individuals.

Finally, we can list the phases of the system with their computational complexity.
For better scalability, we look for a low complexity class, so we can increase the number of
voters without making the execution of the process unfeasible. Typically, linear complexity
is usually desired.

1. Initialization: During the initial phase, the configuration is established along with all
the necessary elements, including addresses and public keys, are made public. This
phase does not require computational power.

2. Vote generation: Each voter generates a polynomial, computes the different shares
and packs them for distribution. The generation of a polynomial involves generating
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P− 1 random coefficients, and computing P points of the corresponding polynomial
function. These two operations are independent, so a linear complexity is observed
O(P). The second part involves encrypting each of these points for all parties. That is,
each of these P points is encrypted P times. The complexity in this case is quadratic,
O(P2).

3. Authentication and distribution: Each voter distributes authentication signatures
and her or her shares. The complexity is linear O(P).

4. mixnet: The mixing network involves as many rounds as there are layers of encryption
applied to the shares, therefore, the number of rounds equals P. Each round is
independent. The operations that occur in each round are decryption, randomization,
and computation of the hash of all the shares they manage. The complexity is linear
in these two dimensions, O(P) and O(V).

5. Reconstruction: The reconstruction of the polynomial sum of each party is, in short,
to order some coefficients according to the consensus list. The complexity is linear
with respect to the number of voters O(V).

6. Disclosure: This is the most computationally complex phase. Anyone can interpolate
the polynomial of degree P− 1 into the finite field FOV that fits the values provided
by the parties. The complexity of the polynomial interpolation itself depends on the
algorithm used, especially if we take into account that we do not need the whole
polynomial, but the independent term. Shamir himself states in her proposed scheme
for shared secret [25] that there are algorithms of complexity O(P log2(P)) for polyno-
mial interpolation. On the other hand the concern about operations on the finite field
FOV can also be solved, by translating each operation with polynomials of degree
V − 1 to V independent operations on the field FO, whose elements are integers mod
O. In this sense, the complexity is linear O(V).

The computational analysis reveals that the highest complexity observed is quadratic,
regarding the number of parties in the vote generation phase, when encrypting the points
obtained. This was to be expected, since the voter must obtain a matrix of hashes for
subsequent verification. However, the number of parties is going to remain small, and this
is not expected to be any problem for any modern CPU.

The other problematic aspect is the use of operations with very high degree polynomi-
als, V − 1. The parameter that can grow the most is that of voters. In fact, a high number of
these are expected. However, the complexity is linear with respect to this parameter thanks
to the ability to independently interpolate each of the coefficients of the voting result.

5.3. Strengths and Limitations of the Proposal

The main strengths of the DiverSEC system can be summarized as follows:

1. The addition of secret sharing implies that the system is distributed. Distributed
systems have added complexity, but that complexity creates, in return, a security
tension between nodes, where parties cannot perform attacks without being detected
by each other. In a centralized model, the different voting authorities could perform
attacks due to their privileges, and there are only two options against this approach:
prevent the attacks or trust the authorities. After distributing those privileges among
independent actors, these attacks are no longer possible. In our case, each mixnet
node knows just one part of the information. For this reason, their attack surface is
greatly reduced.

2. The privileges of this system are not only distributed, they are distributed among
entities with clearly competing interests. For this reason, they will make sure to report
attacks from the rest of the nodes. On top of that, political parties are public entities,
subject to scrutiny and judgment by the voters.

3. Attacks are prevented twofold. First, attacks are detected in real time, thanks to the
verification processes. Both political parties and voters are checking the hashes in
every step of the mixnet. It is impossible to tamper a vote without being detected
as long as the chosen hash function remains secure against collisions. Second, it



Electronics 2021, 10, 3075 16 of 19

is impossible to perform targeted attacks. During the mixnet phase, the shares are
encrypted, so the nodes do not know the content nor the voter of any share. Replacing
the content with a new generated share is not possible, since the attacker ignores the
recomposition nonce. Even if we ignore these facts, in the Shamir’s Secret Sharing
Scheme, it is not possible to craft a malicious share that gives a desired arbitrary
output (as long as we use a commitment scheme to publish the shares).

4. In this case, verification is based on a very simple process, based on public information.
Each voter can verify the processing of her shares by comparing her stored hashes
against the list published by each node during the mixnet, and can verify her vote
end-to-end by identifying her private nonce and the matching plaintext shares and
secret. This verification is not interactive and is persistent over time.

It is also important to mention that the proposed scheme is easy to implement. With the
computational complexity analysis described above, we can see that a current standard
server machine is able to process all the information, given the operations that we have
listed until now. Any current end-user device is enough for the voter tasks, such as
generation, distribution, and verification. The computational complexities are linear for
the number of voters (which is the clearly the higher dimension of a voting system) and
quadratic for the number of parties. However, if the amount of voters grew to be a problem,
this scheme permits easily distributing the election. This approach is similar to the current
election system, which distributes the complete census in different electoral districts.

One of the current concerns in designing crypto-based systems is the impact that
the advance of quantum computing may have in them, so this is an issue that must be
taken in consideration when proposing a new system [36]. As far as our e-voting system
is concerned, the Shamir secret sharing scheme should not be impacted by the advances
on quantum computing. Traditional asymmetric cryptography primitives such as RSA,
however, are expected to be threatened by these advances. Fortunately, our system is
flexible in the use of cryptographic primitives, so it does not need any specific primitive
for encryption or signing, and thus could be easily adapted to any quantum-safe standard
used at the time of implementation. Likewise, the public key management mechanisms or
bulletin board implementations (i.e., [20] or [37]) are not specified either.

Regarding limitations, the main problem with this proposal is the ability of the voters
to prove their vote accurately to a third party, in the lapse of time between the gener-
ation of the vote and its publication of the tally. This enables voluntary vote buying,
or forced coercion.

Secondly, the proposal has no real-time troubleshooting protocols to correct integrity
attacks. The current proposal can only detect them, and expose the attacker.

Finally, there are some aspects of an actual e-voting system which are out of the scope
of our proposal. For asymmetric encryption to be usable in practice, a PKI infrastructure
must be in place for citizens and political parties. In a similar way, actual device protection
is out of the scope of our work, but there are plenty of security mechanisms that could be
used to protect the computation if needed, such as security enclaves like the ones used
in [36]).

6. Conclusions and Future Work

In this work, we propose a novel distributed, remote e-voting system (REV) for
elections. Our proposal involves three novel elements in addition to the techniques typically
used in the state of the art:

1. Shamir’s secret sharing scheme. Its use has generally been limited because of its
integrity vulnerabilities. Only a very recent proposal [26] uses it, but it solves this
problem in a completely different way: it employs DRE machines under the assump-
tion that those machines are secure.

2. Galois’ field. Shamir’s secret sharing needs finite field operations in order to eliminate
one of its vulnerabilities, but it has not previously been exploited in order to limit
the possible values to vote on. The size of the field was traditionally irrelevant, and a
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sufficiently large prime number was chosen. In this case, in our field FOV′ neither the
base nor the exponent are arbitrary, but correspond to voting parameters.

3. The proposal of a distributed system in which the parties themselves form the voting
network. Since we are confronting the selfish interests of each political party against
the rest, this creates a positive balance that empowers our security model. It is the
electronic equivalent of having supervisors from every party inspecting the ballot
boxes in person.

The designed system satisfies the main concerns and needs of REV systems. In an
exhaustive review of the list of desirable properties, this system fulfills all but coercion
resistance, which is one of the biggest problem in the current state-of-the-art.

The two most critical dimensions, ballot privacy and integrity are covered in depth. It
is to be expected that vulnerabilities will arise that undermine the security offered in any
protocol, system, or cryptographic primitive. For this reason, multi-layer security provides
a shield against these undiscovered vulnerabilities. Encryption protects confidentiality,
but at the same time, each vote is divided into different shares, which do not reveal
information about the secret unless a single entity receives every single share in plaintext.
Publication of the verification hashes in turn protects integrity and, at the same time,
removes the incentive for parties to manipulate the shares they manage.

The non-technical dimension is also important. The vote verification process is ex-
tremely simple, accessible to any non-technical voter. This detail is critical for the popula-
tion to accept the guarantees offered by this system, as opposed to others that are just as
good but are extremely complex.

It should be mentioned that the threat model and the system assumption are realistic.
On the contrary, other proposals are secure only under very lax criteria.

In summary, the proposal is considered to add value to the current state of electronic
voting research. It is also flexible and easy to extend, so additions such as failure recovery
protocols or as security layers against coercion could be easily added to this base.

Indeed, the two most immediate priorities for improving this proposal are:

• An exhaustive search for a solution to the coercion problem, to fully cover the list of
desirable properties.

• Defining automatic protocols for real-time corruption detection and resolution, ac-
cording to the cases we have mentioned previously in the analysis. The means for
voters to report any error or manipulation are already provided, but the real-time
resolution protocol is yet to be defined.

Once both requirements are met, this proposal satisfies all the current needs of e-voting
systems. From this point, it is possible to think about developing an implementation, for a
real future use. This would require a study on the platforms to be used, both on the server
and client side, and on the scope of adoption.
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